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Introduction
In the last decade, cloud computing has attracted more and more attentions in both 
industry and academia [1–8]. It deeply changed people’s lives due to its inherent advan-
tages, such as on-demand self-service, resource pooling and rapid resource elasticity, 
etc.. With the services provided by cloud computing, users can upload their require-
ments via the Internet to a cloud environment and receive responses following post-
processing in the cloud environment. Among these services, cloud storage service is one 
of the important and indispensable services [9–12]. Cloud storage makes data storage 
a service in which data is outsourced to a cloud server maintained by a cloud provider. 
With the service, data could be stored remotely into the cloud efficiently and safely. Thus, 
this service attracts many people, especially enterprises, due to that it brings appealing 
benefits, e.g., avoidance of capital expenditure on hardware and software, relief of the 
burden for storage management, etc. [13–15].
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Nowadays, many large IT enterprises, such as Google, Microsoft, Amazon and Yahoo 
provide the service. Although the services could be provided by these large IT enter-
prises and the services have many advantages, some issues have to be concerned to be 
widely used by the government and users. For instance, in cloud storage, the data owner 
does not posses data physically after data is outsourced into the cloud service providers 
who are not fully trusted. Therefore, government and academic institutions choose to 
build their clouds by themselves. However, building cloud servers is very expensive due 
to the equipment cost and the corresponding maintenance cost. Thus, how to reduce the 
system construction cost and enhance the system’s usability and accessibility is the main 
problem we concern. In this work, we have implemented a cloud system, in which vari-
ous software-defined storage technologies and the cubic spline interpolation and distri-
bution mechanisms are used together to provide a more easy-to-use, efficient, reliable 
and user-friendly cloud storage system. The main contributions of this work are sum-
marized as follows:

•	 We implemented a cloud storage system to integrate various SDS technologies using 
cubic spline interpolation and distribution mechanisms. The proposed system con-
sisted of three main components, they were the storage service, the file distribution 
mechanism and the user service, respectively. In addition, since the user’s file size 
cannot be predicted and the received files were not the same with our measured 
results, we successfully solve this problem by integrating the cubic spline interpola-
tion method.

•	 In the system architecture, we used open source software to make the system more 
compatible. In addition, a file was assigned automatically to an appropriate storage 
location after users uploaded files.

•	 We designed a user-friendly interface, users could easily upload their files and real-
ized the usage percentages of storage as well as the status of their uploading jobs. 
Also, the parameters could be set freely to make the system more flexible by manag-
ers.

The rest of this paper was organized as follows. In the related work section, we intro-
duced the literature review and related works. In the section of system design and imple-
mentation, we presented the system architecture and the corresponding methods. The 
experimental results were shown in the section of experimental results. Finally, conclud-
ing remarks were given.

Related work
During the early development of cloud services, the exact meaning of software-
defined service was inconclusive. The concept of “software-defined data center” was 
first proposed by VMware as software became more important. By employing the con-
cept of virtualization in developing hardware resources as a resource pool, software 
could be employed to control the arrangement of hardware resources. When using 
programmable software to control the arrangement of hardware resources, there is 
no need to think about how to manipulate servers and security or allocate resources. 
In other words, all the resources function perfectly [16–18]. Cloud computing gave 
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rise to more possibilities, enabling software-defined services to be different concepts 
in hardware and software architectures. These concepts have in turn enabled the 
creation of custom functions and the automation of operations. Accordingly, many 
research papers and commercial products related to software-defined storage have 
been proposed.

Yang et  al. [19] proposed an integrated storage service. They used the open source 
software—OpenStack [20] to build and manage cloud services, and also used software 
to integrate storage resources, including Hadoop HDFS, Ceph and Swift on Open Stack 
to achieve an SDS design. Software users can integrate different storage devices to pro-
vide an integrated storage array and to build a virtual storage pool, such that the services 
provided for users are not limited by the storage devices. Our work primarily follows the 
concepts in [19], but we improve the system architecture and propose a mechanism to 
store data efficiently. In addition, we provide a new and more friendly user interface.

The EMC Virtualization Platform Reinvented (ViPR) [21] is a logical storage system, 
not a physical storage system. It can integrate EMC storage and third-party storage in 
a storage pool, and manage them as a single system while retaining the value of the 
original storage. ViPR can replicate data across different locations and data centers 
with different storage products, and provides a unified block store, object store, file 
system and other services. ViPR also provides a unified metadata service and self-
service deployment, as well as measurement and monitoring services.

A file system architecture that efficiently organizes data and metadata and enables 
sharing in addition to exploiting the power of storage virtualization and maintaining 
simplicity in such a highly complex and virtualized environment was proposed by Ankur 
Agrrawal et al. [22]. Tahani Hussain assessed the performance of an existing enterprise 
network before and after deploying distributed storage systems [23]. Additionally, simu-
lation of an enterprise network with 680 clients and 54 servers followed by redesigning 
the system led to improvements in the storage system throughput by 13.9%, a reduction 
in average response time by 24.4% and a reduction in packet loss rate by 38.3%.

Chengzhang et al. [24] proposed a solution for building a cloud storage service sys-
tem based on the open-source distributed database. Dejun Wang [25] proposed an 
efficient cloud storage mode for heterogeneous cloud infrastructures, and validated 
the model with numerical examples through extensive testing. He also highlighted 
the differences in a cloud storage system using traditional storage. For example, the 
demand from the performance point of view, data security, reliability, efficiency and 
other indicators need to be taken into consideration for cloud storage services, which 
are services in a wide range of complex network environments designed to meet the 
demands of large-scale users.

System design and implementation
In this section, we introduce the system architecture and the implementation, which 
adopts open-source software for better development and maintenance in the future. The 
integrated heterogeneous storage technologies employed in the system are useful and 
complete object storage systems. In addition, a graphical user interface is provided so 
that an administrator can change the parameters to make the system more flexible.
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System design

The proposed system architecture, as shown in Fig. 1, is divided into three layers. The 
first layer is the hardware layer, which consists of many computer hardware and network 
devices. The second layer is the virtualization layer designed with OpenStack, with sev-
eral components including the compute portion, the network portion and the storage 
portion. Through the virtualization technology provided by the OpenStack platform, the 
hardware resources, including the compute, network and storage resources can be fully 
utilized by the integrated virtual machines (VMs) to constitute our services, including 
the storage and control services. The storage service consists of many storage systems, 
including Swift [26], Ceph [27] and other storage systems. In addition, Nova Compute is 
a component within the OpenStack platform developed to provide on-demand, scalable 
and self-service access to compute resources, such as VMs, containers and bare metal 
servers. The architectures of the Swift and Ceph systems are presented in Figs. 2 and 3, 
respectively.

Fig. 1  The system architecture

Fig. 2  The Swift architecture
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Swift is a scalable redundant storage system, in which objects and files are written 
to multiple disks spread throughout servers in the data center. As shown in Fig. 2, the 
colored icons are the main components of the system, and are divided into four parts:

1.	 The cyan colored components are in charge of calculating hash in real time.
2.	 The pink colored components are in charge of indexing the hash of suffix and parti-

tion directories, receiving and sending requests to compare the hash of a partition or 
suffix and generating jobs replicating suffix directories to the replication queue.

3.	 The gray colored component, which is called the partition-monitor, is in charge of 
checking whether to move the partition at various intervals.

4.	 The green colored component, which is called the suffix-transporter, is in charge of 
monitoring the replication-queue and invoking rsync to sync the suffix directories.

On the other hand, the control service, which is built into the controller node, is 
responsible for managing the storage services, which are constructed using storage 
functions. Through the control service and the storage functions, the controller can 
control the storage devices and resources indirectly. In addition, the controller node 
has its own distribution mechanism. The mechanism can automatically assign files to 
the appropriate storage functions after users upload their files. The third layer of the 
system provides a graphical user interface via a web browser to present our system 
functions, such that users can easily access the proposed cloud system services. Fig-
ure 4 shows the design flow of our system based on the controller architecture.

System implementation

The implementation of the proposed system consists of three main components, the 
storage service deployment, the file distribution mechanism and the user services. In 
the following subsections, each component will be introduced in detail.

The deployment of storage services

In the first part, we introduce the storage services. We create VMs that form a storage 
cluster. Then, we use the open source software OpenStack to build and manage the 
cloud system.

Fig. 3  The Ceph architecture
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The mechanism of file distribution

In the second part, we introduce the mechanism of file distribution. We first use the 
Cloud he user’s status is summarizedObject Storage Benchmark (COSBench) [28] to 
measure the file transfer speed. COSBench is a benchmark tool for measuring the 
performance of cloud object storage services. The measured results of our testing 
are marked on the coordinate diagram, as shown in Fig.  5. In this work, consider-
ing that the user’s file size cannot be predicted and the received files will not be the 
same as our measured results, we need a mechanism to coordinate the interpolation 
into a linear equation. Based on the promising features studied in the reference works 

Fig. 4  The design flow of our system

Fig. 5  The measurement results of the transfer speed of one file
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[29–31], we therefore choose to use the cubic spline interpolation method to solve 
this problem.

Interpolations using cubic splines have been well studied in [29–31]. In [29], the basis 
of cubic spline interpolation was introduced. Miao et al. [30] employed the cubic spline 
method to predict the storage volume of a data center by interpolating the storage vol-
ume time series such that an entire time series with the same number as the former 
series can be reconstructed. In addition, Mastorakis [31] showed that the cubic spline 
method is well suited for application to the problem of anomaly detection in cloud envi-
ronments. A cubic spline is a spline constructed of piecewise third-order polynomials 
that pass through a set of m control points. The second derivative of each polynomial 
is commonly set to zero at the endpoints, since this provides a boundary condition that 
completes the system of m-2 equations. This produces a so-called “natural” cubic spline 
and leads to a simple tridiagonal system that can be solved easily to give the coefficients 
of the polynomials.

By using the Cubic Spline, we obtain a new coordinates diagram and plot the inter-
polation figures for Swift and Ceph, as shown in Fig. 6. This can be used as the decision 
criteria when processing files. Certainly, this will not be the only method in our mecha-
nism. We also consider the use of storage capacity for the environmental effect. Similar 
to the previous method of measurement, we perform measurements for storage envi-
ronments with different capacities.

In addition, we propose Eq. (1) to obtain the transfer speed of the storage service, 
which is used to determine which of the storage services is better.

•	 ft(S) represents the transfer speed obtained in the transfer speed experiment when 
the file size is S.

•	 fc(S) represents the transfer speed obtained in the storage capacity experiment when 
the file size is S.

•	 α and β are the weights, with default values of 0.5. The sum of these two weights 
equals one.

(1)fK (S) = αft(S)+ βfc(S).

Fig. 6  The measurement results for all file transfer speeds obtained using the Cubic Spline method
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•	 fK (S) represents the resulting transfer speed of the storage service, which is used to 
compare the performance of the storage services.

For example, we perform an experiment to determine the transfer speed for Swift and 
Ceph, and consequently obtain two functions, fts(S) and ftc(S) . Another experiment is 
performed to test the storage capacity of Swift and Ceph to obtain two functions, fcs(S) 
and fcc(S) . The resulting functions fSwift(S) and fCeph(S) are listed in Eqs. (2) and (3), 
respectively.

After calculation, we obtain two values fSwift(S) and fCeph(S) . The following mechanism 
compares these two values to determine which storage technology is better. If these two 
values are equal, we add a condition that depends on storage usage. The mechanism will 
choose the system with lower usage.

Our mechanism is scalable. We can add any condition that may affect the transfer speed. 
For example, as shown in Eq. 4, the function fn(S) is another consideration for time con-
sumption with a weight of γ and the sum of the three weights α , β , and γ must be one.

The experimental results
In this section, we show the experimental results and the system implementation perfor-
mance. We first perform efficacy experiments to demonstrate the benefits of our system 
infrastructure. Next, we measure the speed of each storage object. This measurement is 
the basis of the file distribution mechanism. Finally, we show the user interface for our 
system.

Setup of the experimental environment

In the setup for the experimental environment, we use OpenStack to build our cloud 
platform, which is then used to create and manage the distributed storage system. In 
the system, we adopt two heterogeneous storage technologies, namely Ceph and Swift. 
We use Ceph to build a storage system that consists of four VMs with dual core CPUs, 4 
GB of memory and a total of 160 GB of storage space. The VM named ceph01 is MON 
and OSD, and the others are OSD . These VMs form a Ceph cluster. On the other hand, 
we use Swift to build a storage system consisting of four VMs, which include one proxy 
server and four storage nodes, with the same specifications of dual core CPUs, 4 GB of 
memory, and a total of 160 GB of storage space. Tables 1, 2, and 3 sequentially present 
the specifications for the software, hardware, and storage environments.

(2)fSwift(S) = αfts(S)+ βfcs(S).

(3)fCeph(S) = αftc(S)+ βfcc(S).

f =



























fSwift(S), (fSwift(S) > fCeph(S)) or

(fSwift(S) = fCeph(S) &
UsageSwift > UsageCeph)

fCeph(S), (fSwift(S) < fCeph(S)) or

(fSwift(S) = fCeph(S) &
UsageSwift < UsageCeph)

(4)fK (S) = αft(S)+ βfc(S)+ γ fn(S).
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Performance evaluations of our system

To evaluate the performance of our system, two metrics are used, specifically network 
throughput and disk writing speed. In this experiment, we first install four VMs as the 
experimental nodes in the OpenStack environment. The four VMs are called swift01, 
swift02, swift03 and swift04, respectively. Since network throughput is a key factor for 
measuring cluster performance, we use a client-server connection to measure the TCP 
and UDP bandwidths. The results are illustrated in Fig. 7. In the resulting histogram, the 
horizontal axis represents the number of tests and the vertical axis represents the trans-
mission bandwidth. As depicted in Fig. 7, the VMs are divided into group A and group 
B. Group A contains Swift01 and Swift03 VMs while group B consists of Swift02 and 
Swift04 VMs. The experimental results show that the bandwidth for group A is almost 
7000 Mbits/s, while the bandwidth for group B is only about 900 Mbits/s. The large dif-
ference in the achieved bandwidth between the two groups is because they are deployed 
on different physical machines. The VMs in group A are used in the compute01 machine 
while those in group B are used in the compute02 machine. The results indicate that 
when the VMs communicate between the two physical machines, they communicate 
through the physical network. On the contrary, when the VMs communicate with each 
other in the same physical node, they communicate through the virtual network.

Table 1  Hardware specifications

Host name CPU Memory (GB) Disk (GB) OS

Controller 16 cores 48 100 Ubuntu 14.04

Compute01 24 cores 48 800 Ubuntu 14.04

Compute02 24 cores 48 800 Ubuntu 14.04

Table 2  Storage environment specifications

Host name CPU Memory (GB) Disk (GB) OS

Controller 4 cores 8 40 Ubuntu 14.04

Ceph01 2 cores 8 40 Ubuntu 14.04

Ceph02 2 cores 4 40 Ubuntu 14.04

Ceph03 2 cores 4 40 Ubuntu 14.04

Ceph04 2 cores 4 40 Ubuntu 14.04

Swift01 2 cores 4 40 Ubuntu 14.04

Swift02 2 cores 4 40 Ubuntu 14.04

Swift03 2 cores 4 40 Ubuntu 14.04

Swift04 2 cores 4 40 Ubuntu 14.04

Table 3  Software specifications

Software Version

OpenStack Juno

Ceph Hammer v0.94

Swift 2.1.0
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Next, we will discuss the comparison results with respect to the metric of the disk 
writing speed, which is a key factor for system performance. In this experiment, we 
use the Linux command dd, which is mainly employed to convert and copy files and to 
measure the disk writing speed. The results are illustrated in Figs. 8 and 9.

According to the previous results from measuring the network bandwidth, if VMs 
are deployed on the same host, their bandwidths are almost the same. Thus, we select 
swift01, swift02, OpenStack compute01 and OpenStack compute02 for comparison of 

Fig. 7  The comparison results of network throughput for all virtual machines

Fig. 8  The comparison results of disk writing speed for all virtual machines
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their disk writing and reading speeds. The results show that the VMs cannot take full 
advantage of the reading and writing resources and therefore require deployment of the 
storage system. These I/O tests can be used to debug and improve bottlenecks when 
problems are encountered. In addition, the experimental results for disk reading and 
writing speed help us decide on the number of VMs deployed on the physical machine 
and understand how best to deploy the storage cluster.

Figure 10 shows the comparison results for the upload speed in the Ceph and Swift 
storage clusters. In the figure, the blue hollow circle represents the upload measurements 
in the Swift storage cluster while the red hollow circle represents the corresponding 

Fig. 9  The comparison results of disk reading speed for all virtual machines

Fig. 10  The comparison results of uploading speed for all virtual machines
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values in the Ceph storage cluster. In addition, we apply cubic spline to obtain contin-
uous curves with respect to the Ceph and Swift clusters. From the figure, we see that 
the upload speed in the Swift cluster stabilizes at about 20-30 MB/s, with a significant 
increase when the file size is larger than 800 MB. On the contrary, in the Ceph cluster, 
the upload speed is almost 15 MB/s. These two curves intersect once when the file size 
is about 50 MB. Thus, the upload speed for Ceph is faster than that of Swift when the file 
size is less than 50 MB and is slower when the file size is larger than 50 MB.

Figure 11 shows the experimental results with respect to the download speed in the 
Ceph and Swift storage clusters. The results show that the download speed for the Ceph 
cluster is faster than that of the Swift cluster.

User interface design

In this subsection, we will introduce the design of the user interface in our system. 
An overview of the website map is shown in Fig. 12. The user interface in our system 
mainly consists of three parts: the system overview page (as shown in Fig.  13), the 
my storage page (as shown in Fig. 14) and the account page (as shown in Fig. 16). In 

Fig. 11  The comparison results of downloading speed for all virtual machines

Fig. 12  Overview of website map of our system
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Fig. 13  Overview of system pages of the storage usage percentage and the account list
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the system overview page, the user’s status is summarized, and users can review their 
storage usage and account information. The my storage page is the main part of the 
user interface in the system. It consists of basic operations, such as upload, download, 
remove and modify operations. The account page shows the user information. Users 
can modify their personal information via this page.

As shown in Fig. 13, there are two panels in the system overview page. The two pan-
els are used to show the storage usage percentages and the account list. We use three 
small liquid fill gauges to display the percentages for the total usage, the Swift usage 
and the Ceph usage. More detailed information is shown when the mouse moves over 
the liquid fill gauge, as shown in Fig. 13. In addition, there is a table that shows infor-
mation for all the accounts when the user logs into the administrator mode.

The my storage page is the major operating part of our system. When the page is loaded, 
a file list is shown in the middle of the page and a drop down menu pops up when the right 
mouse button clicks a file name, as shown in Fig. 14. The drop down menu has four func-
tions: download, delete, rename and detailed information. All functions related to the stor-
age operations are displayed in this page.

We use AJAX, JQuery and the bootstrap framework to implement the uploading process. 
The web page pops up a window upon left clicking the upload button, as shown in Fig. 15. 
The figures show four files in the list. One file is ready to upload, two are uploading and 
the last is being processed. The upload function allows multiple files to be uploaded at the 

Fig. 14  The my storage page
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same time. The files have individual upload progress bars and the total upload progress bar 
is shown near the top of the page. The total progress bar shows detailed upload information 
including the transfer speed, the remaining time and the completed percentage. The upload 
functions have the following advantages:

•	 Friendly user interface: a visualization of the upload progress is provided. This makes it 
easy for users to monitor and control their uploading jobs.

•	 Supports the upload of multiple files: users can upload multiple files at the same time.
•	 Background processing: users can upload their files in the background while accessing 

other functions simultaneously in the my storage page.

The last part is the accounting page, as shown in Fig.  16. The accounting page has two 
main functions, which are the viewing and the editing. Through these functions, detailed 
accounting information can be viewed and edited. The design of all the pages in the system 
follows the design concept of RWD. Whatever the device used, the bootstrap framework 
displays the appropriate web layout according to the screen size.

Fig. 15  The file uploading page in our system
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Conclusion
In this work, we implemented a cloud storage system by integrating the open source 
storage software to provide a software-defined storage service. In the system, we used 
the distributed cloud architecture to provide high reliable and scalable cloud services 
which integrate several software storage technologies. In addition, we provided an 
user interface with high usability to make the proposed system more user friendly. In 
the future, we plan to build a larger system with more VMs and integrating more het-
erogeneous storage technologies.
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