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Abstract

Although the Internet and the World Wide Web technologies have gained a tremendous amount of popularity
among people and organizations, the network that these technologies created is not much more than a multimedia
data network. It provides tools and services for people to browse and search for data but does not provide the
facilities for automatically delivering the relevant information for supporting decision-making to the right people
or applications at the right time. Nor does it provide the means for users to enter and share their “knowledge”
that would be useful for making the right decisions. In this work, we introduce the concept of a Web-based
knowledge network, which allows users and organizations to publish, not only their multimedia data, but also
their knowledge in terms of events, parameterized event filters, customizable rules and triggers that are associated
with their data and application systems. Operations on the data and application systems may post events over the
Internet to trigger the processing of rules defined by both information providers and consumers. The knowledge
network is constructed by a number of replicable software components, which can be installed at various network
sites. They, together with the existing Web servers, form a network of knowledge Web servers.
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1. Introduction

In recent years, the Internet has been widely used by people and organizations throughout
the world. People can communicate quickly and easily with almost anyone anywhere in
the world by e-mails. Many business enterprises are aggressively putting their home pages
on the Internet, and buying and selling things over the Internet has become very common.
It is evident that we are experiencing an explosive growth in the usage of the Internet.
But, at the same time, we recognize several limitations of the current Internet technology.
These limitations are preventing us from developing more advanced applications on the
Internet. The fundamental problem with the current Internet is that it merely creates a pas-
sive network of multimedia data. The Internet needs to become more active, collaborative,
and intelligent. We believe that these three characteristics form the new infrastructure re-
quirements for emerging applications on the Internet. The first requirement is to make the
Internet “active.” Web servers currently just return the data that was requested by a remote
user. Ideally, they should have a mechanism to automatically react to external events that
are of interest to users and spontaneously perform relevant operations instead of simply
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acting as managers of passive data repositories. Examples of such external events are: the
generation of new data can be an event that triggers notification of many users who may
be interested in the new data, and the updating of a Web page may trigger the updating
of replicated copies that have been cached in other Web servers. If such a mechanism is
provided, the Internet infrastructure will require fewer human interactions. Transforming
the Internet from a passive infrastructure to an active infrastructure is one of our goals.
The second new requirement is to make the Internet “collaborative.” The data on the Web
servers are currently isolated from one another. No Web server can spontaneously dis-
seminate data to other Web servers in order to establish a collaborative relationship. The
Internet infrastructure needs to provide a mechanism for Web servers to contact other Web
servers and push data to them automatically, instead of simply waiting for an HTTP request
and providing data to a user. Therefore, we focus on the development of a data pushing
mechanism in our framework. The third new requirement is to add “intelligence” to the
Internet. Although adding new data into the Web and allowing the Internet community
to access them have become a common practice, embedding decision-making procedures
and rules into the Web servers is not supported at present. Such a capability will make the
Internet infrastructure much more intelligent.

Recognizing the above new requirements, we propose a general framework and the ar-
chitecture of a knowledge network. The knowledge network allows both consumers and
providers of multimedia data to express their knowledge in forms of events, parameter-
ized event filters, customizable rules and triggers that are associated with the data and the
operations on the data. The contributed knowledge can be incorporated into the current
data network. This knowledge is gathered and stored by software components, which are
extensions to the Web servers. The intended contributions of this work can be summa-
rized as follows. First, a new infrastructure, namely, the knowledge network, is designed
and implemented to support and promote new and emerging applications on the Internet.
The knowledge network infrastructure reduces the need for constant human attention and
enables more machine processing to be exploited by integrating knowledge into the Inter-
net. Second, an event-trigger-rule (ETR) model, a high-level language and its associated
GUIs have been designed and developed to allow high-level specifications of events, pa-
rameterized event filters, rules, and triggers. Third, techniques for event filtering, event
history management, event notification, the handling of customizable rules and dynamic
rules, and parallel rule processing are also introduced. Together, they enable Internet-based
collaborations and the development of distributed applications. Fourth, a set of Web-based
tools and software components has been developed to provide value-added services, which
complement the Internet and Web services. They include knowledge publishing, event
registration, event filtering and notification, knowledge profile management, and manage-
ment and processing of triggers and rules. The organization of the remainder of this paper
is as follows. In Section 2, some related research on events and rules on the Internet are
surveyed. In Section 3, our event-trigger-rule model is presented. In Section 4, the ar-
chitecture and the features of the knowledge network are explained. Section 5 gives the
implementation details of the component modules. In Section 6, an example scenario that
demonstrates the usefulness of the knowledge network is provided. Finally, Section 7 gives
a summary of this work together with suggestions for future work.
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2. Related research

The key technologies that have motivated us to pursue our research are the publishing and
sharing of data on the Internet, notification services via the Internet, and rule technology.

The technology to allow people and companies to publish their data started out as
HTML [35]. HTML focuses on the display format and is suitable for human interactions.
CGI, JavaScript, applets, and servlets [29] have been introduced to provide additional capa-
bilities to HTML. XML [5] is more machine-friendly by using user-defined tags to specify
the semantics of the data contained within each part of a document. By knowing the se-
mantics of the tags, the XML document can be processed by a machine (or program),
which can easily extract information from the document. XSL [27] specifies rules for dis-
playing each tagged part of the XML document. XML relies on DOM (Document Object
Model) [10], which models a document as a tree of objects. These objects altogether form
a semi-structured document, which can be easily parsed and also navigated. Our work
extends the publishing concept to include knowledge publication on the Internet.

The basic communication paradigm on the Internet so far has been based on the pull
model of interaction. In the pull model of interaction, clients need to pull data from the
server. Because every request needs to be explicitly initiated by the client, there is a limit
on the amount of data that a user can browse and access in the Internet environment, in
which an enormous amount of data exists. To remedy this problem, the push model began
to gain interest in the research community. The push model of interaction allows sub-
scribers to specify their interests in certain data. The server will then push the data of
interest to the subscribers based on their preferences. This model of interaction makes it
possible for subscribers to receive data in a timely fashion without additional effort. It also
has an additional advantage of scalability when the same data needs to be disseminated
to a large number of subscribers. Some early work on push-based systems were Tele-
text [1], Datacycle at Bellcore [17], and Boston Community Information System (BCIS) at
MIT [13]. Push technology-based products include the Pointcast system [28], Marimba’s
Castanet [23], Netscape’s Netcaster [24], and Backwebs polite agent [2].

Event notifications are also a form of the push-based technology. An event is a high-level
specification of something of interest that happens, upon which the users and/or software
systems that subscribe to the event want to be notified. Products that support event no-
tification services have been introduced, such as the Keryx notification service [19] by
KeryxSoft, Vitria’s businessware communicator [34], and WebLogic events [3]. In order
for the push technology to work, one of the problems to be solved is how to establish a
good open standard as a basis for communication.

The concept of rules was originally introduced in the research areas of artificial intel-
ligence and expert systems. The declarative and simple forms of rules were appropriate
to specify knowledge, and these started out as the condition-action type of rules. The
condition-action type of rules has the semantics of “when a condition is true, perform
the action.” Expert systems such as OPS5 [6] or CLIPS [12] use this type of rules. The
rules were soon incorporated into databases to create a new category of databases, namely,
active databases. Some examples of these active database systems are HiPAC [9], Star-
burst [15], Ode [11], Postgres [30], OSAM*.KBMS [31], Sentinel [7], and Ariel [16].
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Event-Condition-Action (ECA) rules have been used in many of these systems. They are
composed of three parts: event, condition, and action. The semantics of an ECA rule is,
“When an event occurs, check the condition. If the condition is true, then execute the ac-
tion.” The event provides a finer control as to when to evaluate the condition and gives
more active capabilities to the database systems. Rules can automatically perform secu-
rity and integrity constraint checking, alert people of important situations, enforce business
policies and regulations, etc.

Some initial approaches toward using rules to integrate servers on the Internet have been
experimented. WebRules [4] is a framework developed at the Israel Institute of Technol-
ogy. The WebRules server has a set of built-in events that can notify remote systems, and
has a library of system calls that can be used in a rule to connect Web servers. It does not
include concepts such as event publishing or filtering. However, it is one of the first at-
tempts to use rules for the purpose of integrating Web servers. WebLogic [3] also includes
a basic form of rules, which are called actions. These actions need to be provided to the
WebLogic server at the time when an application is registering for an event. These actions
are actually specified by program codes rather than by a high-level specification facility.
Thus, the developer of the actions needs to deal with system-level issues.

3. Knowledge model

Our knowledge model, the ETR model, consists of events, triggers, and rules. The event-
trigger-rule (ETR) model [20,21] is a generalization and extension of the event-condition-
action (ECA) rule model used in active database management systems. The ETR model
separates the specifications of events from those of rules. By allowing this separation, the
events can be defined independently of the rules and vice versa, which is essential for a
distributed environment. In the distributed environment, events can be defined on one site
and rules can be defined on another site. The remote event can be associated to a local rule
by a trigger specification, which links the event to the rule. Each element of the ETR model
is discussed in the following subsections. The complete language syntax for the elements
is described in [22].

3.1. Events

Events signal that some things of interest have happened on the Internet. They can signal
that new data is made available on a site, a Web page has been modified, an application
has executed on a site, etc. An event can have attributes and the data of these attributes is
associated with the thing of interest that has happened. The data is passed to the subscribers
of this event. The syntax of an event specification is as follows:

EVENT event_name (type attr1, type attr2, . . . , type attrN)
[DESCRIPTION description_text]

The EVENT clause specifies the event name along with the list of event attribute names
and types. A simple example of such an event (E3) is shown in Figure 1.
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Figure 1. Example of event, trigger, and rule in the ETR model.

3.2. Rules

Rules in the ETR model are defined as Condition-Action-AlternativeAction (CAA) rules.
CAA rules provide a very general way for specifying integrity and security constraints,
business rules and policies, regulations that are relevant to the operation of a real or virtual
enterprise. Each CAA rule represents a small granule of control and logic needed to enforce
a constraint, business rule, policy, etc. A number of these rules, when executed in a certain
order or structure, can represent a larger granule of control and logic. An example rule
(R3) is shown in Figure 1.

A rule can have a number of parameters just like a procedure call and perform some
desired operations. The list of parameter names and types are specified together with the
rule name. When the rule is invoked, it first evaluates the CONDITION clause of the rule.
If the result is true, the operations specified in the ACTION clause are executed. Otherwise,
the operations specified in the ALTACTION clause are executed. The DESCRIPTION
clause contains a text string describing what the rule does. The RULEVAR clause allows
variables to be defined in a rule. Also, variables which need to be persistent are declared
within this clause. Customizable rule variables, which can be assigned different values for
different users (i.e., customizable rules), are also supported. The CONDITION clause is
specified using a guarded expression. A guarded expression can be divided into two parts:
the guard part and the condition expression part. The guard part is composed of a sequence
of expressions, which are evaluated sequentially and are enclosed in brackets. If any of the
expressions within the guard evaluates to false, the whole rule execution is skipped (i.e., the
rule is not applicable). If all of the expressions evaluate to true, the condition expression
part will be processed. The evaluation result of the condition expression decides whether
to go to the ACTION clause or the ALTACTION clause. The reason for employing the
guarded expression is that it allows for efficient and ordered processing of pre-requisite
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conditions which must be satisfied in order for the rule processing to be meaningful. The
ACTION clause and ALTACTION clause consist of a sequence of operations to be carried
out.

3.3. Triggers

A trigger relates a structure of events with a structure of rules. Thus, it is composed of
two main components: an event structure and a rule structure. An example of a trigger
is shown in Figure 1. An event structure has two parts, namely, a TRIGGEREVENT
part and an EVENTHISTORY part. The TRIGGEREVENT part specifies a number of
events any of which, when posted, would initiate the evaluation of the EVENTHISTORY
part. In Figure 1, the trigger events are E1, E2, or E3. If the event history evaluates
to True, the structure of rules is processed. Otherwise, the structure of rules will not be
processed. This separation of TRIGGEREVENT and EVENTHISTORY provides a way
to specifically name the events (i.e., TRIGGEREVENT) that will trigger the evaluation
of a more complex event expression (i.e., EVENTHISTORY). This is different from the
event specification of some existing ECA rule systems in which, when a composite event
is specified, all the events mentioned in the composite event expression implicitly become
the trigger events. As a result, the composite event expression must be repeatedly evaluated
even though some of its events should not have triggered its evaluation.

The structure of rules, given in the RULESTRUC clause, forms a graph structure. In
the graph structure, rules can be executed sequentially, in parallel, or with synchronization
points. The synchronization points can have AND conditions (where all of the rules should
finish before the synchronization point) or OR[n] conditions (any n number of rules should
finish before the synchronization point). Data from the attributes of the TRIGGEREVENT
can be passed to the trigger parameters and then to the rules in a RULESTRUC. The trigger
includes the specification of their mappings. Figure 1 shows an example of a complex
trigger.

4. Architecture and concept of knowledge network

The infrastructure to support the knowledge network concept is composed of a large num-
ber of knowledge Web servers on the Internet. The knowledge Web server contains ad-
ditional modules to extend the capability of the current Web servers. We will discuss the
architecture of the knowledge Web server in the following subsection and then discuss the
concept and key features of the knowledge network.

4.1. Architecture of the knowledge Web server

The general architecture of the knowledge Web server is shown in Figure 2. The figure
shows three knowledge Web servers and their components. Knowledge Web server A is
the provider of events E1 and E2, while knowledge Web servers B and C are subscribers of
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Figure 2. Overview of architectural components in the knowledge Web server.

the events. The figure shows the sequence of actions performed when the events are posted
from knowledge Web server A.

Each knowledge Web server has an event manager, an ETR server, and a knowledge pro-
file manager, which are additional components installed on a typical Web server. Because
these components are installed on each Web server, the infrastructure has a symmetric
architecture.

Each user who has data and applications on a web server has a knowledge profile that
is persistently stored and maintained by the knowledge profile manager. The knowledge
profile of a provider contains the events, triggers, and rules that were published by the
provider. The knowledge profile of a subscriber contains the events that the user has sub-
scribed to, and also the trigger and rules that were defined on the subscriber site. The
definitions of the events, triggers, and rules are passed to the event manager and the ETR
server. Since a user can play the role of a provider as well as the role of a subscriber, the
knowledge profile manager keeps the corresponding profiles separately.

The event manager performs functions related to the registration, filtering and notifica-
tion of events. The event manager provides an event registration facility to allow remote
clients to register their interests by subscribing to certain events defined by a provider. Dur-
ing the event registration, subscribers can install event filters. These event filters provide
selective subscription to a subset of the events. Figure 2 shows two example filters F1
and F2, which are installed into the event manager of the provider site by subscribers B
and C, respectively. Also during the registration, values for customizable rules are provided
by the subscribers. This enables subscribers of events to tailor the rules and install them
into the ETR server on the provider site to meet their different needs. The event manager
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provides an interface to allow the local applications to connect to it and generate an event.
It is also responsible for performing event filtering before it notifies the subscribers. The
event managers on different knowledge Web servers can communicate with each other.
When an event manager of a subscriber receives an event notification from a remote event
manager, it passes it to the local ETR server to initiate the processing of subscriber-side
triggers and rules, as shown in Figure 2.

The ETR server performs the installation and processing tasks for triggers and rules in a
knowledge Web server. The trigger and rule definitions that are input through the knowl-
edge profile manager are provided to the ETR server and are transformed into internal data
structures used for executing the triggers and rules. The ETR server also receives infor-
mation from the event manager about the values for customizable rules that are provided
by subscribers of events during the event registration process. Upon receiving an event,
the ETR server can immediately identify the trigger related to the event, process the event
history, and schedule the rules specified in the trigger for execution.

4.2. Key features of knowledge network

The key features of the knowledge network are: publishing knowledge, event filtering
and notification, trigger and rule processing, and knowledge profile management. They
correspond to the key concepts of the knowledge network and are described in more detail
below.

4.2.1. Publishing knowledge. Publishing knowledge involves defining events, parame-
terized event filters, and provider-side rules. A knowledge provider can define new events
that he/she would like to post over the Internet. The detailed textual descriptions about
these events are provided on the provider’s Web page. By publishing these events on a
Web page, users on the Internet can browse the event descriptions, access the event reg-
istration form and subscribe to the event by registering themselves as subscribers to the
event. Each event has its own event registration form. When publishing an event, the
provider must be kept in mind that a subscriber may not be interested in subscribing to all
the event instances that will be posted by the provider. For example, assume that there is
an airfare special offer event being posted, but the subscriber is actually only interested in
the airfares for flights that depart from Orlando, FL. If the provider allows the subscriber to
give some values to indicate which subset of event instances he/she is interested in, a filter
which screens out all the irrelevant event instances for that particular subscriber can be
established. In order to support this, the provider must give the subscriber a parameterized
filter. In other words, a filter with some undefined values is provided. For example, for the
airfare special offer event, a parameterized filter on the city of departure can be defined.
This will allow the subscriber to input (or choose from a list) the actual value of the city
of departure that is desired. This kind of parameterized filter can be shown on the event
registration form by displaying the city of departure with a blank box beside it. The sub-
scriber can input the value Orlando into the blank box. The types of parameterized filters
supported by our implemented system are:
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• Equal: the subscriber should specify the exact value of the event attribute, which is of
interest to the subscriber.

• Range: the subscriber should specify the minimum and maximum values of the event
attribute that are of interest to the subscriber. This is only applicable to numerical type
attributes. A similar concept was introduced in CoSent [8]. However the implementation
is different from our approach.

• Greater (or less) than: the subscriber should provide a lower bound (or upper bound) of
the event attribute. This is only applicable to numerical type attributes.

• Single selection: the subscriber should select one of the listed values that the provider
has pre-defined.

• Multiple selection: similar to the single selection operator except that it allows the sub-
scriber to select multiple values instead of a single value, meaning that the subscriber
will receive event notifications if the attribute value associated with the event matches
any of the selected values.

Provider-side rules are intended to allow subscribers of events to automatically execute
rules on the provider’s knowledge Web server when the subscribed event occurs. They are
defined by the provider and can take the form of a customizable rule, which means that
certain values in the rule are left for the subscribers to customize based on their individual
needs. These provider-side rules are displayed within the event registration forms. During
the registration process, the subscriber can select and customize the set of rules specified
by the provider.

The knowledge network infrastructure can support this concept of publishing knowledge
by providing the providers with an easy-to-use tool such as the knowledge profile manager.
Through the GUI of the knowledge profile manager, the provider can define events, para-
meterized event filters, and provider-side rules as follows. First, the provider defines an
event by specifying the event name and attributes. Second, one or more attributes of the
event are selected. For each of the selected attributes, a filter type can be specified. Third,
the provider can define customizable rules that have variables whose values can be cus-
tomized by the subscribers. As a result of these steps, two XML files are created: an event
filter template and provider-side rule template. Then, the provider only needs to create a
link in a Web page that refers to the event manager with the names of these two XML files
as input parameters to complete the knowledge publishing.

The event registration forms are generated based on the two XML files (i.e., event filter
template and provider-side rule template) using a document-driven approach so that the
provider neither needs to perform any coding for the forms nor understand how the un-
derlying knowledge Web server works. When a subscriber clicks on the link, which was
created as the last stage of the publishing described above, the event manager interprets the
templates and dynamically creates an HTML form that displays the contents of the tem-
plates in a visual form to the subscribers. During the process of dynamically creating the
event registration form, the parameterized filters are transformed into the visual elements,
such as input boxes, drop-down boxes, and multiple radio buttons. Provider-side rules will
also display input boxes for the customizable rule variables to allow the subscriber to as-
sign values to them. After the subscriber fills in the form, the information will be provided
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Figure 3. Example of dynamically generating the event registration form.

to the event manager for further processing. An example of the event filter template and
provider-side rule template and its transformation for an airfare special offer event is shown
in Figure 3.

4.2.2. Event filtering and pushing. In order to reduce the event notification traffic and
allow the subscribers to receive exactly what they want, event filtering becomes an essential
part of the knowledge network. Due to the fact that eliminating unneeded events as soon as
possible would maximize the benefit of event filtering, we perform the filtering operation
on the site of the event provider before it is sent out through the Internet.

As described in the previous subsection, the subscriber will register for an event and
give information about him/herself such as user id and e-mail address. In an environment
where static IP addresses are assigned and the subscriber always uses the machine des-
ignated as his/her knowledge Web server for browsing the Internet, the IP address of the
subscriber’s knowledge Web server can be obtained through the HTTP protocol by the
event manager when the registration is performed. However, in the real world, due to dy-
namic IP addresses and subscribers moving around on different machines while browsing,
this information should be explicitly provided by the subscriber in the form of a URL dur-
ing registration instead of being automatically, but in some cases, incorrectly detected. The
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subscriber will then input the values identifying the subset of event instances he/she desires
to receive.

Several data structures and algorithms have been developed and implemented for match-
ing a large variety of generated events against a large collection of user filters. We use an
inverted index [32] data structure for equal, single selection, and multiple selection type
filters that require an exact match of the generated event attribute value against the filter
values specified by the subscribers. The mapping from an (event attribute, value) pair to
the corresponding inverted list of users is implemented as a hash table.

During registration, the user can also specify a range type event filter. The inverted index
is not suitable for range queries, which need to perform a lookup on intervals rather than
discrete values. It is necessary to find a suitable data structure for storing range values
and an efficient algorithm to search the range value to determine if a given value falls
within these ranges. For example, assume that user U1 created a filter for the price range
of [100, 200]. When the airfare special offer price is given by a travel agency, we want
to determine if the given price falls within the filter range. If so, U1 should be notified.
Using a modified version of 2–3 trees (or red–black trees) [18] is one way of solving the
range search problem. For insertion, we use lexicographical sorting in order to put a key
object into the corresponding node. The search and the split operations, which occur when
an insertion takes place, is the same as the 2–3 tree except for the key comparison. Details
of the algorithm are given in [14]. The search algorithm for this structure descends down
the tree from the root. However, more than one subtree under a visited node may need to
be searched. The search algorithm will eliminate irrelevant ranges and will examine only
the ranges in which a given value falls. The time complexity for insertion and deletion of
this structure is the same as for a 2–3 tree, which is O(log n) time where n is the number
of items in the data structure. The time complexity for the search is O(q + log n), where q

is any number in the following range [0, n].
We have also implemented another data structure, range table structure, which is suit-

able for range searches. The range table structure is in the form of a table. Each entry of
the table consists of two elements. The first one is a unique integer number (a minimum
or a maximum value that belongs to some range), and the second one is a list of users.
The entries in the table are sorted in ascending order. Two consecutive entries of the table
store the start value and the end value of an interval. Assume that the integer number in the
first entry is N , and the number of the second entry is M . In this case, the corresponding
list of users stored in the first entry is the list of users who have registered for the value
range [N,M]. The algorithms for performing insertion and deletion are shown in Figure 4.
The time complexity for insertion and deletion of this structure is O(n/2 + log n) on the
average. The time complexity for the search is O(log n). Comparing it to the modified 2–3
tree version, this structure has a better search time complexity. For situations where inten-
sive event generation is present, the search operation will be dominant. By implementing
and integrating both structures into the framework, the publisher may choose the suitable
structure that will fit his/her application domain, depending on the frequencies of insert,
search, and delete operations.

The pushing of events is performed by sending e-mail notifications or XML notifications
to the subscribers. The XML notifications make the format interchangeable among vari-
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Figure 4. Algorithms used for insert and search for the range table.

ous systems. The event manager currently performs the pushing of the events using two
types of communication: HTTP protocol and RMI. We are also investigating a hierarchical
broadcasting mechanism to push the events on the Internet. If the multicasting protocol of
the routers are enabled on the Internet, it would be straightforward to implement an event
pushing mechanism that makes use of the IP multicasting protocol.

4.2.3. Trigger and rule processing. Trigger and rule processing is one of the important
features of the knowledge network. It provides the means to embed knowledge into the
Internet. Once an event occurs, the event can invoke the processing of triggers and rules,
which capture the knowledge useful for making decisions, enforcing business policies,
performing military command/control tasks, etc. In the knowledge network, the trigger
and rule processing occur at both the provider and subscriber sites. Both of these triggers
and rules are defined through their corresponding knowledge profile managers. On the
provider site, a provider can login on his/her knowledge profile manager in the provider
mode and define provider-side rules that are connected to a published event. Provider-side
rules can be private (to the provider) or public (available for use to subscribers). The public
provider-side rules become ready for execution when a subscriber selects them at the time
of performing the event registration.

On the subscriber site, the subscriber can login on his/her own knowledge profile man-
ager in the subscriber mode to view his/her subscribed events and define subscriber-side
rules and triggers, which are linked to the subscribed events. Therefore, when an event
occurs on the provider site, the event will first be filtered to identify the subscribers and
invoke the relevant provider-side rules. Then, the event will be sent to the subscriber sites
and invoke the processing of the subscriber-side triggers and rules.
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The public provider-side rules allow the subscribers to make use of built-in facilities
provided by the provider. They are customizable rules, which include customizable rule
variables whose values are retrieved from a persistent store using the subscriber id as a key
during the execution of the rules. The value of the customizable rule variable is populated
when a subscriber inputs the customized value during an event registration.

Subscriber-side rules represent any type of knowledge that the subscriber wants to relate
to the subscribed events. The trigger can be simple or very complex by including several
triggering events, all of which are subscribed events. The event history specification of
the trigger can model the complex relationships among the subscribed events. The rule
structure enables the subscriber to specify the complex logic related to the rule process-
ing. Parallel, sequential, and synchronized rules can be executed on the subscriber’s site.
Subscriber-side triggers and rules are private to subscribers since they are not published
and are kept at the individual subscriber’s sites. Each subscriber can freely define his/her
own triggers and rules without worrying about giving out valuable information specified in
them.

Replicated ETR servers perform the processing of the triggers and rules on both the
provider and subscriber sites.

4.2.4. Knowledge profile management. An authorized user can have an account cre-
ated for his/her knowledge profile on a knowledge Web server. The knowledge profile
manager is the component that maintains the knowledge profiles. The user may have two
modes of logging in: provider mode and subscriber mode. If granted to login with the
provider mode, the user can publish events, triggers, and rules on the knowledge Web
server. If granted to login with the subscriber mode, the user can define triggers and
rules related to subscribed event definitions imported from remote knowledge Web servers.
Users can also be granted authorization as both a provider and a subscriber on a knowledge
Web server.

Knowledge profiles contain the meta-information (or definitions) about the events, trig-
gers, and rules. The meta-information is provided to other components for transforma-
tion into executable forms. Maintaining knowledge profiles on different knowledge Web
servers allows individuals’ knowledge to be distributed among the knowledge Web servers
instead of keeping all of the knowledge in a central repository on the Internet. Since the
run-time components such as the ETR server and the event manager are also replicated at
all sites, interactions between the knowledge profile manager and other run-time compo-
nents can be carried out locally.

The knowledge profiles can be edited. In other words, event, trigger, and rule definitions
can be modified or deleted. When published events are deleted, there exists the issue of
notifying the subscribers of the deletion of the event so that the subscribers can delete it
from their knowledge profiles. An approach to solving this problem could be to implement
a system-level event that notifies the deletion of published events. When such an event
occurs, a system-level rule on the subscriber sites will automatically clean up the event
definitions.
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Figure 5. Steps for constructing and processing in the knowledge network.

4.3. Steps for constructing and processing the knowledge network

An overview of the steps involved in constructing the knowledge network and its process-
ing is given here to explain the interactions among its components. Figure 5 shows the
component interactions during the entire process. The steps are explained below:

1. Publishing knowledge by provider. In addition to publishing multimedia data through
the Web, the provider publishes events, parameterized event filters, and provider-side
rules using the knowledge profile manager.

2. Installation on provider site. The event and event filter definitions are given to the event
manager. Provider-side customizable rule definitions are given to the ETR server.

3. Event registration by subscriber. A client (i.e., subscriber) accesses the Web page of the
provider and registers for the subscription of an event and specifies the values needed
for installing an event filter. Provider-side rules are also selected and customized. After
the registration has been successfully performed, the event subscription information is
automatically forwarded to the subscriber’s site.

4. Trigger and rule definition by subscriber. The client accesses his/her own knowledge
profile through the knowledge profile manager on his/her knowledge Web server and
defines triggers and rules related to the subscribed events to be processed at the sub-
scriber site.

5. Installation on subscriber site. The trigger and rule information is given to the ETR
server and the necessary run-time codes are generated and installed based on their defi-
nitions.
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6. Event generation and filter processing. An event is generated on the provider site (e.g.,
by some application or person) and is given to the local event manager. The event
manager processes the filters and identifies the subscribers of the event.

7. Provider-side rule processing. The event is forwarded to the local ETR server to trig-
ger any private provider-side rules. If a subscriber of the event had tied the event to
a provider-side rule during the registration, the relevant rule is also executed on the
provider’s knowledge Web server.

8. Event notification. The event is posted over the Internet to the subscribers of the event
and the event manager on the subscriber site receives it.

9. Subscriber-side rule processing. The event received is forwarded to the ETR server to
execute any relevant subscriber-specified triggers and rules.

5. Implementation

All the components necessary for supporting the knowledge network concepts have been
implemented and integrated to form a package that can be easily added onto any Web
server. The code was developed using JDK 1.2.2, and the Web server used is the Apache
Web server 1.3.9. The Jserv servlet engine and the Internet explorer browser 5.0 are also
used. Since all the programs are written in Java, they can be easily deployed on any Web
server of the existing Internet. Some details about the implementation of each component
are given below.

The knowledge profile manager is composed of two major modules: an applet and a
servlet. The applet forms the GUI part, which is downloadable to a browser and allows the
users to interact with it. The applet displays different forms when running in the provider
mode or the subscriber mode. The applet includes the event, trigger, and rule editor GUI.
The trigger editor is specially designed to have two modes of input: a simple trigger editor
for novice users and an advanced trigger editor for advanced users to input complex triggers
with multiple triggering events, an event history, and a complex rule structure through a
form-based GUI. The applet contacts the servlet to perform tasks that require interacting
with other components or generating files in certain directories in the knowledge Web
server. The servlet also includes a rule code generator, which generates Java codes in a
specified directory for the ETR server to use. XML files containing event filter templates
and provider-side rule templates (described in Section 4.2.1) are also generated by the
servlet and stored into a specific directory for the event manager to use. The knowledge
profile manager includes a metadata manager component, which is an RMI server that
persistently stores the event, trigger, and rule definitions. The servlet contacts the metadata
manager to persist the information entered through the applet GUI.

The event manager is implemented as an event registration servlet and event delivery
RMI server/servlet combination. The event registration servlet includes the code for dy-
namically generating the event registration forms in HTML. It uses the XML DOM parser
provided by IBM to interpret the event filter template and the provider-side rule template.
The event registration servlet accepts the information that the subscriber entered into the
event registration form and persistently stores it. The event delivery RMI server/servlet in-
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cludes the filtering facility and the event delivery related codes. It uses the inverted index,
modified 2–3 tree, and range table index structure (described in Section 4.2.2) for filtering.
Also, functions for sending and receiving files are supported to communicate information
such as the event definition in XML. The event delivery RMI server/servlet has APIs to
send and receive event notifications. E-mail notification codes are also included.

The ETR server is implemented as an RMI server. It provides several APIs for the
knowledge profile manager and the event manager to call. It uses hash tables to store the
mapping between events and triggers. The ETR server includes a rule scheduler compo-
nent that can perform parallel rule processing as well as sequential or synchronized rule
processing as specified by the rule structure. The rules are executed as separate threads and
there exist special data structures and algorithms based on two tables specifying the prede-
cessor and successor of each node in the rule structure. The predecessor table keeps track
of how many predecessor rules have been executed, while the successor table keeps track
of the set of successor rules that are ready for execution once a rule has completed its ex-
ecution. Once the predecessor condition is satisfied (i.e., the completed predecessor count
is reduced to zero), these rules are ready to execute and are put into a queue for execution
by a dispatcher. As soon as a rule completes its execution, the successor rules are looked
up and, for those successor rules, the predecessor counts in the predecessor table are re-
duced. The Java class loader facility is used for the purpose of dynamically reloading rules
that have been changed. This allows a rule to be changed while another instance of the
rule with the previous definition is running. Thus, dynamic rules are supported. The ETR
server has an extensible interface, which allows it to receive event notifications through
different communication infrastructures. The current interface supports RMI, Orbix [36]
and Vitria’s communicator. The event-history-processor (EHP) server is also included as a
module for the ETR server. It can also run as an independent RMI server. The EHP server
uses an internal graph data structure to readily evaluate an event history expression. The
ETR server contacts the EHP server when an event history expression is encountered in a
trigger and obtains the result of the evaluation from it.

6. E-commerce scenario

To illustrate the usefulness of knowledge networks, we have developed an example
e-commerce application to demonstrate the presented concepts and technologies: a busi-
ness-to-business e-commerce scenario based on a company named “IntelliBiz.” IntelliBiz
performs the business-to-business e-commerce service by connecting suppliers of prod-
ucts/services to buyers who are seeking these products/services. They publish a list of
suppliers and buyers on their company’s home pages categorized by the products and ser-
vices. A new supplier can go through a supplier registration process and give information
about the types of product or service the company provides along with the company contact
information. New buyers go through a separate registration process and give information
about the product or service for which they are seeking. IntelliBiz provides the service to
allow businesses (both suppliers and buyers) to easily find each other and forms a virtual
marketplace of products and services at the business level.
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IntelliBiz publishes a NewBuyer event. Suppliers can subscribe to this event about
newly-registered buyers to obtain this important information in a timely manner. This
event is posted when a new buyer registers with IntelliBiz. The event attributes encap-
sulate the buyer information. IntelliBiz also has a customizable rule (provider-side rule),
NotifyBuyer, which will send an e-mail notification to a new buyer to introduce a registered
supplier.

The e-CarSpeakers company, which specializes in selling audio speakers for cars, sub-
scribes to the event NewBuyer. The filter installed requires that the requested product is
speakers and the price range is more than $300. The NotifyBuyer rule is also selected on
the provider side. On the e-CarSpeakers site, the trigger relates the NewBuyer event to
the AlertMarketing rule. The AlertMarketing rule will store the buyer information into a
database and also alert the marketing department about the new buyer. The capability of
defining rules on each of the local Web sites allows local information or policies to be kept
secure and undisclosed. When a new buyer MyAutos.com who is looking for car speak-
ers registers with IntelliBiz and is willing to pay a price over $300, the provider-side rule
NotifyBuyer is executed. This rule will send an e-mail to MyAutos.com introducing the
e-CarSpeakers company. Meanwhile, the NewBuyer event will be sent over the Internet to
the e-CarSpeakers site and automatically invoke the AlertMarketing rule.

7. Conclusion

In this paper, we have presented the concept, architecture, functions, implementation tech-
niques, and an application example of a knowledge network. This work was motivated by
the limitations we observed in the existing Internet and Web technologies for supporting
the emerging applications such as e-commerce and enterprise integration. We propose to
extend the existing Internet-Web infrastructure by adding event and rule services as a part
of the information infrastructure. Events, rules and triggers, which relate events to the
evaluation of event history and the activation of rules, can be used to capture human and
enterprise knowledge in the Internet, making the Internet a knowledge network instead of
a passive data network. The event, event filter, event history, and rule processing capabili-
ties of the knowledge network offer very powerful and useful services to enable the timely
delivery of relevant data and activation of operations.

The knowledge network can be realized by installing a number of knowledge Web
servers at some selected sites in the Internet. Each knowledge Web server consists of
the following components in addition to a Web server. An event manager performs event
filtering, notification and management. An ETR server performs trigger processing, which
includes the evaluation of event history (or composite events) and the activation of rules.
Dynamic rules are supported by this component. Additionally, a knowledge profile man-
ager manages the profile of users and/or enterprises registered with the server. It also
provides a Web-based graphical user interface for specifying, storing, and installing knowl-
edge into a knowledge Web server. The functions provided by these components extend
the capabilities of the Internet infrastructure and are important for supporting collaborative
and distributed applications built on the Internet.
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There are some issues that need to be addressed in future research. First, there are se-
curity issues related to event delivery and rule triggering. Since event notifications can
initiate the execution of rules, which may activate application systems, the potential dam-
ages caused by not having the proper security control on event and rule processing can be
substantial. One approach to provide security in event delivery and rule processing for the
subscriber is by embedding the event provider’s identity into the events and use a public
key/private key encryption mechanism to secure the event contents. When the subscriber
registers for the event, the subscriber’s public key could be provided. This would enable
only the subscriber to decrypt the encrypted message that contains the event as well as
identify the valid event provider’s identity within the event, and therefore safely activate
the rule processing. This is equivalent to using digital signatures with Secure Sockets
Layer (SSL) [26]. This approach would of course have impact on the performance of
the event delivery due to the additional overhead of encrypting and decrypting the events
and comparing the identities of the event providers. For secured rule processing on the
provider side, the provider should first make sure that the published provider-side rules do
not include potentially disastrous operations. In order to verify the identities of subscribers,
certificates could be required during the event registration time. These certificates can be
issued by third party organizations such as VeriSign [33] or the organization itself can man-
age the certificate using tools such as Netscape certificate server [25]. However, this may
complicate the registration process and require too much information from the subscriber.
It may be more useful to simplify the registration process and make sure that only safely
executable provider-side rules are published. Second, in this work, we assume that knowl-
edge providers and consumers of an application domain use the same ontology. That is,
the terms used in defining objects and their associated events and rules are understood by
all users in that application domain. This assumption is not realistic because different users
may have different interpretations and understanding of the same terms. These differences
need to be resolved by some ontological mappings. A solution to this problem is to develop
an ontology server for each business/application domain (e.g., automobile manufacturer,
or toy retailer) to handle the translation of the terms and term relationships used in that
domain. The translation rules used by the server may have to be derived gradually as dis-
crepancies in term usages have been identified. It is possible that, through time, people in
the same domain may come to an agreement that a set of standard terms be used. Third,
rules contributed by different users and/or organizations may have contradictions, cyclic
conditions, redundancies, and subsumptions among them. Techniques for validating the
distributed knowledge base have to be introduced and applied to detect these problems.
Fourth, event and rule libraries can be pre-established for different application domains
so that all users can take advantage of their contents. For example, it will be useful to
establish a library of events and rules for e-trading toys and another one for cars, etc., so
that knowledge useful for different business domains can be captured and used by general
users. Fifth, event notifications can be very time-consuming when a very large number
of people and organizations have subscribed to the same events. Techniques for efficient
delivery of events and the data associated with the events are needed.
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