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Abstract Frequent software maintenance usually results in

a change in the original software architecture and thus

architecture recovery is attempted using dependencies in

the software artifacts. Many different techniques for

architecture recovery are proposed in the literature nor-

mally using one out of structural, semantic, and directory

dependencies, and applying clustering over these computed

values. The main drawback of these approaches is that

either they use only one type of dependency computed in a

limited way, and or merge multiple dependencies before

applying a clustering technique and thus the approaches

result in loss of information because each dependency has

its unique characteristics. This paper proposes a new

approach for architecture recovery using ensemble clus-

tering and utilizing a more precise computation of three

types of dependencies: structural, semantic, and directory

dependencies. The proposed approach is evaluated over

open-source java projects and analyzed. The obtained

results clearly show that our proposed architecture recov-

ery approach using ensemble clustering and multiple

dependencies performs much better than other conven-

tional recovery approaches.

Keywords Architecture recovery � Directory

dependencies � Multiple dependencies � Ensemble

clustering

1 Introduction

Softwares are initially developed with a good architecture

but subsequent changes in the code disturb the architecture

and usually, the corresponding documentation remains un-

updated. Proper software architecture is crucial for obvious

reasons such as reuse, maintenance, etc. Hence, many

researchers target architecture recovery by extracting dif-

ferent dependencies from the source code and applying

clustering techniques to obtain a module view of software.

Based on the dependencies used in architecture recovery

these techniques are classified as, structure-based tech-

niques, semantic-based techniques, and knowledge-based

techniques [1]. Structure-based recovery techniques obtain

structural dependencies by analyzing the structure of the

source code and finding relations between entities.

Semantic-based recovery techniques utilize the textual

information like comments, documentation, and naming

available in the source code, and apply information

retrieval techniques to group entities. Knowledge-based

recovery techniques obtain various dependencies from

other sources such as change-history, directory structure,

etc.

Most of the prevalent recovery techniques utilize the

dependencies by combining them before applying cluster-

ing techniques and this results in poor usage of depen-

dencies because every dependency has its unique

characteristic. To overcome the restriction of using a single

clustering technique and to be able to use multiple

dependencies and clustering techniques effectively this

paper proposes a new approach for software architecture

recovery using ensemble clustering by utilizing multiple

dependencies in the recovery process. The main contribu-

tions of this paper include:
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1. Effective extraction of structural, semantic, and direc-

tory dependencies from the software source code.

2. A new efficient approach for software architecture

recovery using ensemble clustering and multiple

dependencies.

3. Evaluating the effect of individual dependencies and

multiple dependencies in architecture recovery using

ensemble clustering.

2 Related works

The software architecture recovery techniques can be dis-

cussed based on different types of dependencies extracted

from the source code and then used for the recovery.

2.1 Architecture recovery using structural

dependencies

Initially, architecture recovery was attempted using struc-

tural dependencies-based clustering through the Bunch tool

[2]. Then Maqbool and Babri [3] proposed a weighted

combined algorithm (WCA), a hierarchical clustering

algorithm for architecture recovery based on the inter-

cluster distance. Another hierarchical clustering algorithm

was proposed as the scalable information bottleneck algo-

rithm (LIMBO) [4] using information loss measures. Then

the concept of fuzzy sets was extended to it in the form of a

fuzzy logic-based hierarchical clustering technique named

LBFHC [5]. Subsequently Zhang et al. [6] integrated par-

titioned and hierarchical clustering techniques and pro-

posed a hybrid architecture recovery technique that uses

class graphs to find the kernels and then partitions the

graph based on the kernels. Recently Cho et al. [7] pro-

posed an architecture recovery approach using cluster

ensembles, which uses the results of different architecture

recovery approaches and consolidates these results to

recover a better architecture. All of these approaches used

only a few types of structural dependencies, although 8

different types of structural dependencies exist among

various software entities [8, 9] and all should be used for

more accurate computation.

2.2 Architecture recovery using semantic

dependencies

In literature, researchers leveraged the semantic informa-

tion found in the software repositories and proposed

architecture recovery techniques that could take advantage

of the available linguistic information. Kuhn et al. [10]

proposed an architecture recovery approach using infor-

mation retrieval techniques, using Latent semantic

indexing (LSI). A concern is defined as a concept or role of

a software system and semantic dependencies are used in

extracting them. Garcia et al. [11] proposed an architecture

recovery technique using concerns by identifying connec-

tors and components in a software system. Sajnani [12]

proposed an automated architecture recovery approach

using unsupervised learning methods. Link et al. [13]

extended the concept of software concerns for architecture

recovery approach by extracting software concerns from

the textual information of source code and applied classi-

fication techniques to relate entities to a domain. Sun et al.

[14] proposed a novel program comprehension approach

based on Latent Dirichlet Allocation (LDA) model for

clustering large-sized packages. Lee et al. [15] proposed an

approach to improve the semantic dependencies-based

architecture recovery by identifying and removing the

semantic outliers from source code artifacts. Limited works

have been done for recovering the architecture in this

direction, but it is logical to say that semantic information

is necessary, but not sufficient for the architecture

recovery.

Observing the non-sufficiency of structural and semantic

dependencies, some attempts have been recently made in

the literature for architecture recovery techniques by using

alternate information from software repositories such as

knowledge, change history, directory structure, etc. Li et al.

[16] proposed a framework information-oriented architec-

ture recovery technique by considering framework-related

patterns and features in clustering. Shahbazian et al. [17]

proposed an approach to recover architectural design

decisions using the code history found in version control

systems. Kong et al. [1] proposed an architecture recovery

approach based on the directory structure of software and

generated a code dependency graph to apply traditional

recovery techniques to the graph. Most recent being lan-

guage-independent pattern-oriented architecture recovery

framework by Guimaraes [18], which extracted design

patterns and decisions from the source code for the archi-

tecture recovery. These alternate approaches did not give

proper importance to all aspects of structural and semantic

information and hence have limited applicability.

As evident from above, most of the research till date is

confined to use single clustering based on one or at most

two types of dependencies, and those also computed

without covering all of their relevant types. Zahid et al.

[19] surveyed evolution in software architecture recovery

techniques and showed that existing techniques mainly

focus on the extraction of components and connectors

involved in the architecture by forming clusters and mini-

mal attention was paid to concerns, architectural style, or

design pattern used to develop the software system. Fur-

ther, attempts of combining dependencies were done for a

maximum of two types, and combining was done before
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clustering resulting in loss of unique information of each

type. So all existing approaches are limited to using a

single clustering technique and have the risk of the infor-

mation loss while merging different dependencies. These

research gaps and limitations of previous approaches

motivated us to propose a new approach for software

architecture recovery using ensemble clustering and mul-

tiple dependencies, computed in a precise manner from

source code as well as other relevant structures.

3 Proposed approach

This section provides a detailed overview of the proposed

architecture recovery approach using cluster ensembles and

multiple dependencies.

Figure 1 depicts the procedure adopted in our proposed

approach for software architecture recovery. First of all

structural, semantic, and directory dependencies are

extracted between software elements by analyzing the

source code. Then different clustering techniques are

applied using dependencies obtained above to generate

clusterings. The intermediate clusterings are named base

clusterings. Now base clusterings are consolidated using a

consensus technique to obtain a similarity matrix and the

complete linkage clustering is applied to this matrix to get

the final clusterings. Finally, the obtained clustering results

are evaluated with Turbo MQ and MoJoFM metrics.

3.1 Improved and effective extraction of structural

and semantic dependencies

In this paper, we considered package names, usage pat-

terns, identifiers, class/method/variable definitions, state-

ments, and comments to effectively mine the semantic

relations. To extract the structural and semantic relations

from the source code, the proposed mathematical approach

by Rathee and Chhabra [9] is used in this paper and

dependency matrices are generated for structural and

semantic dependencies. The existing directory dependency

processing approaches do not consider the file hierarchy

found in the directory structure of software, so we improve

this approach by considering the depth of each file in the

file hierarchy and using it in the computation of directory

dependencies. The process involved in the extraction of

directory dependencies is described in the next section.

3.2 Extracting directory dependencies

Kong et al. [1] described that the software architecture

belongs to the logical view and most of the approaches in

literature ignore the available knowledge of directory

structure while recovering the architecture. This paper

proposes to use the directory structure also. The path

information of each class file in the software system is

extracted and this information is used in building a direc-

tory tree. The internal nodes in the directory tree represent

intermediate directories and leaf nodes represent the clas-

ses in the system. The directory dependency between two

classes is computed based on their placement in the

directory tree. Generally developers tend to create and

organize files in hierarchies while designing. So files at

greater depth in the hierarchy are more related than the files

at a lower depth. To reduce the effect of trivial distance-

based measures and account for granularity, we consider

depth in the similarity computation and it is calculated as

the distance between the root node and common ancestor

node [20]. The distance-depth based measure for similarity

computation is expressed as:

SD Ci;Cj

� �
¼

1 þ D Ai;j;R
� �

1 þ D Ai;j;R
� �

þ D Ci;Cj

� � ð1Þ

Here, D(Ci, Cj) is the length of path/distance between

tree nodes of classes Ci and Cj, Ai,j is the lowest common

ancestor of (Ci, Cj) and R is the root. By using Eq. (1) the

directory dependency matrix (DrDM) is calculated as:

DrDM i; jð Þ ¼
XNj j

i¼1

XNj j

j¼1

SD Ci;Cj

� �
ð2Þ

Fig. 1 The proposed ensemble clustering based approach for

software architecture recovery
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Here, |N| is the total number of classes in the system.

DrDM is a symmetric matrix and its values vary between 0

and 1.

3.3 Clustering

Clustering techniques group entities based on their simi-

larities to form clusters or sub-clusters. A clustering

ensemble aims at combining multiple clustering results to

produce a better result than that of individual clustering

techniques and its effectiveness depends on the quality and

quantity of intermediate clusterings or base clusterings

obtained and used. There are two techniques to generate

diverse base clusterings; (1) Using the same individual

clustering technique with distinct parameter settings and

(2) Adopting the suitable clustering technique for each base

clusterings generation.

Most of the recovery techniques in literature which use

structural dependencies either adopt Complete Linkage

HAC [21] or KMeans as their clustering technique, so in

this work, we used Complete Linkage HAC, KMeans,

Spectral Clustering on structural dependencies to generate

base clusterings. Garcia et al. [11] worked on semantic

information-based architecture recovery using latent

Dirichlet allocation (LDA) and it is also reported in the

literature that LDA is modeled for finding topics in textual

information. So we use LDA and KMeans on our semantic

dependencies to generate base clusterings. On directory

dependencies, we apply similarity-based clustering tech-

niques such as Complete Linkage HAC and Spectral

clustering to generate base clusterings.

Cho et al. [7] showed that for better usage of cluster

ensemble approach in software architecture recovery the

number of base clustering generated should be above 20

and normally between 20 and 70 to avoid oversaturation.

Accordingly, we chose to generate a total of 31 base

clusterings; as shown in Table 1 for our experiments.

3.4 Consolidation of base clusterings using

consensus techniques

In this step, consensus techniques are applied to the gen-

erated base clusterings to consolidate them into a unique

clustering result. As described by Cho et al. [7] there are

several consensus techniques in literature; we adopt the

evidence accumulation (EA) algorithm [22] as our con-

sensus technique. Evidence accumulation algorithm is

shown to perform well in the literature and it works on the

entity co-occurrence approach. It uses the number of co-

occurrences across base clusterings as similarities between

two entities and generates a similarity matrix. Finally

complete linkage HAC is applied to the similarity matrix to

produce the final clustering results.

4 Experimentation and results

We experimented with our approach on two open-source

projects and analyzed the results of applying our approach

by using individual dependencies and multiple dependen-

cies. Finally, we compared the evaluation scores of

applying our approach to the weight-based dependency

clustering approach.

4.1 Formulated research questions

In this paper we answer the following two research

questions:

RQ1 Do multiple dependencies perform better than

individual dependencies in recovering architecture

using ensemble clustering?

RQ2 Do software architecture recovery using ensemble

clustering and multiple dependencies perform

better than approaches using weight-based

dependency clustering?

4.2 Subject projects

Two open-source projects ArchStudio and Hadoop are

selected to investigate the two research questions. Lutellier

et al. [23] constructed expert architectures of five projects

in their work. The projects are Chromium, ITK, Bash,

Hadoop, ArchStudio and they provided open access to the

expert decompositions of these projects. So we selected

Hadoop and ArchStudio as our subject systems because of

their accessible expert decompositions. The clustering

techniques require the parameter i.e. the number of clusters

to be set in advance, so in this paper, we decided the

number of clusters parameter by examining the clusters in

expert decompositions.

Table 1 Parameter setting for base clusterings generation

Dependency Clustering technique # of base clusterings

Structural Complete linkage HAC 5

Kmeans 5

Spectral clustering 5

Semantic Latent Dirichlet allocation 5

KMeans 5

Directory Complete linkage HAC 3

Spectral clustering 3

Total # of base clusterings 31
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4.3 Evaluation measures

In this paper, the clustering results obtained from the

consensus phase are evaluated with MoJoFM [24] and

Turbo MQ [25] measures. MoJoFM and Turbo MQ have

been commonly used in the literature for the comparison of

architectures and clusters. These metrics are shortly sum-

marized as follows:

(i) MoJoFM: MoJoFM is an external evaluation mea-

sure. It measures the similarity of recovered architecture to

the expert architecture and it is calculated as,

MoJoFM ¼ 1 � mno P;Qð Þ
max mno 8P;Qð Þð Þ

� �
� 100% ð3Þ

P is the recovered architecture, Q is expert architecture,

mno(P, Q) is the minimum number of Move and Join

operations needed to transform P to Q. A lower score

indicates a greater disparity between the architectures P

and Q, a higher score indicates how much P is closer to Q.

(ii) Turbo modularization quality (turbo MQ): Turbo

MQ is an internal quality measure that is based on the

assumption that recovered architecture should exhibit high

cohesion and low coupling. Turbo MQ is calculated as,

TurboMQ ¼
Xk

i¼1

2li
2li þ

P
j eij þ eji
� � ð4Þ

where li indicates the number of intra-relationships in

cluster i, and eij ? eji indicates the number of inter-rela-

tionships between cluster i and cluster j.

4.4 Results and analysis

The section presents the results obtained after evaluating

the proposed approach on ArchStudio and Hadoop soft-

ware systems. In our experimentations, we applied com-

plete linkage clustering on the similarity matrix obtained

after the consensus phase to generate the final architectural

decompositions. Finally, the recovered decompositions are

evaluated with Turbo MQ and MoJoFM evaluation mea-

sures, and the scores are presented in Table 2. For

ArchStudio, we experimented exhaustively with 10 dif-

ferent numbers of clusters as 53, 54,…,62, and for

Hadoops, 62, 63,…,71. We have also presented the eval-

uation scores of using individual dependencies in the

ensemble clustering based architecture recovery approach

in Table 2. The following table shows some useful results

for a selective number of clusters.

RQ1 Do multiple dependencies perform better than

individual dependencies in recovering architecture using

ensemble clustering?

Figure 2 shows a comparison of results obtained using

each dependency individually and multiple dependencies

in architecture recovery using ensemble clustering

approach, From the plots in Fig. 2, it is observed that the

ensemble clustering approach using directory dependencies

shows higher scores of MoJoFM than any other depen-

dencies because for the selected subject system the existing

directory structure is well maintained, but it can be

observed that the scores of Turbo MQ using directory

dependencies are lower than others because the directory

dependencies alone cannot account for the cohesiveness of

the entities present in a cluster. The obtained scores of

MoJoFM and Turbo MQ by applying ensemble clustering

approach on Archstudio and Hadoop show that the results

of a recovery technique improve by using multiple

dependencies and it is also clear that the cohesiveness of

clusters formed by using multiple dependencies is much

better compared to others. As we can see from Fig. 2, the

Turbo MQ scores of each subject system by using struc-

tural, semantic, and directory dependencies together in

architecture recovery would eventually improve and out-

perform other individual dependencies.

Table 2 Few results of experimentation

#a STRb SEMb DIRb Our Appb

ArchStudio

53 39.2, 7.4 53.6, 12.7 80.1, 19.0 76.2, 20.4

57 42.27, 8.0 54.53, 13.6 80.28, 19.5 75.67, 21.1

62 47.78, 10.9 56.13, 14.5 81.53, 21.1 75.31, 21.7

Hadoop

62 30.44, 13.5 37.88, 11.0 62.12, 15.3 52.92, 19.1

69 30.97, 15.0 40.35, 12.4 63.01, 15.2 53.45, 19.8

71 30.62, 15.2 40.35, 12.5 62.83, 15.3 53.1, 19.8

a# of clusters
bValues of MojoFM, TurboMQ

Fig. 2 Comparison of the evaluation scores obtained using individual

dependencies and multiple dependencies using ensemble clustering

approach
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RQ2 Do software architecture recovery using ensemble

clustering and multiple dependencies perform better than

approaches using weight-based dependency clustering?

To test RQ2, we obtained the software dependency

matrices of ArchStudio for each type of dependency and

combined them using the following 0.5, 0.3, 0.2 weights

for structural, semantic, and directory dependencies

respectively. Then we applied complete linkage HAC to

get the final clustering results and evaluated results with

MoJoFM and Turbo MQ. The same approach is also

repeated for the subject system Hadoop and the results are

noted. Finally, the scores obtained using weight-based

dependency scheme and ensemble clustering scheme on

the subject system ArchStudio are plotted in Fig. 3. The

proposed approach eliminates the burden of setting the

weights for each type of dependency manually as in the

weight-based dependency clustering.

From Fig. 3 it can be observed that for subject system

ArchStudio, the proposed approach continued to perform

well in the case of both MoJoFM and Turbo MQ.

Finally, based on observations from the subject system

Hadoop and the plots of ArchStudio shown in Fig. 3, it

is concluded that architecture recovery using ensemble

clustering and multiple dependencies outperforms

weight-based dependency clustering schemes in archi-

tecture recovery.

4.5 Comparison with existing approaches

in the literature

To show how an ensemble-based clustering approach

improves the architecture recovery results, a comparison is

provided between Kong et al. [1], Cho et al. [7] and the pro-

posed approach. Cho et al. [7] proposed an architecture

recovery approach based on cluster ensembles, and Kong et al.

[1] proposed an approach that generates a submodule-level

dependency graph based on directory hierarchy and uses it to

improve the architecture recovery. Table 3 presents the scores

of MoJoFM and Turbo MQ obtained after evaluating the

proposed approach and the values presented by Cho et al. [7]

and Kong et al. [1] approaches on Hadoop and ArchStudio.

The main reason behind considering ArchStudio and Hadoop

is that these software systems are also evaluated by Cho et al.

[7] and Kong et al. [1] and their proposed approaches are not

publicly available for experimentation purposes.

In the case of ArchStudio, it can be observed from

Table 3 that even with a lower number of base clusterings

the proposed approach showed an improvement of 8–13%

in the MoJoFM evaluation scores. This is because the

proposed approach effectively extracts dependencies and

accurately uses them in the recovery process. In the case of

Hadoop, we can observe a minor improvement in the

scores of MojoFM and Turbo MQ and our observations

show that the cohesiveness of the clusters formed by our

approach is better. The recovery approach by Cho et al. [7]

is not directly available for evaluation, so deep further

analysis is needed and being carried out. Finally, based on

the results of subject systems Hadoop and ArchStudio, it

can be concluded that the proposed approach performs

better than Cho et al. [7] and Kong et al. [1] approaches

and improves the overall architecture recovery results.

5 Conclusion

Program comprehension and software maintenance can be

done in a much better way using the software architecture

derived from the most recent implementation than the older

versions. Various dependencies and their integration play

an important role in this process. In this paper, a new

approach to architecture recovery is proposed using

ensemble clustering and multiple dependencies. The

Fig. 3 Comparison of the evaluation scores obtained using weight-

based dependency clustering and ensemble clustering approach

Table 3 Comparison of the

proposed approach with Kong

et al. [1] and Cho et al. [7]

approaches

Arch. recov. approaches Hadoop ArchStudio

MoJoFM (%) Turbo MQ MoJoFM (%) TurboMQ

Kong et al.’s [1] 49 18.1 62 26.35

Cho et al. [7] 53 – 67 –

Proposed approach 53 19.8 75 21.7
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structural, semantic, and directory dependencies are

effectively utilized in the architecture recovery process and

each dependency is fully leveraged by applying suit-

able clustering techniques on it. The proposed approach

also eliminates the restriction of relying on the results of a

single clustering technique and the application of different

clustering techniques on each dependency helps in gener-

ating diverse base clusterings which in turn improves the

accuracy of architecture recovery. Our experimentations

verified that architecture recovery using ensemble cluster-

ing and multiple dependencies performs much better than

weight-based dependency clustering.

In the future, the proposed approach can be investigated

by considering different dependencies and clustering

techniques by generating more diverse base clusterings to

improve the recovery results. A more detailed evaluation

can be carried out to study the architecture recovery results

by applying various consensus techniques. The proposed

ensemble clustering based approach for architecture

recovery can be utilized for software remodularization and

in software restructuring.
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