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Abstract The main motivation for generating random simple polygons is to produce
test instances for geometric algorithms. In this paper three new algorithms are pro-
posed to generate random simple polygons. A point set in a two dimensional plane is
the input, and a simple polygon is the output of the problem. At first a new algorithm
to convert any kind of simple polygonal chains into simple polygons is presented and
the correctness of the algorithm is proved. Then three new algorithms are presented to
produce random simple polygonal chains from the given point set. The first algorithm
is capable of producing 2n simple polygonal chains. The second algorithm works by
the concept of divide and conquer and the third algorithm is the most complete and
produces all the possible simple polygonal chains. The worst time complexities of
these three chain generation algorithms are O(n2), O(n2) and O(n3) respectively and
the time complexity of the conversion algorithm is O(n*l), where 1 < l < n. The
polygon generation algorithm works in this way that first each simple polygonal chain
generation algorithms are applied over the point set and then the generated chains
are converted to simple polygons. The number of different simple polygons gener-
ated by each of three algorithms is compared with the well-known algorithms and the
experimental results show that the third algorithm produces more polygons rather than
the well-known 2-opt move algorithm. The first algorithm acts better than the second
algorithm, where both act better than steady Growth.
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1 Introduction

The problem of generating random simple polygons uniformly has taken attention of
lots of researchers because of its theoretical importance and applications. There is no
polynomial time algorithm to generate all the possible polygons uniformly at random
and nobody has proved that there can be no such algorithm, which is the reason for
the theoretical interest among the researchers. In recent years, some researchers have
worked on heuristics to generate simple polygons which are not uniformly distributed
or are restricted to a certain class of polygons such asmonotoneor star-shapedpolygons
[1–4].

One of the applications of generating random simple polygons is to evaluate the
correctness of the algorithms which are hard to be evaluated by white box methods
[5,6]. In the case of evaluating such algorithms, a lot of random polygons are given
to the algorithm. If the distribution of the generated polygons is uniform, and the
algorithm results are correct for all the inputs, it could be sure that the algorithm
is correct with a high degree of certainty. This process is called the black box test
[5,6]. So if there is an algorithm to generate simple polygons at random with uniform
distribution, it would be possible to evaluate the correctness of the algorithms easily.
The other application of generating random simple polygons is their use to present
a wide variety of shapes and figures in computer graphics, machine vision, pattern
recognition, robotics and other computational fields [7–10].

Since 1992, the generation of geometric objects has become an interesting research
topic to the researchers for its different applications. Epstein [11] studied random gen-
eration of triangulation. Zhu designed an algorithm to generate x-monotone polygons
uniformly at random on a given set of points [1]. A heuristic [12] for generating simple
polygons was investigated in 1991. The 2-Opt Move heuristic was first proposed to
solve the traveling salesman problem by J.van Leeuwen et al. [13]. In 1996, Thomas
Auer et al. [2] presented a study of all heuristics present at that time and reported a
variety of comparisons among them.

The paper follows as in the second section the algorithm to convert a chain into
simple polygon is covered. In the third, fourth and fifth sections the three heuristics
to generate random simple polygonal chains are discussed. In the sixth section, time
complexities of the algorithms are analyzed, and experimental results are covered. The
seventh section is devoted to conclusions.

2 The algorithm to convert a simple polygonal chain into a simple
polygon

The notations used in this paper are defined before explaining the algorithms, which
are as follows. The input point sets which lies in a two-dimensional plane are shown
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Use of simple polygonal chains in generating random simple polygons 409

Fig. 1 a The head vertex X is in the semi-circle, b the head vertex X is not in a semi-circle

with S = {p1, p2, . . . , pn}, where n is the number of input points. The input points
are supposed to lay in general positions for simplicity. A polygonal chain is specified
by a sequence of points (q1, q2, . . . , qn) called its vertices [14] and a simple polygonal
chain is one in which only consecutive segments intersect and only at their endpoints
[14]. In this paper, a segment is shown with a bar over two vertices. The vertices with
degree one are called the heads of the chain. We define the concept of semi-circle and
say a head vertex lies in a semi-circle in the chain if any line passes through this vertex
has at least two intersection points with the chain, as in Fig. 1a and b the head vertex
X lies in semi-circle because any arbitrary line passing through X has two or more
than two intersection with the chain. In Fig. 1c and d the head vertex X is not in a
semi-circle, because there is at least one line that has no or just one intersection with
the chain. In Fig. 1c the dashed line l has no intersection with the chain and in Fig. 1d
the dashed line l has just one intersection with the chain, so the head vertex X is not in
a semi-circle. The words chain or polygonal chain would refer to a simple polygonal
chain if seen anywhere in the paper.

The proposed algorithm converts any kind of simple polygonal chain into a simple
polygon. In a polygonal chain the degree of the first and the last nodes is one and the
other nodes have the degree of two. The nodes with degree one are selected. We call
them Pf irst and Plast and imagine a hypothetical segment between Pf irst and Plast .
If the segment Pf irst Plast does not intersect any edges of the polygonal chain, Pf irst

would be connected to Plast and the algorithm finishes. If there are some edges which
have intersection with the segment Pf irst Plast , the intersection point for each edge
and the distance between the intersection points and Pf irst and Plast are calculated.
Then the closest edge to Pf irst and Plast are selected. Next, one of the heads Pf irst

or Plast is selected at random. The selected head is called X and the other is called Y.
The polygonal chain is traversed from X until the closest segment of the polygonal
chain to X which intersected with the segment Pf irst Plast is obtained. The vertices of
this segment are called M and N where M is the vertex seen first on the traverse. Now
the segment MN is omitted from the chain, and the segment XN is added instead. So,
a new polygonal chain is produced and Y and M are the heads of this chain. Then, if
M and Y are visible, these two heads are connected to each other and the algorithm
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Fig. 2 In The case where adding an edge to the chain is impossible, a new recursion is called again

Fig. 3 a The input chain, b the chain produced after one recursion

finishes, otherwise the program calls itself recursively with the newly produced chain.
The proposed algorithm is continued for the newly generated chain recursively until
we get a chain whose heads can see each other, and thus the algorithm is finished.

In some cases, it is impossible to add a segment to the chain because the vertices
of that segment do not see each other. In Fig. 2a, according to the algorithm, we have
to connect X to N and remove MN, but X and N are not visible. In this case, we call
another recursion of the algorithm with the same chain, but the heads of chain change
to X and N. In this case, the traverse begins from X. mn intersects with XN, so mn
is removed, and Xn is added to the chain. Now, a new polygonal chain is produced.
X and Y are the heads of the new chain, Fig. 2b. Starting the traverse from X, MN is
removed, XN is added to the chain, and the final chain is produced, Fig. 2c.

Figure 3 through Fig. 5 show the steps of the algorithm over a twenty-point set.
Figure 3a shows the input chain. Points a and b are the heads of the chain and a
is selected as X at random. The closest intersection to a is the segment MN, so the
segment MN is omitted and the segment aN is added. Figure 3b shows the newly
produced chain after one step.

Figure 4a shows the polygonal chain produced in the previous step where the point
b is selected as X andMN is the closest segment to b. According to the algorithm, MN
is removed and bN is added to the chain. Figure 4b shows the newly generated chain.

Figures 5a–c shows the last three recursions of the algorithm. In each figure one
intersection between a and b is removed, and a new chain is generated. Each newly
generated chain is the input of a new recursion until a and b are visible to each other,
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Use of simple polygonal chains in generating random simple polygons 411

Fig. 4 a The chain produced in the second step, b the new chain generated from 4a

Fig. 5 Three last recursions which cause the generation of polygon

so a and b connect to each other and the polygon is generated. Figure 6 shows the
pseudo code written for this algorithm.

Theorem I The algorithm ConvertChainToPolygon always terminates.

Proof This algorithm terminates, if the ModifyChain function terminates. The termi-
nation criterion of this function happens when the set β is empty. The proof is based
on two cases. We demonstrate that in both cases the termination criterion happens.

(a). The condition of line 9 (i.e. visible(X,N)) satisfies.

In this case MN is deleted from the chain and XN is added to the chain, so the new
heads of chain change to M and Y. It is clear that MY never intersects MN and XN,
because XN is always on one side of MN and MY is on the other side. So, in each
step one intersection is deleted, and the new added segment will not be a member of
β anymore. After each recursion, the position of heads of the chain change, so the
number of members of β may increase or decrease. Since the new added segment will
not be a member of β, so all the β members belong to the origin chain and since the
number of edges of the chain is limited to n, in the worst case, the algorithm will finish
after n recursion. The below examples explain this case clearly.
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Algorithm I: ConvertChainToPolygon(C,count,f,l)
Input: C is a chain, count is the number of points, f and l are the heads

of the chain.
Output: a simple polygon.
1. ModifyChain(C,count,f,l)
2. connect f to l and return the generated polygon.

function ModifyChain(C,count,f,l)
Input: C is a chain, count is the number of points, f and l are the heads

of the chain.
Output: a simple polygonal chain where its heads are visible to each

other.
1. β .
2. Traverse the chain to find the segments which intersect with segment

f l and add them into β.
3. if β==∅ then
4. return C
5. else
6. Choose one of the points f and l at random, and call it X, and call

the other one Y.
7. Traverse the chain from X, and find the closest intersecting segment

to X, and call this segment MN.
8. M is the first point seen on the traverse.
9. If visible(X,N) then
10. C← C - MN
11. C← C + XN
12. return ModifyChain(C,count,M,Y).
13. else
14. C ← ModifyChain(C,count,X,N).
15. return ModifyChain(C,count,M,Y).
16. endif
17. endif
18.end function

Fig. 6 The algorithm to convert simple polygonal chains into simple polygons

According to the algorithm and Fig. 7, if X and N are visible, the segment MN is
deleted and the segment XN is added to the chain and another recursive function is
called for the new chain. Figure 7a is a chain and after one step of the algorithm Fig.
7b is produced. As you see in Fig. 7a there are three edges intersecting XY, which is
reduced to one in Fig. 7b. In fact both the deleted and added segments do not intersect
the new XY. It is because XN is always in one side ofMN andMY, is on the other side
and this cause a decrease in the number of intersections by at least one.

In Fig. 8a there is just one segment intersecting XY, while after one step this number
is increased to 6, Fig. 8b. The main idea is that the newly added segment cd is not
among the new intersections. The new intersections belong to chain and the number
of the edges of the chain is limited to n. In each step one intersection is deleted and the
new added segment will not be an intersection anymore. So, inModifyChain function,
if line 9 always satisfies during the execution, the algorithm will terminate in less than
n steps.
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Use of simple polygonal chains in generating random simple polygons 413

Fig. 7 a A polygonal chain, b the new polygonal chain generated after one step

Fig. 8 a A polygonal chain with one incident, b the new polygonal chain generated after one step with 6
incidents

(b). The condition of line 9 (i.e. visible(X,N)) does not satisfy.

In this case, lines 13–16 of ModifyChain function will be executed. This situation
may happen when the head vertex which the traverse begins from there is in a semi-
circle. To prove that the algorithm terminates, we should prove that this situation also
leads to the termination of the algorithm. If X and N are not visible, the recursive
function of line 14 will be called, where the heads of the chain are changed and a
smaller part of the chain is considered. For this recursion, if the condition of line 9
satisfies, the termination of the algorithm can be proved using (a). But if it does not
satisfy, another recursion of line 14 will be executed, and each time this recursive
function is executed the considered chain will be smaller until its length will be one
or two where there would be no intersection and it will meet the termination criterion.
It can be concluded from cases (a) and (b) that the Algorithm I terminates. ��

In Fig. 9a the function ConvertChainToPolygon(C,8,G,L) is called which the
traverse begins from L. L and H are not visible and the function ConvertChainToPoly-
gon(C,7,L,H) is called and traverse begins from L again. In this case L and K are
visible, so they connect and the function ConvertChainToPolygon(C,7,N,H) is called,
Fig. 9b. The points N and J are not visible and the function ConvertChainToPoly-
gon(C,5,N,J) is called. N and L are visible and they connect to each other, Fig. 9c.
M and J are visible and they connect to each other, Fig. 9d. K and H are visible and
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Fig. 9 The situation to call smaller chains

they connect, Fig. 9e and ultimately the points G and I are visible and the algorithm
finishes.

Output of each step of the algorithm is a simple polygonal chain, so the output of
the ultimate step would be a simple polygonal chain with this difference that its heads
are visible. It is clear if we connect these two heads the output will be a simple planner
polygon.

Lemma 1 Assume u represents the number of removed segments in the algorithm of
converting a polygonal chain into a polygon. u will never be greater than n.

In each step of the algorithm, one edge of the chain is removed, and another edge
is added to the chain. To prove the lemma, two situations are considered:

1. All the edges removed from the chains belong to the origin chain (input chain). In
this case, the lemma is proved easily, because the origin chain has n-1 edges, and
if all are removed, u will not be greater than n.

2. Some removed edges do not belong to the origin chain. If the heads of the chain do
not lie in a semi-circle, it is impossible that the added edges be removed from the
chain in any step of the algorithm because the added edge never lies between the
new heads. In fact, the added segment lies on one side of the removed edge, and
the line between new heads lies on the other side. In Fig. 10 the chain heads are
not in a semi-circle. MN is removed, and Plast N is added to the chain. Because
Plast N is on the right of MN, and MPf irst is on the left of MN, Plast N has no
intersection with MPf irst .

In some chains, one or both of the heads lie in a semi-circle. In such chains, it
is possible to remove an edge which was added in previous steps. Figure 11 shows
a chain with this characteristic. In Fig. 11 c lies in a semi-circle, because any line
which pass through c cuts the chain in more than one point. In Fig. 11 according to
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Fig. 10 The worst time complexity is O(n3)

Fig. 11 The head c lies inside a
semi-circle

the algorithm, if traverse begins from c, the segment ac is added in first step and ab is
removed. But in the second step, ac is removed, and ab is added to the chain again.

When one or both of the heads lie in a semi-circle, it seems it is possible to add a
lot of edges and then remove them, so the number of recursions would be more than
n. But in fact, the deletion of an added edge just happens once for each head in a
semi-circle, and for each semi-circle there would be at least one edge such that has no
intersection with the connection line of two heads, so the prove is done. In Fig. 11, dx
is the segment which never lies between two heads of the chain and is never omitted
from the chain.

3 The first algorithm to produce simple polygonal chain

This is an incremental algorithmand in each step, a simple polygonal chain is produced.
The algorithm works as in each step one point is added to the chain such that the
remaining points of the points set can see the heads of the generated chain, and so in
each step the chain can grow to reach to the final chain. Figure 12 shows the pseudo
code of the algorithm. At first the rightmost point of S is selected and named b. The
chosen point is added to the chain C. This point is the starting point of the chain and
is removed from S. Next an array with n cells is defined and is initiated with random
values from the set {‘max’,‘min’}. In Fig. 12, in each step of the loop, one vertex is
added to the chain. When the value of the i th element of the array is ‘min’, the 9th line
is executed, and the point m is selected from S such that̂abm gets its minimum value
counter clock wise and if the value of the i th element of the array is ‘max’, line 11 is
executed and m is chosen from S such that̂abm gets its maximum value counter clock
wise. The chain C and variables a and b get their new values in line 16. Figure 13
shows the process of producing a chain in a set with 9 points.
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Algorithm II: ChainGeneration1(S,n)
input: let S={p1,p2,...,pn } and n = number of points.
output: C=(q1,q2,...,qn) shows the polygonal chain.
1. C .
2. let α be an array of size n, and it is initiated by ’max’ and ’min’ randomly.
3. select the rightmost point, and name it b.
4. q1 ← b, remove b from S.
5. generate a random point on the right of b,and name it a.
6. for i← 2 to n
7. do
8. if α[i]=’min’ then
9. qi ← argminm∈S abm
10. else
11. qi ← argmaxm∈S abm
12. endif
13. endif
14. add qi to the end of chain C, and remove it from S.
15. let b ← qi and a ← b.
16. endfor
17. return C.

Fig. 12 The pseudo code of first algorithm to generate random simple chain

Fig. 13 The process of producing a polygonal chain with the given array as [‘min’, ‘min’, ‘max’, ‘min’,
‘min’, ‘max’, ‘max’, ‘min’]

In Fig. 13, array A is equal to [‘min’, ‘min’, ‘max’, ‘min’, ‘min’, ‘max’, ‘max’,
‘min’]. In the first step, the rightmost point is selected and called b. A random point is
produced on the right of b and called a. Since the first element of A is ‘min’, the point
m which is a member of S is selected such that̂abm gets its minimum value counter
clock wise. m is added to the chain as the second vertex and is removed from S. a
and b get their new values. Figure 13a shows the produced chain in the first step. The
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Fig. 14 The space belonging to S is restricted in each step

second element of A is ‘min’, so like the previous step, m is selected from S such that
̂abm gets its minimum value. Next S, a, and b are updated according to the pseudo
code. Figure 13b shows the produced chain in this step. In the third step, the value of
A is ‘max’, so m is selected such that̂abm gets its maximum value. Figure 13c shows
the related chain of this step. This process continues until there are no more points in
S. Figure 13d–h show the generated chains of each step.

With the policy of choosing the minimum or the maximum angle in CCW order
in each step, the point set is practically divided into two regions. The removed points
from S belong to one region and the points in S are in the other. In Fig. 14, the points
over the lines or in the darker spaces are the points removed from S and the points in
the lighter colored spaces belong to S. Figure 14 shows how in each step, the problem
space is divided. When q is selected, it has the minimum or maximum angle with the
last segment of the chain in CCW order, so there would be no point of S inside ̂abq.
This means that the selected point belongs to convex hull of S. In each step some space
is added to the darker space which has only one point inside. The new point added to
chain C can always see the whole points of S, because the point q belongs to convex
hull of S and a convex hull point can see the whole points of S. As in Fig. 14, the point
q can see the points of S in every step. So we can add any point of S to the chain at
any step. This proves that the algorithm terminates and the output of the algorithm is
always a simple polygonal chain.

Figure 14a–h show the process of dividing the point set into two regions respectively.
In all the steps, q is the new point added to the chain and can see all the points belonging
to S. a and b are the two last points of the chain in each step.

According to the algorithm, to create a chainwith n vertices, an arraywith n element
is needed. Each element in the n-element array contains the values ‘max’ or ‘man’,
so each element has 2 options, and 2n different combinations are possible where each
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one represents a chain. This algorithm produces 2n simple polygonal chain for a point
set with size n.

4 The second algorithm to produce simple polygonal chain

The second algorithm to generate simple polygonal chain is based on the concept
of Divide and Conquer. Two variables are used to divide the problem space. The first
variable is called θ which takes a real value among zero and 180 and describes the angle
which the points are sorted according to that. Another variable is an integer number
between 1 and n-1 and is called Z. The sorted points are divided into two groups, the
first Z points of the sorted point set and the remaining n-Z points. If number of points
in each group becomes less than three, the points in that group are connected to each
other and produce a simple polygonal chain. But if the number of points in groups
are more than three, division process with new Z and θ is continued recursively. The
convex hulls of points in groups do not intersect with each other because the groups
are divided with straight lines. This feature helps to merge the chains of groups and
make a new chain. Figure 15 shows the divide and conquer approach algorithm to
produce simple polygonal chain.

The line 12 in algorithm of Fig. 15 shows the merge function of two polygonal
chains. The merge process of two simple polygonal chains converts each chain into
simple polygons and then merges the polygons and produces a new polygonal chain.

According to what said, to cover the merge function, an algorithm to convert a
polygonal chain into a simple polygon and another algorithm to merge two simple
polygons into a simple chain is needed. The algorithm to convert a chain into polygon
was discussed in Sect. 2 and each two simple chains are converted into simple polygons
by this algorithm. The groups of points are divided with straight lines, so the convex
hull of the points in each group does not intersect and therefore no polygons will
intersect with other polygons. There is a lemma in [1] indicating that a point outside

AlgorithmIII: ChainGeneration2(S,n)
Input: let S={p1,p2,...,pn} and n= number of points.
Output:C=(q1,q2,...,qn)shows the polygonal chain.
1. θ is a random number between zero and 180.
2. Z is a random number between one and n-1.
3. C ← null.
4. if n ≤ 2
5. Add the points to C and return C.
6. else
7. Sort the points of S in θ direction.
8. S1 ← the first Z point of S.
9. S2 ← S -S1.
10. C1=ChainGeneration(S1,Z)
11. C2=ChainGeneration(S2,n-Z)
12 C=MergeTheChain(C1,Z,C2,n-Z,θ)
13. endif

Fig. 15 The second algorithm to produce simple polygonal chain
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Fig. 16 Merge two polygons to a simple polygonal chain

AlgorithmIV: MergeTheChain(C1,n1,C2,n2, θ )
Input: C1 and C2 as input chain, θ is the dividing angle. n1 and n2 are
size of chains.
Output:C shows the output polygonal chain.
1. P1= ConvertChainToPolygon(C1,n1,C1first,C1last ).
2. P2= ConvertChainToPolygon(C2,n2,C2first,C2last ).
3. Array A= the projection value of points over a line with degree θ+90.
4. A= Sort(A)
5. a,b = two consecutive points of A which belong to different polygons.
6. C= P1 and P2 where one of the edges which has a as vertex is deleted
arbitrarily, one of the edges which has b as vertex is deleted arbitrarily,
and a connects to b .

Fig. 17 The merge algorithm of two polygonal chains

of the convex hull of a polygon is visible to at least one edge of that polygon. According
to this Lemmawe are sure that there is two points from each polygonwhich are visible.

To find two points which are visible to each other, all the points of two polygons are
projected to a linewith the angle of θ+90. These groups of points were separated by the
help of a line with a random degree of θ . All the points are sorted in an array according
to their projection value. Since the points with smaller projection value belong to one
polygon and the points with bigger projection value belong to the other polygon, all
the consecutive array elements belong to the same polygon except one pair. So, we
search the array in O(n) to find a pair of points which one of them belongs to one
polygon and the other belongs to the other polygon. These two points are visible for
sure, because there is no other point between them. we connect these two points. In
each of the merging polygons an edge which the newly connected points is one of its
vertices is omitted arbitrarily. This causes to generate a simple polygonal chain from
two different polygons.

In Fig. 16 a and b are the closest visible pair from polygons P1 and P2, so they are
connected to each other. An edge which is incident to a in P1, and b in P2 is omitted
arbitrarily. These edges are ad and bc from P1 and P2 respectively. Figure 16 shows
the two merging polygons and the related generated simple polygonal chain. Now
according to what mentioned, the pseudo code to merge two simple polygonal chains
would be like Fig. 17.

In each step of Algorithm III the point set is divided into two pieces, so the recursive
calls will proceed to the situation that the sets have less than three members, and they
connect to generate chains. Since the points of sets are divided by straight lines, the
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convex hull of points will not conflict and so according to Lemma in [1] there are
points from different sets which are visible. These points can connect to merge the
chains according to Algorithm IV, and if this process continues the main chain will be
generated by merging smaller chains.

5 The third algorithm to produce random simple polygonal chain

The algorithm works as follow, at first two points are selected from the point set
arbitrarily and a segment connects these two points. This segment is a simple polygonal
chain. The proposed algorithm is incremental and in each step a point is added to the
chain and at last the final simple polygonal chain is generated. The new point is
added to one of the heads of the simple polygonal chain. If the added segment has
no intersection with previous segments, the generated polygonal chain is simple. But
if the new segment has intersections with previous segments, the algorithm will omit
these conflicts. Figure 18 shows the pseudo code of the chain generation algorithm
and Fig. 19 shows the steps of producing a polygonal chain for a 9 point set case.

Suppose f and l are the heads of the chain and γ is selected from S at random to be
added to the chain. If fγ has no intersection with the chain, f is connected to γ , but if

AlgorithmV: ChainGeneration3(C,S,n)
Input: C is an empty chain, let S={p1,p2,...,pn} and n= number of points.
Output: C.
1. γ, f and l are random points from S and are removed from S.
2. f is connected to l and γ, these three points are added to C.
3. while(S is not empty)
4. f referes to the head of the chain again.
5. γ is selected at random from S, j←0.
6. while(γ is not added to C and j < n)
7. the intersecting segments of C with fγ are added to β, j++.
8. if (β==∅) do
9. connect f to γ and remove γ from S, add γ to the first of C.
10. else
11. search β to find the closest segment to f, and call this seg-

ment MN , where M is seen before N on the traverse.
12. If visible(f,N) do
13. C←C -MN
14. C←C+fN
15. else
16. ConvertChainToPolygon(C,size of C,f,N). //algorithm

of figure 6.
17. endif
18. endif
19. endwhile
20. if (j==n)
21. C= ConvertChainToPolygon(C,size of C,f,l).
22. add γ to polygon and make a new chain as C.
23. remove γ from S.
24. endif
25. endwhile
26. return C

Fig. 18 The third algorithm to produce simple polygonal chain
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Fig. 19 The process of producing a polygonal chain

fγ intersects the chain, the chain is traversed from f and MN is the closest segment
to f which has intersection with fγ . The point M is seen before N in the traverse. The
segment MN is removed from the chain and fN is added. This action leads to a new
chain where l and M are its heads. Now if γ can see M the algorithm is finished and
γ is connected to M, and the polygonal chain of this step is completed. f refers to γ

and the chain heads are again f and l. But if γ cannot see M another recursion of the
algorithm for newly generated chain is called. for simplicity the explanation was for
situation where γ is going to connect to f, clearly γ can connect to l too).

The mentioned algorithm is capable of producing all the simple polygonal chains.
A simple polygonal chain is an order of visiting the vertices or it is a permutation of the
vertices, but there should be no conflict among the edges. This algorithm is incremental
and since it selects the vertices randomly, it can generate all the possible permutation
and chains. It is clear that the set of simple polygonal chains is a subset of chains and
this algorithm produces all the chain, so it produces all the simple polygonal chain.
The time complexity of the algorithm is O(n2 ∗ w) where 1 < w < n, so the worst
case time complexity of the algorithm is O(n3). w shows the number of recursions of
the algorithm and as proved in Sect. 2, w is never more than n.

Figure 19a shows the first step of the algorithm, where three points are selected
from S at random and are called f, l and γ . f connects to l and also to γ . These points
are deleted from S. This is a chain and the edges are added to C. In each step, after
updating the chain f refers to the new head of the chain. As in Fig. 19b f and l are
pointed to the heads of the chain.

In the second step in Fig. 19b, γ is selected from S at random, but MN intersects
fγ . So the chain changes as f connects to N and MN is removed from the chain. M is
the new head of the chain and is called f. Now, f and γ are visible and are connected
to each other and the chain in Fig. 19c is created. In Fig. 19c MN intersects fγ . fN
is added to the chain and MN is removed from the chain, then f refers to M and as f
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Fig. 20 The case in which the algorithm sticks in loop

and γ are visible they are connected to each other and the new chain with new heads
is produced. This chain is shown in Fig. 19d. The actions in Fig. 19d are the same as
in Fig. 19b and c, so the chain in Fig. 19e is produced.

In Fig. 19e fγ intersects two segment of the chain. The closest intersected segment
to f is called MN . Then f connects to N and f refers to M which is the new head of
the chain and the chain of Fig. 19f is produced. In Fig. 19f, MN intersects fγ , so f
connects to N and MN is removed and the new head of the chain is called f. Now, f
can see γ and these points are connected and again f is the new head of the chain, like
Fig. 19g. Figure 19h shows two last steps of the algorithm, where in each step f and
γ are visible and the algorithms easily connects these two points.

In some cases the algorithm is traped in loop. This algorithm is like the Con-
vertChainToPolygon algorithm, but in that algorithm it was almost impossible that
the newly added segment and the segment between new heads conflict, and this was
the clue for termination. In this algorithm if two events happen simultaneously the
algorithm may stuck in a loop. The first event is that the newly added segment and the
segment between the head and the random point conflict. The second event is that the
head of the chain that the traverse begins from there changes in each iteration. The
chain in Fig. 20a converts to the chain in Fig. 20c according to the algorithm, and it
is converted to the chain in Fig. 20d which is the same as Fig. 20a. In Fig. 20c the
newly added segment and the segment between head and the point conflict, which is
the first event(MN conflicts fγ ). If the heads which traverse begins there change in
each iteration this process will continue steadily. The second event happens rarely.
We know that every random point shoud be added to the chain in at most n step. If
the number of steps is more than n we know that it is a loop, we use a counter to
distinguish the loop. To overcome this problem, the algorithm of converting chain into
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polygon is called for the chain and the chain is converted into a simple polygon. The
point y can be added to the generated polygon easily and the result would be a simple
polygonal chain.

As you see in Algorithm V, the lines through 7–18 is exactly like the algorithm of
converting chain into polygon, which we proved it terminates. These codes lie inside
two while loops. The inner loop finishes in n or less steps and after each time this
loop finishes an edge is added to the chain. In the case that j is equal to n the chain
is converted into a polygon and the random point is added to the polygon and a new
chain is produced. The outer loop finishes when there is no more vertices to be added
to the chain and since the inner loop adds a vertex to the chain in each step the outer
loop will finish after n step. This shows that the algorithm terminates and generates a
simple polygonal chain.

6 Experimental results

Since the time complexities of Space Partitioning and Steady Growth are the same as
the time complexities of algorithms based on ChainGeneration1 and ChainGenera-
tion2, which all are of the order ofO(n2) [15], theCPUconsumption is used to compare
the algorithms. The 2-OptMove algorithm is the best known algorithm so far, because
it produces more polygons rather than other algorithms. It has the time complexity of
O(n4) [15]. In this section it will be shown by experiments that the algorithm based
on the ChainGeneration3 generates more polygons than 2-OptMove. This algorithm
has the time complexity of O(n3) which is better than 2-OptMove.

The most important criteria to compare the performance of random simple polygon
generation algorithms are the number of different polygons generated and the amount
ofCPUconsumption of each algorithm. The algorithmswhich generatemore polygons
with a high degree of uniformity are better. From the other point of view, the algorithms
are better which solve the problem with using less CPU resources. In this paper the
methods like 2-OptMove, SteadyGrowth and SpacePartitioning are comparedwith the
three proposed algorithms. The ability of algorithms in generating different polygons
and the CPU consumption of each algorithm are the criteria of the comparison.

To compare the number of different polygons generated, ten different 10 and 15
point sets are used as samples and the ratio of different polygons generated for each
algorithm is compared using these samples. A modified version of Incremental Con-
struction and Backtracking algorithm is used to count the total number of simple
polygons for each point sets. Table 1 shows the total number of possible simple poly-
gons for each sample.

The ratio of different polygons generated for each algorithm is calculated from the
division of number of different polygons generated by the algorithm over the whole
number of existing polygons (the values written in Table 1). Let t denote the number
of polygons generated by the algorithms and k denotes the total number of simple
polygons for each sample. If m represent the number of different simple polygons
generated by each algorithms, so the value of m/(min(t,k)) describes the ability of
the algorithms in generating different polygons. This value is calculated for all the
algorithms and all the samples and the results are depicted inFig. 21a andb for 10points
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Table 1 Number of simple
polygons for 10 and 15 points
set problems

Samples 10 points set 15 points set

1 325 87,137

2 742 142,570

3 358 210,425

4 420 128,642

5 157 62,349

6 802 125,551

7 286 89,142

8 527 131,286

9 216 286,428

10 88 175,624

Fig. 21 Comparison of the algorithms on the criteria of number of generated polygons. a 10 points set
samples, b 15 points set samples

and15points sets, respectively. In this paper the polygongeneration algorithmbasedon
generating polygonal chains and converting them into simple polygons is compared
to the previous algorithms. In each sample 5000 simple polygons is generated for
each algorithm and the hit rate of the algorithms is calculated based on the formula
m/(min(t,k)).

The 2-OptMove algorithm used to produce more simple polygon than any other
algorithms and it has been the best known algorithm so far [2], but as seen in Fig. 21a
and b, the number of polygons generated by the algorithm based on the ChainGener-
ation3 is more than 2-OptMove algorithm. As we know, its time complexity is better
either.

The algorithm based on the generation of the first kind of chains, produces more
polygons rather than the algorithm based on the generation of the second kind of
chains, and both of these algorithms have better performance rather than the well-
known Steady Growth and Space Partitioning algorithms.
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Fig. 22 Comparison of the algorithms on the criteria of CPU consumption

Fig. 23 The chain and the polygon generated by the first algorithm

Another criterion of comparison is CPU consumption of each algorithm. The prob-
lems with 50, 100, 200, 300, 400 and 500 points in each point set are considered. Ten
random point sets are generated for each of these problem sizes randomly. The CPU
elapsed time for each algorithm and each sample is calculated using the Stopwatch
class of C# programming language. There are 10 different random point sets for each
problem size. For each algorithm, The CPU consumption time is calculated for each
point set and their average is assigned to that problem size and algorithm. Figure 22
shows the results for CPU consumption of 6 different algorithms over six problem
sizes.

As you see in Fig. 22, Space Partitioning is significantly faster than the other
Methods. Steady growth is the slower one. The methods Steady Growth, 2-opt move,

123



426 A. Nourollah, M. Movahedinejad

Fig. 24 The chain and the polygon generated by the second algorithm

Fig. 25 The chain and the polygon generated by the third algorithm

ConvertChainToPolygon3, ConvertChainToPolygon1, ConvertChainToPolygon2 and
Space Partitioning are solving the problem with 500 points in 23.1, 18.43, 14.63,
0.45, 0.21 and 0.066s on average. ConvertChainToPolygon3 and 2-opt move are
the algorithms which generate more polygons rather than other algorithms and
ConvertChainToPolygon3 is slightly better than the 2-opt move algorithm in CPU
consumption and polygon generation criteria.

Figures 23, 24 and 25 show the polygons generated by the first, second and the
third chain generation algorithms, respectively. All the figures show the chain and the
polygon generated for a 500 points set problem. In Fig. 23 the sharpness of the angles
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is because of choosing the minimum or maximum angle in each step of generating
the chain. Dashed lines in Fig. 24 show some of the lines to divide the problem space.
These lines are conjectured from the shape of the polygon and are drawn by hand after
generating the polygon, so this algorithm produces some special polygons which can
be easily divided into different areas by straight lines. Figure 25 shows a 500 points
polygon and is generated by converting the chain generated by the third algorithm into
simple polygon.

7 Conclusions

The problem of generating random simple polygonal chains is simpler than generating
random simple polygons and has fewer constraints. The main idea of this paper is
to generate random simple polygonal chains and then to convert them into simple
polygons. In this paper three algorithms are proposed to generate random simple
polygonal chains, and an algorithm is proposed to convert simple polygonal chains
into simple polygons. The first algorithm to generate simple chains is capable of
producing 2n simple polygonal chain. The second algorithm works by the concept
of divide and conquer and the third algorithm is the most complete and produces
all the possible simple polygonal chains. The worst time complexities of these three
chain generation algorithms are O(n2), O(n2) and O(n3) respectively and the time
complexity of the conversion algorithm is O(n*l), where 1 < l < n. The number
of different simple polygons generated by each of three algorithms is compared with
the well-known algorithms and the experimental results show that the third algorithm
produces more polygons rather than the well-known 2-OptMove algorithm. The first
algorithm acts better than the second algorithm, which both the algorithms are better
than Steady Growth and Space Partitioning.
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