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Abstract
This study investigated the effects of pre-training types on cognitive load, self-effi-
cacy, and problem-solving in computer programming. Pre-training was provided to 
help learners acquire schemas related to problem-solving strategies. 84 undergradu-
ate students were randomly assigned to one of three groups and each group received 
three different types of pre-training: 1) WOE (worked-out example) and metacog-
nitive scaffolding, 2) faded WOE and metacognitive scaffolding, and 3) WOE and 
faded metacognitive scaffolding. After the pre-training phase, the participants’ cog-
nitive load, self-efficacy, and programming problem-solving skills were analyzed. 
Then, during the training phase, the participants were asked to attempt a program-
ming problem-solving task with faded WOE and faded metacognitive scaffoldings. 
After the training phase, the participants’ cognitive load, self-efficacy, and program-
ming problem-solving were analyzed again. The findings revealed that providing 
both cognitive scaffolding (i.e., WOE or faded WOE) and non-faded metacognitive 
scaffolding during the pre-training phase is effective for novice learners for optimiz-
ing cognitive load, promoting self-efficacy, and enhancing programming problem-
solving skills.

Keywords Metacognitive scaffolding · Faded WOE · Cognitive load · Self-efficacy · 
Problem-solving programming

Introduction

With the increasing importance of computer programming skills in twenty-first cen-
tury critical competencies (Wu et  al., 2020), various instructional strategies have 
been proposed for effective programming instruction. According to previous stud-
ies, self-regulation skills, including cognitive and metacognitive skills, are impor-
tant to solve complex tasks when programming (Loksa et  al., 2016; Shin et  al., 
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2023; Zimmerman & Schunk, 2011). Self-regulation skills refer to strategies learn-
ers employ in order to systematize their thinking and behavior to apply them to 
achievement of a learning goal (Berk, 2003). Specifically, learners with high aca-
demic achievement use more self-regulated learning strategies than learners with 
low achievement (Hwang & Vrongistnos, 2002), and self-regulation increases learn-
ing motivation or self-efficacy, giving learners an autonomous and active attitude 
(Deweck & Leggett, 1988). However, novice learners may experience difficulties 
in solving programming problems because they lack the self-regulation ability to 
understand computational principles and apply them effectively to programming 
(Loksa et al., 2020; Magana et al., 2019) and because low self-efficacy may prevent 
successful learning. Pre-training is one of the ways to overcome such difficulties, 
and it is necessary to understand important concepts and practice reflective thinking 
in the problem-solving process through pre-training.

Instructional strategies that consider both cognitive and metacognitive aspects 
are important when providing pre-training for improving the self-regulation skill 
of novice computer programmers. Specifically, if cognitive skills are necessary for 
understanding computational principles, metacognitive skills can be seen as nec-
essary for overall programming problem-solving (Shin & Song, 2022; Shin et  al., 
2023). Worked-out example (WOE) is a type of instructional strategy that in which 
the learner is guided through a stepwise demonstration of how to solve a problem 
or complete at task (Kirschner et al., 2006). Shin et al. (2023) found that providing 
metacognitive scaffolding to promote metacognitive skills together with a WOE to 
promote cognitive skills in programming learning was more effective in program-
ming knowledge acquisition and problem-solving than providing a WOE alone. In 
addition, providing a WOE with metacognitive scaffolding was found to be effec-
tive in reducing unnecessary cognitive load and promoting germane cognitive load 
(Molenaar et al., 2011; Prather et al., 2020). In terms of metacognition, metacogni-
tive scaffolding is effective in structuring the solution process through planning in 
the early phase of problem-solving and applying metacognitive strategies through 
monitoring and reflection in the problem-solving phase (Molenaar et  al., 2011; 
Prather et  al., 2020). In terms of cognition, providing well-structured WOE can 
help learners learn the computational principles necessary for programming prob-
lem-solving (Garner, 2002). However, it is important to apply appropriate fading, 
meaning a reduction in the level of assistance or guidance provided to learners in 
completing a task or solving a problem, to WOE in order optimize cognitive load 
and effectively apply acquired knowledge (Garner, 2001; Renkl, 2002; Salleh et al., 
2018).

As mentioned above, despite research findings that cognitive and metacognitive 
support need to be provided together to improve self-regulation abilities in pro-
gramming learning, so far, most studies have provided only cognitive or metacog-
nitive scaffolding. Moreover, even if cognitive and metacognitive scaffoldings are 
provided together, there is a lack of research on which types of scaffolding provide 
more synergistic effects to novice learners’ understanding of computer program-
ming. In previous research, Zheng et  al. (2022) revealed findings indicating that 
scaffolding strategies where scaffolding is gradually introduced are more effective 
than scaffolding strategies where scaffolding is gradually removed. However, there 
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remains a scarcity of studies investigating the effectiveness of faded metacognitive 
scaffolding strategies. Furthermore, despite the importance influence of self-efficacy 
on self-regulated learning (Shell et al., 1995), there is a paucity of research explor-
ing the relationship between scaffolding types aimed at supporting self-regulation 
in programming education and self-efficacy. Therefore, the present study focuses on 
pre-training to support the promotion of cognitive and metacognitive skills, which 
are components of learners’ self-regulation ability, and seeks to explore how pre-
training types affect novice learners’ programming learning. Through this, we intend 
to present empirical evidence to identify the type of pre-training that is most effec-
tive for programming instruction.

Literature review

Programming and pre‑training

Recently, as interest in computational thinking has increased, the importance of 
problem-solving in programming has increased. In order to successfully solve com-
plex problems when learning to program, self-regulation skill to apply various solu-
tions based on the principles necessary for problem-solving is required (Loksa et al., 
2016; Zimmerman & Schunk, 2011). Self-regulation skill enhances learners’ self-
efficacy (Deweck & Leggett, 1988), and learners with high self-efficacy use more 
self-regulated learning strategies (Zimmerman & Martinez-Pons, 1990). However, 
novice learners lack self-regulation skill, which can make it difficult to apply appro-
priate programming-related knowledge to solve programming problems (Magana 
et al., 2019).

For example, a study examining the problem-solving strategies of experts in 
programming has revealed that experts adopt a problem-solving approach focused 
on knowledge clarification and strategic planning. During the problem-analysis 
stage, experts tend to demonstrate a clear understanding of the problem and effec-
tively developed a well-structured plan to arrive at a solution (Chao, 2016; Lister 
et al., 2006; Loksa et al., 2016; Xie et al., 2019). Novices, on the other hand, tend 
to approach the solution without employing any specific problem-solving strategies, 
resulting in the manifestation of simplistic and repetitive errors during the imple-
mentation phase (Loksa et al., 2020; Magana et al., 2019). In other words, novice 
learners lack the skills to solve problems through a series of processes such as sys-
tematic planning of their programming, testing the programming output, and evalu-
ating programming solutions. A possible way to assist novice learners during the 
problem-solving process of programming is to provide instruction that aids in their 
understanding of computational principles and enables them to practice applying 
metacognitive strategies through pre-training in the process of problem-solving.

Previous studies have shown that for complex tasks, pre-training can improve 
learners’ expertise and effectively support problem-solving (Jung et  al., 2021; 
Kalyuga et al., 2001). Pre-training has been shown to reduce unnecessary cogni-
tive load and improve comprehension of learning content by enabling learners 
to pre-learn core concepts or core content in the process of solving complex 
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problems (Jung et al., 2016). Pre-training has been applied to diverse fields such 
as multimedia learning (Mayer et  al., 2002) and computer-based collaborative 
learning (CSCL) (Jung et al., 2021). In the present study, we intend to apply pre-
training to help learners solve computer programming problems.

Worked‑out examples and cognitive load

Cognitive load occurs because the amount of information that can be processed 
at one time by human working memory is fixed, and in order to lead learning 
effectively, an instructional strategy that considers cognitive load is required 
(Mayer & Moreno, 2003; Sweller et  al., 1998). Cognitive load can be divided 
into intrinsic cognitive load, extraneous cognitive load, and germane cognitive 
load. Intrinsic load primarily pertains to the complexity of the content that stu-
dents need to comprehend, extraneous load relates to factors that hinder compre-
hension during information transfer, and germane load refers to the information 
that learners have absorbed (Sweller et al., 1998).

Previous studies have proposed various instructional design strategies to 
reduce extraneous cognitive load and promote germane cognitive load benefi-
cial to learning (Paas & Sweller, 2012; Renkl & Atkinson, 2003). Among them, 
a representative example for controlling the cognitive load of novice learners 
is providing WOE, which presents an expert’s problem-solving process (Clarke 
et  al., 2005; Renkl & Atkinson, 2003). In learning to program, novice learn-
ers can experience cognitive load in the process of attempting to comprehend 
basic programming-related concepts and applying appropriate problem solutions 
to problems. Accordingly, in previous studies, WOE was provided to support 
the cognitive aspect to help acquire computational principles (Garner, 2002). 
Faded WOE, in particular, can maximize learning outcomes by eliminating the 
key parts from expert’s problem-solving process and allowing learners to figure 
out the solution on their own (Hancock-Niemi et  al., 2016; Renkl et  al., 2000; 
Salleh et  al., 2018; van Merriënboer & de Croock, 1992). However, when the 
use of a faded WOE that does not match the learner’s prior knowledge level, 
unnecessary information is provided redundantly or necessary information is not 
provided, causing extraneous cognitive load for the learner (Seta et  al., 2007). 
Therefore, when using faded WOE, it is important to apply fading appropriately 
in consideration of the learner’s expertise ( Merriënboer & Kirschner, 2012; de 
Jong, 2010).

Recently, some studies have found that providing cognitive and metacognitive 
support together in programming instruction for novice learners is more effective in 
controlling cognitive load, acquiring programming-related knowledge, and solving 
problems than providing only cognitive support ( Pol et al., 2010; Chen et al., 2023; 
Shin & Song, 2022; Shin et al., 2023). Therefore, programming learning for novice 
learners should be provided with instructional strategies that consider both cognitive 
and metacognitive aspects. Currently, research is needed to ascertain effective com-
binations of cognitive and metacognitive support.
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Metacognitive scaffolding in programming

Recently, the provision of metacognitive scaffolding has been utilized as a strategy 
to promote learners’ metacognition and support metacognitive behaviors as they 
engage in problem-solving during programming. Previous research on programming 
instruction has shown that metacognitive scaffolding is effective in improving learn-
ers’ problem-solving skills in that it provides a means to check what learners already 
know and supports them in selecting appropriate problem-solving strategies (Shin 
& Song, 2022). Specifically, metacognitive scaffolding plays an important role in 
leveraging metacognitive strategies such as planning the programming, monitoring 
programming output, and reflecting the programming solutions necessary for the 
entire process of programming troubleshooting (Shin et al., 2023).

According to Mohd Rum and Ismail (2017), novice learners provided with meta-
cognitive scaffolding exhibited superior programming performance to learners not 
provided with metacognitive scaffolding. This indicates that by providing novice 
learners with an expert’s fine problem-solving strategies through metacognitive 
scaffolding, the process of goal setting, organizing knowledge, enacting strategies, 
evaluating a potential solution, and implementing a solution of novice learners was 
effectively supported. In particular, given that proper fading of a WOE promotes 
cognition (Renkl et  al., 2000), providing a faded WOE and metacognitive scaf-
folding together can be expected to be effective in solving programming problems. 
Moreover, it is expected that this approach has a positive effect on the improvement 
of learners’ problem-solving and self-efficacy because learners can concentrate on 
essential information from experts’ problem-solving processes (Sweller, 2010) and 
infer the principles required at each stage of the problem-solving process through 
the eliminated parts of the WOE (Chi et al., 1989; Renkl, 2002).

In a study exploring effective metacognitive scaffolding types for novice learn-
ers in collaborative programming settings (Zheng et al., 2022), fade-in scaffolding 
(where scaffolding is gradually introduced) was found to be more effective than 
fade-out scaffolding (where scaffolding is gradually removed). The study provided 
empirical support for the notion that fade-in scaffolding is an effective metacogni-
tive scaffolding type for collaborative programming of novice learners. However, 
research on the effect of faded metacognitive scaffolding is still lacking. Despite 
various studies on metacognitive scaffolding for novice learners in programming 
instruction, the literature remains rather porous. Although there are many stud-
ies that apply fading to cognitive scaffolding such as WOE in individual program-
ming learning, few attempts have investigated how to apply fading to metacognitive 
scaffolding.

The present study

In the present study, we aim to provide both cognitive and metacognitive scaffold-
ing together to promote learners’ cognitive and metacognitive skills, thereby opti-
mizing cognitive load, promoting self-efficacy, and enhancing problem-solving 
skills. Specifically, we will examine which types of metacognitive scaffolding are 
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most effective for programming instruction among novice learners. Additionally, 
we will explore the potential synergistic effect of providing cognitive and metacog-
nitive scaffolding together. Specifically, 84 undergraduate students were randomly 
assigned to one of three groups respectively receiving three different types of pre-
training: 1) WOE (worked out example) and metacognitive scaffolding, 2) faded 
WOE and metacognitive scaffolding (FWM), and 3) WOE and faded metacogni-
tive scaffolding (WFM). The participants’ levels of cognitive load, self-efficacy, and 
programming problem-solving were assessed after the pre-training phase, and then 
during the training phase, the participants were asked to attempt a programming 
problem-solving task with faded WOE and faded metacognitive scaffoldings. After 
the training phase, the participants’ cognitive load, self-efficacy, and programming 
problem-solving were assessed again.

Research questions and hypotheses

The present study was guided by the following research questions and correspond-
ing hypotheses:

RQ1 Does the use of fading in pre-training programs containing both WOE and 
metacognitive scaffolding help control learners’ cognitive load?H1 Learners 
engaged in pre-training that includes fading will exhibit more optimized cognitive 
load compared to learners engaged in pre-training that omits fading.H1a Learners 
in the FWM and WFM conditions will exhibit lower levels of intrinsic cognitive 
load than learners in the WM condition.H1b Learners in the FWM and WFM 
conditions will exhibit lower levels of extraneous cognitive load than learners in 
the WM condition.

RQ2 If so, is it more beneficial to learners’ cognitive load to fade the WOE or to 
fade the metacognitive scaffolding?H2 Fading the WOE will be more beneficial 
to learners’ cognitive load than fading the metacognitive scaffolding.H2a Learn-
ers in the FWM conditions will exhibit lower levels of intrinsic cognitive load 
than learners in the WFM condition.H2b Learners in the FWM conditions will 
exhibit lower levels of extraneous cognitive load than learners in the WFM 
condition.H2c Learners in the FWM conditions will exhibit higher levels of 
germane cognitive load than learners in the WFM condition.

RQ3 Does the use of fading in pre-training programs containing both WOE and 
metacognitive scaffolding promote learners’ self-efficacy?H3 Learners engaged 
in pre-training that includes fading will exhibit improved self-efficacy compared 
to learners engaged in pre-training that omits fading.H3a Learners in the FWM 
and WFM conditions will exhibit higher levels of self-efficacy than learners in 
the WM condition.

RQ4 If so, is it more beneficial to learners’ self-efficacy to fade the WOE or to 
fade the metacognitive scaffolding?H4 Fading the WOE will be more beneficial 
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to learners’ self-efficacy than fading the metacognitive scaffolding.H4a Learners 
in the FWM conditions will exhibit higher levels of self-efficacy than learners in 
the WFM condition.

RQ5 Does the use of fading in pre-training programs containing both WOE 
and metacognitive scaffolding benefit learners’ programming problem-
solving?H5 Learners engaged in pre-training that includes fading will exhibit 
enhanced programming problem-solving compared to learners engaged in pre-
training that omits fading.

RQ6 If so, is it more beneficial to learners’ programming problem-solving to fade 
the WOE or to fade the metacognitive scaffolding?H6 Fading the WOE will be 
more beneficial to learners’ programming problem-solving than fading the meta-
cognitive scaffolding.H6a Learners in the FWM condition will exhibit higher 
levels of programming problem-solving than learners in the WFM condition.

Method

Participants

The participants in this study were 84 female first-year undergraduate students 
majoring in science and technology at a 4-year women’s university. The partici-
pants were enrolled in a 2-credit course titled “Introduction to Programming,” and 
none had experience taking courses related to Python programming. In addition, 
students had no prior experience taking courses related to computational thinking 
skills and problem-solving skills at a university. The average age of the students 
was 20.35 years. All participants were randomly assigned to one of three groups, 
and each group was provided with different types of pre-training: traditional WOE 
and metacognitive scaffolding (WM), faded WOE and metacognitive scaffolding 
(FWM), and traditional WOE and faded metacognitive scaffolding (WFM). All of 
groups carried out programming problem-solving tasks for three weeks using a web-
based programming tool.

Experimental materials

Three types of pre‑training

During their pre-training, the participants performed basic-level programming prob-
lem-solving tasks. The purpose of the pre-training was to demonstrate an under-
standing of the basic concepts and accurately arrive at a solution through a process 
of planning, monitoring, and reflection. The three types of pre-training were con-
structed as WM, FWM, and WFM.
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Worked‑out example

The WOE used in this study was designed based on WOE developed by Shin 
et al. (2023). The WOE used herein included problem statements and objectives 
in a “problem” section as well as a basic program structure and problem-solving 
context, including input data and output data, in a “solution” section. While tra-
ditional WOE included a guide with all the code, faded WOE was provided with 
core and important concepts being removed (e.g., variables, control statements, 
functions, etc.) with 2–3 concepts per problem (see Fig. 1).

Metacognitive scaffolding

Metacognitive scaffolding was provided to assist novices in planning, monitoring, 
and reflecting while solving programming problems. The planning guide aimed 
to help learners construct a plan to reach the group’s goal such as the choos-
ing learning strategies and managing timelines. The monitoring guide provided 
instructions on conducting a systematic analysis of solutions, and the reflection 
guide facilitated novice learners in discerning their acquired knowledge and areas 
of oversight. The metacognitive questions were developed based on Loksa et al. 
(2016) and Shin et al. (2023) (see Table 1). Metacognitive scaffolding included 
a guide with metacognitive questions and a sample of experts’ metacognitive 
strategies with core metacognitive concepts regarding planning, monitoring, 

Fig. 1  Problem-solving WOE examples (left: traditional WOE (WM), right: faded WOE (FWM))
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and reflecting, while faded metacognitive scaffolding included a guide with only 
metacognitive questions with a sample of experts’ metacognitive strategies with 
some core concepts faded.

Pre‑test

Ten multiple-choice questions about basic concepts and syntax of Python program-
ming were used to measure the participants’ prior knowledge (e.g., “Choose the 
appropriate principle when declaring a variable”). One point was provided for a cor-
rect answer to each problem, with a maximum score of 10 points (see Table 2).

There were no significant differences in prior knowledge across the three condi-
tions. Specifically, the result shows that there was no statistically significant differ-
ence among three groups (F = 0.96, p = 0.39, ŋ2 = 0.02) (see Table 3).

Cognitive load measures

A ten-point Likert scale was used to measure cognitive load, based on previous 
research by Leppink et al., 2013, ranging from “Extremely Easy” (0) to “Extremely 
Difficult” (10) (see Table  4). The cognitive load measurement consisted of 10 

Table 1  Sample metacognitive 
scaffolding questions

Strategies Metacognitive questions

Planning What variables and key phrases 
are needed to solve the problem?

Monitoring Has the detailed goal setting for 
problem-solving been accom-
plished?

Reflection What did you learn from this task?

Table 2  Sample pre-test items 
to measure prior knowledge

Items# Problems

1 Choose the one that is 
appropriate as a principle 
when declaring a vari-
able

2 Choose the one that is 
appropriate for the 
description of the condi-
tional statement

Table 3  The group means of prior knowledge

Groups N Mean SD

WM (Traditional WOE with metacognitive scaffolding) 27 5.59 2.24
FWM (Fade WOE with metacognitive scaffolding) 30 4.83 2.72
WFM (Traditional WOE with faded metacognitive scaffolding) 27 5.56 2.01
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multiple-choice items: three items for intrinsic load, three for extraneous load, and 
four for germane load. Cognitive load was measured after the pre-training and train-
ing phases (Cronbach’s Alpha = 0.87 and 0.82, respectively).

Measurement of level of self‑efficacy

Self-efficacy was measured using a subscale of the Motivated Strategies for Learn-
ing Questionnaire (MSLQ) (Pintrich et al., 1991). The questionnaires consisted of 
eight multiple-choice questions (e.g., “I’m confident I can learn the basic concepts 
taught in this course.”) (see Table 5). Self-efficacy was measured after the pre-train-
ing and training phases (Cronbach’s Alpha = 0.79 and 0.85, respectively).

Measurement of level of programming problem‑solving

Programming problem-solving tests were conducted to measure the participants’ 
programming-related knowledge after the pre-training and training phases. Each 
test comprised a contextual and intricate programming problem-solving task. 
Participants were asked to create a grade calculator using Python after the pre-
training phase and then create a course registration program after the training 
phase. They were given 50 min for each problem. Both problems were semi-open 
structured, with certain programming concepts that had to be included, but were 
presented as real-life-based problem-solving scenarios. The difficulty level of the 
second task was higher than the first. Programming problem-solving tests were 
assessed by two experts with more than five years of experience in teaching and 
researching computer programming. The evaluation comprised a set of two ques-
tions, with each question being worth 10 points, resulting in a total score of 20 

Table 4  Sample questions for cognitive load measures

Type of load Questions

Intrinsic load The content of this learning task was very complex
Extraneous load The instructions and explanations during the activity were very unclear
Germane load The activity really enhanced my understanding of the topic(s) covered

Table 5  Sample self-efficacy 
items to measure prior 
knowledge

Items# Problems

1 I’m certain I can 
master the skills 
being taught in this 
class

2 I’m confident I can 
learn the basic 
concepts taught in 
this course
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points. The total grade points of the course are 100 points, and the problem-solv-
ing test score measured in the experiment accounts for 20 points out of the total 
100 points (attendance 10 points, problem-solving test 20 points, midterm exam 
30 points, final exam 40 points).

Procedure

The participants were divided into three groups, with each group receiving a dif-
ferent type of pre-training to perform their tasks. The experiment was conducted 
once a week for three consecutive weeks during the three-hour class meetings, 
so that the procedures took a total of nine hours. The participants had spent one 
week learning basic programming concepts (e.g., variables, loops, conditionals, 
and functions) and then took a pre-test. The instructor delivered a comprehen-
sive briefing to the participants regarding the study’s objectives, methodologies, 
advantages, data utilization, and the rights bestowed upon them as research par-
ticipants. Eligibility for participation in this study was contingent upon individ-
uals’ voluntary consent subsequent to receive a comprehensive briefing on the 
study’s nature and objectives. All 84 learners in the class agreed to participate in 
the study.

After the pre-test, the participants were asked to individually perform a pro-
gramming problem-solving task as part of their assigned type of pre-training 
(WM, FWM, and WFM). After completing the pre-training, each participant took 
initial measurements of cognitive load, self-efficacy, and programming problem-
solving. During the training phase, the participants were asked to carry out a pro-
gramming problem-solving task using the faded WOE and faded metacognitive 
scaffolding. After completing the training, all of the participants took final meas-
urements of cognitive load, self-efficacy, and programming problem-solving (see 
Fig. 2).

Fig. 2  Experiment Design. Note WM = traditional WOE with metacognitive scaffolding. FWM = faded 
WOE with metacognitive scaffolding. WFM = WOE with faded metacognitive scaffolding. 
WFWM = faded WOE with faded metacognitive scaffolding
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Data collection and analysis

The independent variables were the three different types of pre-training, and the 
dependent variables were cognitive load, self-efficacy, and programming problem-
solving. While there was no significant difference in prior knowledge among the 
three groups, it was considered as a covariate due to its potential correlation with 
problem-solving skills. The analysis was conducted using PSAW Statistics 21, with 
the significance level set at 0.05 and 0.01 for statistical verification.

Results

Cognitive load

The descriptive statistics of the participants’ cognitive load levels are shown in 
Table 6. A two-way repeated measures ANOVA was conducted using the type of 
task in the pre-training and training as an intra-subject factor and the scaffolding 
type as an inter-subject factor.

Intrinsic load. There was a statistically significant difference in intrinsic cogni-
tive load among the three groups in the pre-training and training, though the magni-
tude of this difference was not substantial, F (2, 81) = 7.851, p < 0.1. The effect size 
was η2 = 0.058, which is on the upper end of what is typically considered a small 
effect, approaching medium (Cohen, 1988). An increase in intrinsic cognitive load 
was observed in the training in comparison to in the pre-training for both the FWM 
and WFM groups, while the WM group conversely exhibited a reduction in intrin-
sic cognitive load in the training. Post-hoc analysis revealed a significant difference 
only between FWM and WFM (p < 0.05).

Extraneous load. There was no statistically significant difference in extrane-
ous load among the three groups in the pre-training and training, F (2, 81) = 1.315, 
p = 0.53. The effect size was η2 = 0.016, which is considered a small effect, indicat-
ing minimal differences among the groups.

Table 6  The descriptive statistics of cognitive load

Pre-training: Task 1, Training: Task 2

Cognitive load type WM (n = 27) FWM (n = 30) WFM (n = 27)

Pre-training Training Pre-training Training Pre-training Training

Intrinsic Load M 4.25 3.65 2.98 3.38 4.32 4.56
SD 1.79 2.10 2.06 2.34 1.97 2.18

Extraneous Load M 3.00 2.80 2.32 2.50 3.10 3.28
SD 1.26 1.56 1.48 1.53 1.91 1.94

Germane Load M 7.29 7.98 7.51 7.22 7.25 7.27
SD 1.46 1.42 2.13 1.87 1.32 1.41
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Germane load. There was a statistically significant difference in germane load 
among the three groups in the pre-training and training, F (2, 81) = 3.567, p < 0.05. 
The effect size was η2 = 0.074, which is on the upper end of what is typically con-
sidered a small effect, approaching medium (Cohen, 1988), suggesting meaningful 
differences in how the groups processed the learning materials. Both the WM and 
WFM groups exhibited an increase in germane load in the training as compared to 
in the pre-training. However, no statistically meaningful difference was observed in 
the post-hoc analysis between the WM and WFM groups.

Self‑efficacy

The influence of the type of task in the pre-training and training and scaffolding 
on self-efficacy was examined through a two-way repeated measures ANOVA. Sta-
tistically significant differences were observed among the three groups in terms of 
student self-efficacy, contingent upon the type of task in the pre-training and train-
ing, F (2, 81) = 4.923, p < 0.01. The effect size was η2 = 0.10, which is considered a 
small effect, approaching medium (Cohen, 1988), suggesting a substantial impact 
of the type of task on student self-efficacy. In both the WM and FWM groups, self-
efficacy was observed to be higher in the training as compared to in the pre-training. 
However, no statistically meaningful difference was identified in the post-hoc analy-
sis between the WM and FWM groups. In the WFM group, despite having higher 
self-efficacy than the other two groups in the pre-training, the WFM group exhibited 
lower self-efficacy in the training (see Table 7).

Problem‑solving skills

This study investigated the impact of scaffolding types on problem-solving ability, 
with the problem-solving tests being differentiated into two levels of difficulty: low 
and high. Considering pre-test scores, the results of the one-way ANCOVA for each 
test are as follows (see Table 8).

For the low-difficulty condition, a test measured after pre-training revealed no 
significant difference among the three groups, F (2, 80) = 0.063, p = 0.94. The 
effect size was η2 = 0.002, indicating a very small effect, suggesting that the type 
of scaffolding had negligible impact on problem-solving ability in the low-dif-
ficulty tasks (see Table 9). On the other hand, for the high-difficulty condition, 
a test measured after training revealed significant differences among the three 

Table 7  The Descriptive Statistics of Self-efficacy

Pre-training: Task 1, Training: Task 2

Self-efficacy WM (n = 27) FWM (n = 30) WFM (n = 27)

Pre-training Training Pre-training Training Pre-training Training

M 4.58 5.04 4.85 5.13 5.17 4.81
SD 1.08 1.00 1.33 1.26 1.05 1.19
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groups, F (2, 80) = 3.327, p < 0.05. The effect size was η2 = 0.077, which is on 
the upper end of what is typically considered a small effect, approaching medium 
(Cohen, 1988), indicating that the type of scaffolding had a more pronounced 
effect on the problem-solving ability in high-difficulty tasks (see Table 10) with 
the WM group scoring the highest (AM = 7.02, SE = 0.72). Furthermore, post-hoc 
analysis revealed a significant difference only between the WM and WFM groups 
(p < 0.05).

Table 8  The descriptive statistics of problem-solving skills

AM: adjusted mean, Pre-training: Task 1, Training: Task 2

Problem-
Solving 
Skills

WM (n = 27) FWM (n = 30) WFM (n = 27)

Pre-training Training Pre-training Training Pre-training Training

M 8.89 6.93 9.17 5.25 8.89 4.46
SD 2.89 3.57 1.90 3.95 3.20 3.75
AM 8.91 (SE: 0.52) 7.02 (SE: 0.72) 9.13 (SE: 0.50) 5.09 (SE: 0.52) 8.91 (SE: 0.52) 4.54 (SE: 

0.72)

Table 9  Tests of between-subjects effects dependent variable: pre-training

*p < .05. **p < .01

Sum of square df Mean of square F p η2

Corrected model 4.171 3 1.390 0.190 .90 .007
Intercept 1175.019 1 1175.019 160.737 .00 .668
Pre-test 2.683 1 2.683 0.367 .55 .005
Group 0.917 2 0.458 0.063 .94 .002
Error 584.817 80 7.310
Total 7375.000 84
Corrected Total 588.988 83

Table 10  Tests of between-subjects effects dependent variable: training

*p < .05. **p < .01

Sum of square df Mean of square F p η2

Corrected model 134.126 3 44.709 3.249 .03 .109
Intercept 708.731 1 708.731 51.508 .00 .392
Pre-test 48.423 1 48.423 3.519 .06 .042
Group 91.556 2 45.778 3.327 .04* .077
Error 1100.767 80 13.760
Total 3809.000 84
Corrected Total 1234.893 83
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Discussion

The effects of three types of pre‑training on cognitive load

In this study, we provided cognitive scaffolding and metacognitive scaffolding 
together, considering the importance of self-regulation skills, including cogni-
tive and metacognitive skills, to address complex tasks in programming education 
(Loksa et al., 2016; Shin et al., 2023; Zimmerman & Schunk, 2011). Specifically, 
our aim was to identify the most effective type of pre-training when providing 
cognitive scaffolding and metacognitive scaffolding together, with the purpose 
of optimizing cognitive load and promoting learning. During the training phase, 
it was observed that the FWM type was the most effective in reducing intrin-
sic cognitive load and extraneous cognitive load and WFM type was the least 
effective. Conversely, the WM type was found to be the second-most effective in 
reducing intrinsic and extraneous cognitive load, following the FWM type, and it 
was the most effective in promoting germane cognitive load. This indicates that 
the WM type not only effectively minimized unnecessary cognitive load, securing 
space for germane cognitive load, but also promoted germane cognitive load most 
effectively. Based on findings, Hypothesis 1 was partially supported. Specifically, 
Hypothesis 1a, 1b, and 1c were each partially supported. In addition, Hypothesis 
2 was also partially supported. Hypothesis 1a and 2b were supported, but Hypoth-
esis 2c was unsupported. Faded WOE in a manner that does not match learners’ 
levels of prior knowledge can lead to cognitive overload (Hancock-Niemi et al., 
2016; Salleh et al., 2018). However, this study reveals that, for novice learners, 
the most effective pre-training approach in reducing unnecessary cognitive load 
involves providing faded WOE with core concepts eliminated, along with meta-
cognitive scaffolding, as was the case with the FWM pre-training type.

Cognitive load occurs due to the limited capacity of human working memory 
to process a certain amount of information within a given time (Mayer & Moreno, 
2003). Previous studies have aimed to reduce extraneous cognitive load and promote 
germane cognitive load, which is beneficial for learning (Renkl & Atkinson, 2003). 
In particular, pre-training can effectively reduce unnecessary cognitive load during 
the problem-solving process of complex tasks by providing learners with prior expo-
sure to the core content. In this study, the FWM type exhibited the lowest intrinsic 
and extraneous cognitive load and the highest germane load during the pre-training 
phase. During the training phase, it showed the lowest intrinsic and extraneous cog-
nitive load and the second-highest germane load. This finding demonstrates that the 
FWM type serves as an effective pre-training approach, not only in reducing unnec-
essary cognitive load but also in facilitating germane cognitive load, which benefits 
learning. On the other hand, the WM type showed lower intrinsic cognitive load 
and extraneous cognitive load during the training phase compared to the pre-training 
phase, while germane cognitive load increased. Considering that the difficulty of 
the learning tasks is higher during the training phase compared to the pre-training 
phase, it is predicted that the WM type could be applied as an effective pre-training 
approach for learning tasks with high difficulty.
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The effects of three types of pre‑training on self‑efficacy

Self-efficacy is the degree of confidence that learners have in their abilities and 
effectiveness (Bandura, 1977). Those with higher self-efficacy take a challenging 
approach to tasks that are considered somewhat difficult and think that they can 
control and handle them (Schunk & Pajares, 2002 ). Therefore, self-efficacy is an 
important factor influencing learning. In training, self-efficacy was highest in the 
FWM group with fading applied to cognitive scaffolding and lowest in the WFM 
group. This suggests that providing the WM or FWM types in pre-training is effec-
tive in promoting self-efficacy in novice learners. Based on findings, Hypothesis 3 
was partially supported. The WM type is more effective in enhancing self-efficacy 
than the WFM type. In addition, Hypothesis 4 was supported. Considering previous 
studies on self-efficacy, which showed that learners with higher self-regulatory abil-
ity had higher self-efficacy (Deweck & Leggett, 1988), the research results imply 
that the FWM pre-training strategy, which applies fading to cognitive scaffolding, is 
the most effective strategy for improving self-regulation skill.

When we examined changes in self-efficacy during the pre-training and train-
ing stages, self-efficacy increased in all groups except the WFM group. In the case 
of the WFM group, which provided fading to the expert’s metacognitive strategy, 
self-efficacy appeared to be high in pre-training with low task difficulty, but it was 
confirmed that self-efficacy was the lowest in the training stage with high task diffi-
culty. This indicates that providing expert metacognitive strategies without fading to 
pre-training is effective in improving self-efficacy for novice learners who lack self-
regulation ability. In other words, it can be suggested that providing both cognitive 
and metacognitive scaffolding together, which includes all the metacognitive strate-
gies of experts required for each stage of problem-solving, is effective in promoting 
self-efficacy.

The effects of three types of pre‑training on problem‑solving

Because prior research has shown that novice learners provided with metacognitive 
scaffolding exhibited better programming performance than learners not provided 
with metacognitive scaffolding (Mohd Rum & Ismail, 2017), we explored pre-train-
ing types that are effective for problem-solving by providing WOE and metacogni-
tive scaffolding together in training, the WM type was most effective in problem-
solving, and the FWM type was second-most effective in problem-solving. Based on 
findings, Hypothesis 5 was unsupported, and Hypothesis 6 was supported. Although 
WM was most effective in problem-solving, FWM was more effective than WFM 
in problem-solving. Given that the level of prior knowledge in related areas affects 
problem-solving skills (Sweller, 1988), it can be predicted that the FWM type, 
which was the most effective in problem-solving in pre-training, had a positive 
effect on problem-solving in training by facilitating learners’ prior knowledge. On 
the other hand, the WM group showed lower problem-solving skills than the FWM 
group in pre-training, but the highest problem-solving skills in training. This shows 
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that providing WM-type pre-training without using a faded strategy to novice learn-
ers is effective in solving difficult programming problems. On the other hand, com-
paring the problem-solving scores of pre-training and training, the scores of the pre-
training tasks were higher than those of the training tasks. It can be inferred that this 
is because the difficulty level of the pre-training tasks is relatively low compared to 
the difficulty level of the training tasks.

In general, having a high level of prior knowledge indicates having numerous 
schemas for learning content in related domains, and prior knowledge is widely rec-
ognized as a crucial element in enhancing problem-solving skills (Sweller, 1988). 
In this study, we were able to confirm that providing cognitive scaffolding along 
with metacognitive scaffolding in programming problem-solving for novice learners 
is an effective pre-training approach that facilitates schema acquisition and enhance 
problem-solving skills. Metacognitive scaffolding plays an important role in the 
problem-solving process by helping learners check what and how much they know 
and refer to expert metacognitive strategies to select appropriate problem-solving 
strategies (Shin & Song, 2022). In this study, we aimed to utilize a faded metacogni-
tive scaffolding that partially erased the core concept within the expert’s metacogni-
tion strategy to help promote learners’ metacognition. However, the study provided 
empirical evidence that providing non-faded metacognitive scaffolding together with 
cognitive scaffolding such as WOE or faded WOE was the most effective approach 
for problem-solving in novice learners.

On the other hand, the FWM type, which had the lowest intrinsic and extrane-
ous cognitive load and the highest germane cognitive load in pre-training, was the 
most effective in solving pre-training problems. In addition, the WM type with 
the second-lowest intrinsic and extraneous cognitive load and the highest germane 
cognitive load in training was most effective in problem solving in training. These 
findings support previous research (Sweller et  al., 1998) that optimizing the cog-
nitive load during the problem-solving process enhances problem-solving skill and 
results in successful problem-solving learning. In addition, the findings suggest that 
when providing a scaffolding strategy to improve learning performance, instruc-
tional should be designed considering the optimization of cognitive load. On the 
other hand, compared to pre-training, the WM and FWM groups, whose self-effi-
cacy improved in the training stage, also exhibited effective problem-solving in the 
training stage, implying that self-efficacy is one of the important factors affecting 
learning.

Conclusion

In this study, we tried to derive an effective pre-training type to support novice 
learners’ problem-solving in programming. In particular, we explored which types 
of scaffolding provision caused synergistic effects when providing cognitive and 
metacognitive scaffolding together. As a result, although the effect size was statis-
tically small effect, approaching medium (Cohen, 1988), it was founded that it is 
effective to provide both cognitive scaffolding such as WOE or faded WOE and non-
faded metacognitive scaffolding to novice learners. In other words, providing all the 
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core contents of the expert’s metacognitive strategy has a positive effect on novice 
learners’ cognitive load control, self-efficacy improvement, and problem-solving in 
programming. For cognitive scaffolding, providing WOE with fading was effective 
in reducing unnecessary cognitive load, improving self-efficacy, and solving low-
difficulty problems. WOEs without fading strategies were effective in facilitating 
germane cognitive load during the training phase and performing intermediate-level 
learning tasks. So far, there have been many studies that have applied fading to cog-
nitive scaffolding, but it was difficult to find an attempt to apply fading to metacog-
nitive scaffolding. In this study, it is meaningful that we not only explored the effec-
tiveness of faded metacognitive scaffolding, but also obtained empirical results on 
scaffolding types that can enhance the effect when cognitive scaffolding and meta-
cognitive scaffolding are provided together in pre-training. In addition, while pre-
training has been applied mainly in the fields of multimedia learning (Mayer et al., 
2002) and computer-supported collaborative learning (Jung et al., 2021), the present 
study presents an empirical case of applying pre-training to programming problem-
solving for novice learners.

Despite these contributions, the present study has several limitations that must 
be acknowledged. First, in this study, a strategy to erase core concepts was used 
when developing faded WOE. Further studies should explore effective faded WOE 
types in depth utilizing more diverse elimination strategies. Second, in this study, 
a simplified form of WOE was utilized. However, depending on the task content, 
WOE may be presented in more complex forms than those designed in this study. 
Therefore, the results of this study conducted using these simplified forms of WOE 
may not generalize to more complex WOE. Third, this study provided learners with 
the problem-solving strategies of experts through cognitive and metacognitive scaf-
folding. However, in order to effectively facilitate problem-solving, it is essential 
to further enhance and elaborate the integration between cognitive scaffolding and 
metacognitive scaffolding. Future studies should focus on seamlessly incorporating 
the contents of cognitive scaffolding and metacognitive scaffolding in the scaffold-
ing design process, considering the various stages of problem-solving. Despite these 
limitations, the present paper goes some way in designing an effective cognitive 
scaffolding and metacognitive scaffolding strategy for novice learners to support 
programming problem-solving.
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