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ExPDT: A Policy-based Approach 
for Automating Compliance
The majority of current approaches for achieving compliance rely on controlling access to 
data and processes as well as documenting their actual use and execution. Automating 
compliance often conflicts with business requirements since too rigid compliance 
rules oppose the need for flexible adaptation of business processes to situational 
context. As solution, the formal policy language ExPDT is presented allowing both. It is 
discussed how ExPDT can be used to bridge non-technical compliance requirements 
and technical IT systems by adequate expressiveness, calculability, and modularity, and 
to maintain flexibility of business processes by enabling optional control decisions.
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1 Automating compliance 
of business processes

Compliance is about ensuring that busi-
ness processes are executed as expected 
and that operations as well as practices are 
in accordance with prescribed laws (e.g., 
Sarbanes Oxley Act SOX, HIPPA), regu-
lations (e.g., Basel II, Solvency II), agreed 
on standards (e.g., ISO/IEC 27000-series), 
commercial contracts (e.g., Service Level 
Agreement, Non-disclosure Agreement), 
or a company’s governance. Together, the 
resulting compliance requirements consti-
tute a set of rules to which a company has to 
validate its adherence for being compliant.

Current studies show that the frequency 
of audits, monitoring, and reporting cor-
relate with the success of compliance 

management (Liebenau and Kärrberg 
2006). As compliance validation is still 
mainly a manual task (Bace and Rozwell 
2006; Agrawal et al. 2006), automation 
offers a significant economic opportu-
nity. Most current tools start at making 
controls more efficient, e.g. by integrating 
hard-coded checks into standard software 
for validating a compliant segregation of 
duty as prescribed by SOX or by deploy-
ing compliance repositories as in the GRC 
Repository of SAP (Sadiq et al. 2007) or 
workflow repositories described in (Agra-
wal et al. 2006). Due to the inflexibility of 
the tools used, there is a risk of becoming 
trapped in routine tasks and reducing the 
ability to adapt business processes f le-
xibly to market needs and context-specific 
requirements. At worst, the use of IT for 
automating compliance without a general 
approach may even be harmful (Cannon 
and Byers 2006).

Automating the validation of compli-
ance requires a method-based approach 
integrating compliance management, 
risk management, and business process 
management as depicted in Fig. 1. The 
result of compliance and risk management 
defines the relevant compliance require-
ments that have to be translated into con-
trol objectives. The control objectives that 
are to be achieved automatically have to 
be mapped to a compliance policy. Then, 
these compliance policies serve as input 
for control processes forming the basis 
for monitoring and enforcing given rules 
within the business processes. The link 
between business processes and control 

processes can be realized, e.g., by annota-
tions (Muehlen and Rosemann 2005) or by 
superordinated and independent model
ing (Sadiq et al. 2007; Karagiannis 2008; 
Namiri and Stojanovic 2008). This paper 
focuses on a language to formulate com-
pliance policies called ExPDT (Extended 
Privacy Definition Tool) which is based 
upon the work of Raub and Steinwandt 
(2006). ExPDT was originally defined for 
enforcing privacy (Kähmer and Gilliot 
2008) and will be extended in this paper 
to show its usability for validating compli-
ance adherence of business processes.

2 A framework for 
automating compliance

Since adherence to law cannot be directly 
encoded in machine-readable code, a 
framework outlined in Fig. 2 is proposed. 
In a first step, laws and regulations that 
are described in a textual form have to 
be interpreted for a business domain and 
transformed into compliance require-
ments. This transformation is the focus 
of, e.g., best practice frameworks for IT 
governance COBIT (ITGI 2007) or ITIL 
(OCG 2007) as well as methodologies pre-
sented in Klempt et al. (2007) or Raghu-
pathi (2007) and is hard to automate. 
Breaux et al. (2005) developed a method 
for getting a set of requirements from 
legal texts by using predicates to identify 
and classify language patterns. In the best 
event, the compliance requirements at this 
level match the legal requirements of the 
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superordinated level correctly and com-
pletely so that their fulfillment is identical 
with the fulfillment of the respective laws. 
Incorrect or incomplete requirements at 
this level always give cause for an ex post 
control and non-automatable validation of 
actual operations.

In a second step, the compliance require-
ments have to be transformed into a policy. 
Policies are a substantial element of secu-
rity and privacy management since they 
describe what is allowed or prohibited and 
what is mandatory (Schneider et al. 2001). 
Converting compliance requirements into 
a set of machine-readable policy rules is 
a challenging task (Sadiq et al. 2007) that 
requires a domain ontology and, where 
policies are derived from multiple regula-
tions, a solution to inconsistency between 
them (Delbaere and Ferreira 2007). As 
we consider the policy language as key to 
automating compliance, the following sec-
tions focus on this level.

The adherence to such policies is ob- 
served by monitors. They are usually based 

on the principal of Schneider’s execution 
monitor (Schneider 2006) that intercepts 
all those commands at processor-level that 
would violate a policy and inhibits their 
occurrence by stopping the current exe-
cution. Approaches hosting this principle 
on middleware are, for example, IBM 
REALM that automatically refines regu-
latory policies to standardized low-level 
process events allowing a monitor to con-
trol the flow of business processes (Giblin 
et al. 2006), or the Hippocratic database 
that enforces security and privacy policies 
at data item-level (Johnson and Grandi-
son 2007). Where the IT system runs cor-
rectly and safely, enforceable rules cannot 
be violated and an ex post validation thus 
becomes pointless.

For non-enforceable rules, such as obli-
gations (Hilty et al. 2005), a violation 
can only be detected after the fact by an 
audit. For example, if an obligation such 
as “delete stored data after two years” has 
been fulfilled or not, can be validated at 
the end of the period of time by analyzing 

a corresponding log-file. For such valida-
tions, e.g., the Hippocratic database offers 
an interface to its query logs, and Delbaere 
and Ferreira (2007) developed an audit ser-
vice to collect and evaluate logs at an enter-
prise-level. However, to be used for com-
pliance validation, the required logs have 
to be complete and correct (Sackmann et 
al. 2006; Sadiq et al. 2007; Accorsi 2008). 
If, however, the fulfillment of the obliga-
tion occurs outside a company’s own secu-
rity domain, e.g., in the case of outsourced 
parts of the business process, an enforce-
ment of the obligation cannot be guaran-
teed. External auditing has to be done that 
can only be automated by expanding the 
security domain, e.g. by deploying trusted 
computing (Iliev and Smith 2005). Auto-
mation of audits and compliance valida-
tion can then reduce the assessment time 
and, correspondingly, the time of remedi-
ation or mitigation of control deficiencies 
and thus reduce the economic risk of non-
compliance.
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Fig. 1  Process of compliance validation
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3 Compliance policy languages

The key to automating compliance is the 
policy language since it determines the 
set of compliance requirements that can 
be expressed in a formal way. For automa-
ting compliance, a policy language must 
satisfy at least the following four criteria 
(Sackmann et al. 2008):
1.	� Expressiveness: Current efforts to 

secure a system concentrate on the spe-
cification of undesired system behavior 
and preventing bad things from happe-
ning by controlling access to the sys-
tem objects. However, just preventing 
undesired behavior is not sufficient for 
compliance. To ensure that a system 
reaches a desirable state, good things 
need to happen as well. In a policy, 
this can be achieved by controlling 
the usage of data objects by additio-
nally imposing obligations on granted 
access rights and ordering the execu-
tion of actions that conduce to the pro-
cess result (Breaux et al. 2005). Thus, 
not only permissions and prohibitions 
describing what may or may not hap-

pen within a system, but also obliga-
tions and orders triggering what must 
happen need to be specifiable in a 
policy (Müller et al. 2008).

2.	� Flexibility with sanctionability: A 
policy language should be able to pro-
vide optional decisions. This is required 
for economic reasons, since not all pos-
sible situations and especially their 
impact on a particular business pro-
cess instance can be considered ex 
ante. If the economic impact of inter-
rupting a process outweighs the risk 
of non-compliance, the policy should 
be able to allow the escalation within 
a business process, e.g., the skipping of 
a required control. For escalation not 
becoming the default behavior, sanc-
tions have to be specifiable as well.

3.	� Calculability: Since compliance poli-
cies can be derived from different com-
pliance requirements, it is likely that 
inconsistencies or even contradictions 
of the requirements are to be taken 
into consideration. Conflicting rules 
avert an automated decision and thus 
mean an operational risk. Therefore, 

the calculability of the policies should 
be feasible for detecting such conflicts 
and resolving them as far as possible.

4.	� Modularity: It is necessary to allow 
for modular specification of the policy 
rules so that every single compliance 
requirement can be addressed and 
combined with valid policies for de- 
ployment.

There are already quite a few policy langu-
ages. The World Wide Web Consortium 
(W3C) developed the Platform for Privacy 
Preferences (P3P) to express privacy poli-
cies in a machine-readable form and its 
counterpart, the P3P exchange language 
APPEL, to express customers’ preferences 
(Cranor et al. 2005; Cranor et al. 2006). 
Reduced in their capability to control 
usage of data and execution of processes, 
both lack conditions, obligations, and any 
kind of enforceability. IBM’s Enterprise 
Privacy Authorization Language (EPAL) 
accounts for the further usage of accessed 
data objects by supporting obligation 
elements in its policy rules and exhibits 
a more fine grained vocabulary as well as 
monitor integration (Ashley et al. 2003). 

Compliance requirements (frameworks, e.g. COBIT, ITIL, . . . )

Non-technical
levels

Monitor Technical
levels

Logging Enforcement

Automatable validationNon-automatable validation Automated validation

Compliance
status

Laws, regulations, standards, contracts, agreements … 

Policy (formal set of rules)

Fig. 2  Framework for automating compliance
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The Novel Algebraic Privacy Specification 
(NAPS) framework enhances EPAL on a 
logical level to an algebra additionally 
allowing for modular specification of poli-
cies (Raub and Steinwandt 2006) and adds 
a concept of sanctions to allow for flexible 
rule adherence. The eXtensible Access 
Control Markup Language XACML 
(Moses 2005) was designed by the OASIS 
consortium as open standard to specify 
expressive policies covering both usage 
control and commands. A data flow model 
describes how XACML policies are to be 
interpreted and enforced. In contrast to 

EPAL, XACML provides policy combina-
tion tools to support distributed policies, 
although it is not suitable for comparing or 
negotiating policies, because the intersec-
tion of two general policies is not defined. 
The WS-Policy framework (Bajaj et al. 
2006) for web services provides a general 
purpose model and syntax to describe and 
communicate policies of web services, 
which consists of sets of different kinds 
of assertions, e.g., for security, privacy or 
reliability. Although allowing for optional 
assertions, this flexibility cannot be gui-
ded by sanctions or penalties. Optimized 

for queries on activity relations, XQuery 
can be used to hard-code simple policy 
rules and check them within continuous 
XML streams, such as system logs (Botan 
et al. 2007). Common to all of these policy 
languages is the lack of adequate operators 
for comparing and analyzing policies. 
Focusing on this calculability, the Formal 
Contract Logic FCL (Sadiq et al. 2007) 
expresses semantics of only single con-
tracts in the former mentioned modalities 
and allows for reasoning not only about 
contract consistency but also about viola-
tions and possible sanctions. Exhibiting 
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similar calculability and expressiveness, 
PENELOPE (Goedertier and Vanthienen 
2006) deals with compliance requirements 
from different sources but lacks flexibility 
and sanctionability.

Some of the languages exhibit sufficient 
expressiveness covering usage control and 
orders, others bring along the concept of 
sanctions. But none of them satisfy all four 
criteria, usually missing calculability or 
modularity.

4 ExPDT – A formal language 
for compliance validation

The Extended Privacy Definition Tool 
(ExPDT) language allows users to specify 
declarative policies over specific domain 
knowledge using OWL-DL (McGuinness 
and van Harmelen 2004), a computational 
complete and decidable subset of the Web 
Ontology Language (OWL) correspon-
ding to Description Logic. Although 
originally developed to formalize privacy 
preferences, ExPDT can also be used for 
compliance validation in processes. Its 
expressiveness allows the describing of 
permissions, prohibitions, and orders that 
have to be adhered to in case of certain 
contextual provisions or obligations. 
Sanctions, whose use is discussed in 
section 5 by means of a detailed example, 
can be specified on rule level. Based on 
the algebraic framework NAPS (Raub 
and Steinwandt 2006), ExPDT inherits 
semantics and provides difference as 
well as combination operators, allowing 
calculability as well as a modular specifi-
cation of policies (Kähmer 2008).

4.1 Syntax

The syntax of ExPDT language is presen-
ted on the basis of the simplified OWL-DL 
class diagram with the inheritance and 
selected properties of the OWL-DL classes 
(see Fig. 3).

An ExPDT Policy is defined either by 
a prioritized list of rules and a Default 
Ruling in the case where no rule applies or 
by a result of a policy Operation. A Rule is 
comprised of one or more possibly nega-
ted guards constraining the scope of this 
rule from users, actions, data and purpose, 
a number of conditions and the ruling that 
subsequently delivers the decision of this 
rule. Hence, a generic rule has the fol-
lowing form:

([⌐](User, Action, Data, Purpose))+, 
Conditions, (Ruling)

The element instances of a Guard are 
partially ordered in hierarchical struc-
tures allowing for grouping of instances 
and the formulation of policies rules 
applying to entire sub-hierarchies, e.g., to 
all users of a particular department or all 
the data belonging to a particular purchase 
order. Thereby, each of them has his own 
structure: customers, employees and sys-
tem services are combined in the User 
structure, system objects and data items 
are described in Data, possible actions 
on these are given in Action and the pos-
sible intentions of actions in question are 
structured in Purpose. It is not required 
that hierarchies have unique predeces-
sors as long as they form a directed acyc-
lic graph.

Compliance requirements often depend 
on context information, e.g. permitting a 
purchase order only if its value is below 
a certain limit or a supervisor has given 
his consent. For the inclusion of such 
constraints, a many-sorted, 3-valued 
Łukasiewicz L3 logic (Gallier 1988) is 
reverted to. A condition is a formula of 
this logic defined over the condition voca-
bulary ConditionVoc and its interpreta-
tion functions. The condition vocabulary 
consists of the final set of Sorts (i.e. vari-
able types) each with a final set of Vari-
ables. The set of non-logical symbols 
of simple constraints SimpleConstraint 
includes relations, the set of logical sym-
bols the operators And, Or, Not, WeakNot 
and Values 0, 1 and u as undefined. The 
undefined value u is advantageous to an 
environment of dynamic character, such 
as a company with continuously chan-
ging transaction partners and modified 
or switched services. If the evaluation of 
a condition does not return a clear deci-
sion 0 or 1 due to lack of available infor-
mation, e.g., whether a certain threshold 
is exceeded or not, the evaluation of the 
policy is continued and the decision con-
junctively joined with the final decision, as 
will be shown later. Formulas and terms of 
the condition logic are recursively defined 
as usual as in the predicate logic free of 
quantors.

A policy rule not only regulates the 
actions on data items, but can impose 
Obligations, such as “notify auditor” or 
“complete confirmed double check within 
one day”. In contrast to many other policy 
languages ExPDT does not consider obli-
gations as pure black box instructions. It 

has an underlying obligation model of a 
half lattice above the power set of the ele-
mentary obligations Õ, subset as relation, 
conjunction as aggregation, with maxi-
mum element top ⊤ as the empty obliga-
tion, and the minimal element bottom ⊥ 
as the impossible obligation. Imposing the 
obligation ⊤ means that the action of the 
guard can be carried out without further 
undertaking, imposing ⊥ that an action 
may not be carried out. Eliminations 
of contradicting elementary obligation 
combinations, such as “delete data within 
a week” and “keep data for a year” at the 
same time, can be achieved by excluding 
from the lattice all those obligation sets 
containing problematic obligations. The 
ruling of an ExPDT rule and the default 
ruling of the overall policy are specified 
by a tuple of obligations (postiveObliga-
tion, negativeObligation), each an element 
of the power set of Õ.

4.2 Semantics of a rule

The evaluation function of a query (also 
a tuple of user, action, data, and purpose) 
resulting in a ruling for a given policy defi-
nes the semantics of the policy language 
ExPDT. The required authorization and 
order rule modalities can be expressed. 
Actions cannot only be permitted but 
also forbidden or explicitly triggered. 
In addition to provisions, obligations as 
actions to be performed in future can also 
be imposed on the user.

The ExPDT language also allows the 
users the certain degree of freedom in 
adherence to the rule actions. While this 
always applies in case of a permit, users 
can decide whether they adhere to a prohi-
bition or an order. If they do not, specified 
sanctions in the form of so-called negative 
obligations take effect. If these sanctions 
correspond however to the impossible 
obligation ⊤, adherence becomes neces-
sary for the users, a rule circumvention 
impossible. The various rule modalities as 
well as the obligations and sanctions are 
mapped via the tuple of obligations of the 
ruling as shown in Tab. 1 whereby the first 
obligation specifies the future additional 
actions and the second possible sanctions. 
Here are some examples:
j�Permission: Employees are allowed to 

open a purchase order. Ruling: (⊤, ⊤)
j�Permission with obligation: Employees 

are allowed to open a purchase order 
but a supervisor is notified. Ruling: 
(notify, ⊤)
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j�Prohibition with sanction: Employ-
ees are not allowed to open a purchase 
order. If they disregard this prohibition 
and, however, open a purchase order, 
the supervisor will be notified. Ruling: 
(⊥, notify)

j�Compulsory order: The administrator 
has to make a weekly backup. The sanc-
tion according to the impossible obli-
gation makes adherence to this order 
indispensable. Ruling: (⊤, ⊥)

4.3 Semantics of a policy

The semantics of the policy language 
is determined through the evaluation 
function evalα(P,q) for a query q regar-
ding a particular policy P and current 
assignment α of the contextual condition 
variables. Roughly, the function searches 
through the list of policy rules until a rule 
is matched by the query, i.e. all elements of 
the rule guard are either equal to the user, 
action, data, and purpose of the query or 
stand higher up in their corresponding 
hierarchy. Additionally, the condition of 
the rule must not evaluate to false using 
the current variable assignment. The 
complete evaluation works as follows:
1.	� Initialize the result with (⊤, ⊤) and pre-

set evaluation status v to default.
2.	� Evaluate rules one by one according 

to their priority. If the rule’s guard is 
matched by the query and...

a)	� its condition evaluates to 1, return the 
conjunction of the rule’s ruling and 
hitherto accumulated result as policy 
ruling and an evaluation status v of 
final.

b)	� its condition evaluates to u, add rule’s 
ruling to result, set the status v to 
applicable and proceed with the next 
rule.

3.	� If the status v is applicable, then return 
result as ruling and status v.

4.	� If the status is still default, no rule has 
matched and the default ruling is re- 
turned together with the status v 
default.

The case of incomplete context informa-
tion resulting in an undefined condition 
value for a rule is taken into account by 
accumulating the ruling of such a rule 
with a possibly previous found ruling, i.e., 
conjunct both the positive obligations and 
the negative obligations, and proceeding 
with the evaluation. Hence, it is ensured 
that the evaluated ruling is possibly too 
restrictive due to the additional obliga-
tions, but never too weak.

4.4 Policy operators

The extensive dragging along of the evalu-
ation status v with its distinction of final, 
applicable or default ruling allows not 
only the handling of incomplete context 
information but also the definition of 
combination operators for modular speci-
fication and evaluation of policies despite 
their stub-behavior. The stub-behavior 
corresponds to the intention of the default 
ruling, i.e., to ensure a safe ruling until 
another rule matches. Therefore the refine-
ment of a default ruling with an applicable 
or final one should be possible in the case 
of a policy combination. In ExPDT, two 
combination operators are defined: the 
conjunction P1 ^ P2 thereby evaluates P1 
and P2 with equal priority, while the com-
position P1 || P2 gives P1 higher priority for 
the evaluation, therefore evaluates it first. 
For more detailed combination tables of 
rulings and generating algorithms, see 
(Raub 2004).

The ability to compare policies is essen-
tial for calculability, e.g. if a policy P1 is to 
be replaced by a different policy P2, when 
compliance requirements change. The 
starting point for a comparison of two 
policies usually is equivalence, i.e., both 
supply the same query results in any case, 
and the refinement that indicates whether 
one policy is more restrictive or specific 
than another (see, e.g. Backes et al. 2004). 
If this, however, is not the case, there is 
no indication as to which rules require 
further decisions. Therefore, in ExPDT the 
difference operator is defined. Given two 
policies P1 and P2 over compatible voca-
bulary, the difference P2–P1 is a mapping 
from P × P to a list of rules R that covers 
exactly those queries q and assignments α 

of conditional variables that result in a less 
restrictive ruling for P2, so (resulti, vi) = ev
alα(Pi,q) for i ∊ {1, 2} and ruling1 ⊈ ruling2. 
For these, the difference rule list results in 
the same decisions as P2. Thus, the dif-
ference operator reduces the regulation of 
the policy to become effective to precisely 
those rules describing all less restrictive 
situations that are of particular interest.

The difference rule list is constructed by 
the following plot: rules of both policies 
are looped through according to their pri-
ority, so that each rule of P2 is compared 
with all rules of P1. If such a comparison 
detects only equal or more restrictive situ-
ations with bigger scope or weaker condi-
tions and obligations, the looping is con-
tinued with the remaining rules of P1. If 
there are, however, such situations and if 
they are not captured by a following P1-
rule with lower priority, they are formally 
captured by a new rule that is appended to 
the difference result. Then, the looping is 
discontinued for the current P2 rule and 
starts with the next rule anew. If all P2 
rules are examined, the construction of 
the difference terminates.

This rule list describes the functional 
difference of both policies, so that they 
are compared independently of their pos-
sible evaluation status v; the stub-beha-
vior of the policies is not taken into consi-
deration. For more detailed specification 
of this algorithm including the handling 
of conditions refer to Kähmer and Gilliot 
(2008). By means of the difference, the 
equivalence and refinement of two poli-
cies can be computed: if P2–P1 results in an 
empty list, P2 describes less restrictive situ-
ations and P2 is a functional refinement of 
P1. If the difference of switched policies 

Tab. 1  ExPDT codes the modalities into the ruling

Modality Obligations Sanctions Ruling

Permission     (⊤, ⊤)

O+   (O+, ⊤)

Prohibition     (⊥, ⊤)

  O- (⊥, O-)

Order     (⊤, ⊥)

O+   (O+, ⊥)

  O- (⊤, O-)

O+ O- (O+, O-)

Error     (⊥, ⊥)
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results in an empty rule list as well, P1 and 
P2 are functional equivalent.

5 ExPDT for escalation within 
business processes

The crucial characteristic of a policy 
language for compliance is the support 
of f lexibility with sanctionability. In 
section 4.2 the corresponding formalism 
of ExPDT for optional decisions and sanc-
tions has been presented. In the following, 
the practical use is discussed along with 
a simplified escalation scenario: for com-
pliance reasons the exemplified workflow 
intends a double check authorization for 
every purchase order before it is passed 
on to a supplier (see Fig. 4). Rectangles 
represent single actions, a rhombus a 
decision, and the rectangle with the 
dashed line a control process. Currently, 
the double check control requires that 
two different officers check the purchase 
order; otherwise, the purchase in process 
cannot be completed. Transferring this 

example to ExPDT results in the following 
compliance rule:

(E1, PassOn, Order, forPurchase), 
not(checkedBy(E1,E2) ∧ (E1≠E2)), (⊥,⊤)

This rule prohibits an employee E1 
from passing on a purchase order if it 
was not checked by a second employee E2 
who is different from E1 and is visualized 
in Figure 4 in the upper control process 
without escalation. Formulized in actual 
but lengthier ExPDT OWL-DL syntax, 
a full example can be found in Kähmer 
(2007).

However, there might be exceptional 
situations that require fast adaptation, 
e.g., an opportunity to get discount for fast 
ordering or the time-critical replacement 
of expected shipping lost by accident to 
maintain the production process. If there 
is no second employee available for con-
firming the order, the termination of the 
order process according to the compliance 
policy might bring enormous loss. To con-
sider such opportunities already within 
the control process, ExPDT offers the abi-
lity to integrate exceptions:

(E1, PassOn, Order, forPurchase), 
not(checkedBy(E1,E2) ∧ (E1≠E2)), (⊥, 
notify)

This rule is visualized in the control 
process with escalation and differs from 
the former one by allowing employee E1 
to disobey the double check and to pass 
on the order. In this case, the underlying 
monitor has to ensure that the sanction is 
enforced and a supervisor is notified. Of 
course, “notifying” is only a first step to 
integrating consequences to actions into 
a compliance policy since the actual sanc-
tion is outsourced to the supervisor oppo-
sing automation of compliance. Sanctions 
such as ignoring the violation, halting the 
business process, or rolling back activities 
could also be integrated. The next out-
standing step is the improvement of deci-
sion support for the employee by inte-
grating information about the economic 
impact of interrupting a process and the 
risk of non-compliance into the control 
process. This requires the combination 
of risk management and compliance poli-
cies as well as their integration into busi-

Business process „Purchase Order“

no

Cancel
purchase order 

Begin Purchase 
order Approval? Pass on

purchase order End
yes

ExPDT without
escalation

yes

no

Double check
complete?

yes

ExPDT with escalation

Control process
(e.g. double check)

Expound
sanctions

Ignore incomplete
double check?

no

Enforce
sanctionno

Double check
complete? yes yes

Fig. 4  Exemplified workflow with two alternative control processes
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ness process models, e.g., by annotations 
that are expanded with risk types (Mueh-
len and Rosemann 2005).

6 Conclusion and outlook

Policies are the key to automating compli-
ance: they bridge the gap between the com-
pliance requirements and their realization 
within the IT systems. Policies determine 
to which degree these requirements can be 
formalized and automated. The ExPDT 
policy language presented, originally 
developed for specifying privacy policies, 
can also be used for compliance policies. 
In contrast to current policy languages, 
it is the first language exhibiting suitable 
expressiveness, flexibility with sanctiona-
bility, calculability, and modularity.

The integration of decision options with 
sanctions into policy rules, e.g. for esca-
lating unexpected events in business pro-
cesses, is technically no real challenge. 
However, this feature is seen as vital since 
it is the starting point for both preserving 
the situation specific adaptation of busi-
ness processes and at the same time achiev
ing automation of compliance. By enabling 
a “compliance by detection” approach the 
enormous effort of a pure “compliance by 
design” approach can be avoided since not 
all compliant situations have to be defined 
in advance. Beginning with the enforce-
ment of the most important rules a step-
wise enlargement of automated validation 
becomes possible.

A prototype of ExPDT has been imple-
mented as proof of concept; however, an 
evaluation is the next outstanding step. 
Moreover, two main issues remain: firstly, 
obedience to the policy has to be realized 
on the monitor and IT system levels. This 
is a prerequisite for enlarging the part 
automatable and automated validation of 
compliance. Secondly, to take full advan-
tage of the flexibility, sanctions have to be 
specified according to the context of the 
actual business process. For this, compo-
nents for an accurate assessment of com-
pliance risk in real-time have to be provi-
ded. Both issues, enforcement and assess-
ment, are still open research fields.
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