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Abstract
Computational thinking is one of the skills critical for successfully solving problems posed in a technology driven and complex
society. The limited opportunities in school settings to help students develop computational thinking skills underscores the need
for helping teachers integrate it in their practices. Besides developing the knowledge of technology, content, and pedagogy,
teachers need to recognize the relevance of computational thinking to their teaching, a factor influencing their future practice with
it. Drawing from the literature on problem-solving and TPACK framework, this paper discusses strategies, including content-
specific examples, problem-solving nature of computational thinking, and the methods of teaching problem-solving for enabling
teachers to make the connections between computational thinking and their practices.
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Background

Computational thinking is a means to understand and solve
complex problems through using computer science concepts
and techniques (Wing 2008) such as decomposition, pattern
recognition, abstraction, and algorithms (Grover and Pea
2013). As it may relate to individuals’ abilities to use technology
in everyday life, computational thinking becomes even more
critical to be successful in society. The World Economic
Forum predicts a loss of 7.1 million jobs by 2020 as robots
and automation displace jobs across industries and geographic
regions. At the same time, there will be 2.1 million new jobs
created in the areas of computing, math, architecture, and engi-
neering (The Fourth Industrial Revolution n.d.). The rapid

change in skills requirements across all jobs underscores the
urgency of developing computational thinking and code literacy
in our children to future-proof them for an economy and society
that run on complex computing technologies such as artificial
intelligence, robotics, the Internet of Things, and analytics.

As noted above, problem solving is the essential skill under-
lying computational thinking, and it is perhaps the most impor-
tant skill differentiating humans (van Merriënboer 2013). Given
the problemswe face increase in complexity, the new generation
of learners are ever more required to have the abilities to solve
complex and dynamic problems (Sonnleitner et al. 2014). This
makes it essential that schools and teachers work to support
teaching of such skills to young children (Greiff et al. 2014;
Sonnleitner et al. 2014). Unfortunately, however, formal
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schooling is often far from teaching students the necessary skills
to solve complex problems of real life (Authors 2016; Resnick
1987). This is also indicated by the results of recent findings
from the Programme for the International Assessment of Adult
Competencies (Rampey et al. 2016): adults in the United States
performed lowest, in comparison to adults ages 16–65, in sev-
enteen other nations in their ability to engage in problem-solving
in technology rich environments.

Efforts to address the need for promoting problem-solving
and computational thinking skills in today’s complex computing
society are also reflected in recent initiatives by the U.S.
Government and Department of Education, such as Digital
Promise, MakerEd, and BNation of Makers^ movement by the
White House. For example, in 2016, President Obama launched
theComputer Science for All initiative to fund computer science
education in schools so that American students could formally
learn computer science and acquire computational thinking
skills. The National Science Foundation (NSF) is also investing
$120 million over the next five years to promote computer sci-
ence education in school curricula nationwide.

Such initiatives built on the earlier research and development
projects, however, mostly targeted large and affluent school dis-
tricts in big cities (Guzdial 2016) and are more unique than
common in the current public education system. In schools,
competing curriculum priorities and lack of funds still limit the
opportunities for teachers to learn how to teach computer sci-
ence concepts and computational thinking in their classrooms
(Google Inc. and Gallup Inc. 2016). Time constraints and a need
for teachers to focus on increasing their content knowledge is
also likely to make them hesitant to learn a new field.

A consequence of the above factors is that students in class-
rooms will have limited opportunities to gain computational
thinking skills. Limited participation in the fields of STEM
and computing will even widen the existing inequalities in
the transition into a complex computing-based society with
women and those in developing or underdeveloped settings
most at risks of falling behind. More opportunities are, thus,
essential in schools to enable teachers and students to practice
computational thinking. While the increasing number of com-
puter science classes focusing on computer programming can
be promising (Google Inc. and Gallup Inc. 2016), teachers
need to know more than how to code in order to integrate
computational thinking in their teaching. Teachers must be
shown how computational thinking can enhance their teach-
ing and their students’ understanding of their content area.

Teaching Computational Thinking

Successful integration of a technological innovation in teach-
ing requires a nuanced understanding of not only technology,
but also the content (what to teach) and pedagogy (how to
teach) (Mishra and Koehler 2006), which is referred to as

Technological Pedagogical Content Knowledge (TPACK).
Accordingly, teaching computational thinking should entail
the knowledge of using computational thinking tools (technol-
ogy), knowing which instructional strategies to use to teach
computational thinking and the subject matter (pedagogy),
and understanding of computational thinking and the subject
matter (content). Findings from a survey study with 636 com-
puter science teachers in Greece (Giannakos et al. 2015) indi-
cated that even though teachers rated their content, pedagog-
ical, and technological knowledge individually high, their un-
derstanding of technology in relation to teaching computer
science concepts was rather limited. In other words, knowing
technology and content did not translate to knowing how to
use technology to teach the content.

Not being able to relate the affordances of technology to the
teaching of specific content would be even more problematic
when it comes to promoting computational thinking in other
subjects because teachers would need not only to become
knowledgeable of the subject they teach but also to understand
computer science concepts. For instance, to help students de-
velop computational thinking in a science course, teachers
may engage their students in creating a simulation of an eco-
system. Besides the understanding of the ecosystem, they
would need to develop an algorithm and define variables to
represent the interactions among its inhabitants. To develop
the simulations, they would also need to operationalize the
algorithm in the programming environment.

While such various kinds of knowledge and understanding
are essential to a well-developed TPACK for promoting com-
putational thinking, teaching with technological innovations
requires the belief that these innovations are beneficial for
teaching and learning (Ertmer et al. 2012). Teachers need to
recognize the educational value of computational thinking re-
garding how it connects to their own teaching. Defined as the
degree to which a task is Buseful or relevant for other tasks or
aspects of an individual’s life^ (Hulleman et al. 2010, p.881),
utility value influences the perception of meaningfulness that
shows the individual how the content connects to its applica-
tion. Value perceptions are good predictors of future success
and engagement (Hulleman et al. 2010). As such, recognizing
the utility value of computational thinking is essential to
teachers’ interest in future practices with it.

Existing initiatives on computational thinking emphasize
coding skills in computer science classes. For instance, as part
of the national CS4All efforts, computer science tends to be
taught as a standalone subject (Herold 2017), as opposed to
being integrated in other subjects (Google Inc. and Gallup Inc.
2016). A sole programming focus of such practices may not
be perceived relevant to all teachers who teach various content
areas. Without recognizing what computational thinking may
mean in their classrooms regarding technology use, content
learning, and pedagogical approaches, teachers may find it
meaningless, and consequently become reluctant to teach it.
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As observed in a recent research project surveying over three
thousand primary school teachers in Italy, the teachers had an
incomplete conception about computational thinking
(Corradini et al. 2017).

The purpose of this paper is to discusses strategies for en-
abling teachers to make the connections between computa-
tional thinking and their teaching. Specifically, we argue that
(a) reviewing content-specific examples of computational
thinking tools, (b) recognizing the problem-solving nature of
computational thinking processes and identifying the kinds of
knowledge to support computational thinking, and (c) apply-
ing methods of teaching problem-solving to promote compu-
tational thinking can help teachers recognize the educational
value of computational thinking and connect it to their own
teaching. In the next sections, we will discuss each strategy for
such connections depicted in Fig. 1.

Content-Specific Computational Thinking Tools

The content focus in teacher professional development has
been observed to be one of the key factors enabling teachers
to transfer their newly gained knowledge to classroom settings
(Garet et al. 2001). However, professional development pro-
grams to support teachers’ knowledge and skills of integrating
technologies tend to focus on tools and pedagogy in isolation
from content (Goh and Kale 2015). Further, using computa-
tional thinking in teaching other subjects besides program-
ming has been underexplored (Grover and Pea 2013). Thus,
an explicit connection of computational thinking technology
to content areas of teaching is an essential step toward helping
teachers recognize its relevance to their practices.

In 2016, the International Society for Technology in
Education (ISTE) included computational thinking as one of
its seven standards for students. These standards are accepted

across the United States and reflect the growing inclusion of
coding and computational thinking in schools (ISTE 2016).
As a means to help promote computational thinking in K12
settings, ISTE and the Computer Science Teachers
Association (CSTA) collaborated to identify ideas and
examples of what computational thinking concepts and
processes may look like in activities across various content
areas. Barr and Stephenson (2011) outlined the results of these
efforts, a simplified version of which is shown in Table 1.

While such classifications are useful to identify content-
specific activities, technologies to foster computational thinking
in the different subjects requires selection. Tools that are easy to
use but also powerful enough to produce sophisticated algo-
rithms are considered ideal such as Alice, Scratch, or Kodu,
which help learners focus on designing through graphical pro-
gramming while avoiding issues with coding syntax (Grover
and Pea 2013). On the other hand, how such tools can benefit
students’ content learning beyond coding skills is still necessary.

In a semester-long recent workshop provided on computa-
tional thinking through Kodu, teacher candidates tended to
focus on the coding aspects while having difficulties in
connecting computational thinking to the content area that
they teach (Authors 2016). In another professional develop-
ment program on computational thinking through Scratch,
only less than half of the participant teachers highlighted the
content learning they helped facilitate in their classrooms
(Duncan et al. 2017). Developing projects samples or
prompting teachers to search ones specific to their content
areas can be a useful strategy to avoid such issues. For in-
stance, the ScratchED website (Scratch n.d.-a, -b) – an online
community of parents, teachers, and students using Scratch,
hosts sample projects, lessons, and relevant materials, which
can be searched according to the grade levels, material types,
and content areas.

Besides finding such resources to get lesson ideas, the abil-
ity to remix existing projects or to modify their scripts allows
for making versions that can be tailored to specific lessons.
According to Scratch user statistics (Scratch, n.d.-a, -b), in the
first two months of 2017, around 500,000 projects were
remixed and over 1,000,000 new projects were created, which
is a promising trend for exchanging and creating lessons in
various content areas that incorporate the use of computational
thinking tools.

Problem-Solving Nature of Computational Thinking

Another key component of helping teachers connect compu-
tational thinking to their teaching practices is to help them
recognize its problem-solving nature. Computational thinking
is more than just computer programming: it involves both
constructing and analyzing processes (Wing 2008). Through
creating and presenting solutions to given situations, it en-
gages students consciously in making artifacts (e.g., designFig. 1 Connecting CT with current practices
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systems) in situated environments. As a computing process,
computational thinking starts with being confronted by prob-
lems, the solution to which involves decomposition, pattern
recognition, abstraction, automation, algorithms, and analysis
(Barr et al. 2011; Grover and Pea 2013; Wing 2008). These
processes mirror the components of problem-solving, namely
understanding and representing, planning and monitoring, ex-
ecuting, self-regulation (Mayer and Wittrock 2006; OECD
2003). Table 2 compares the processes involved in computa-
tional thinking and problem-solving.

By recognizing the problem-solving nature of computa-
tional thinking (Voogt et al. 2015), teachers can focus on
problematizing their content for students to Bsolve^, and de-
termine the problem-solving processes needed to facilitate
their computational thinking. Given the similarities between
both processes, the kinds of knowledge required and the
methods to facilitate computational thinking should benefit
from those for teaching problem-solving. In other words, the
knowledge base on how to teach problem-solving can inform
the pedagogy for how to teach computational thinking.

Knowledge for Problem-Solving to Support
Computational Thinking

Based on research on problem-solving, Mayer and Wittrock
(2006) identified the kinds of knowledge to support the cog-
nitive processes required for solving problems. These

included (a) Factual/Conceptual, (b) Strategic, (c)
Procedural, and (d) Metacognitive knowledge.

Factual knowledge refers to knowledge of facts such as
Bthere are twelve months in a year^, and conceptual knowl-
edge involves knowledge of concepts, their classifications,
and relations such as knowing how raindrops form (Mayer
and Wittrock 2006). Facts and concepts provide the knowl-
edge needed to understand and represent a given problem.
Strategic knowledge is the knowledge of general methods
regarding how to approach or decompose a problem such as
synthesizing articles to identify the key ideas (Mayer and
Wittrock 2006). Strategic knowledge is essential to planning
and monitoring solutions to a given problem. Procedural
knowledge is about knowing a set of particular procedures
for how to do or complete a task, such as the steps to follow
in order to change a tire or do long division (Mayer and
Wittrock 2006). Procedural knowledge helps carry out the
planned solutions (Execution) in the problem-solving process.
Metacognitive knowledge, on the other hand, refers to the
awareness of one’s own thinking process such as BI don’t
know how to move to the next step.^ Self-regulation in the
problem-solving process mostly depends on metacognitive
knowledge (Mayer and Wittrock 2006). Given the problem-
solving nature of computational thinking as depicted in
Table 2, these kinds of knowledge may also be needed to
support the processes involved in computational thinking
(See Fig. 2).

Table 1 * Examples of computational thinking processes in various content areas

CT processes Mathematics Science Language arts

Decomposition Apply order of operations in an expression Do a species classification Write an outline

Pattern recognition Use histogram, pie chart, bar chart to find patterns Identify patterns in experiment data Represent patterns of different sentences

Abstraction Identify underlying structures in a word problem Build a model of a physical entity Write a story with branches

Algorithm Do long division and factoring Do an experimental procedure Write instructions

Automation Use excel or star logo Use probeware Use a spell checker

* See Barr and Stephenson’s work (2011) for other domains and CT concepts

Table 2 Comparison of problem solving and computational thinking

Problem-solving Computational thinking

Understand a situation, information, main
features/mechanism

Understand &
Represent

Confrontation Define and understand a problem encountered

Identify constraints, parts, variables, relations Plan & Monitor Decomposition Logically break it down into smaller parts

Pattern recognition Identify patterns among the smaller parts

Represent alternatives, relations, functions, Abstraction Filter out details and identify underlying
characteristics or rules

Propose

Carry out planned operations Execute Algorithm/
Automation

Generate and automate steps to solve the problem

Check & reflect on the decision, analysis
& design, diagnosis/solution

Self-regulate Analysis Analyze possible solutions Test/debug/troubleshoot

Analyze the appropriateness of the abstractions made
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Teaching Problem-Solving to Facilitate
Computational Thinking

Mayer and Wittrock (1996, 2006) outlined instructional
methods that develop the kinds of knowledge that facilitate
problem-solving processes, which can also benefit computa-
tional thinking (Akcaoglu 2014). These include Load-reduc-
ing, Schema-activation, Structured-based, Generative,
Guided-discovery, Modeling, and Teaching Thinking Skills.
Below, we described these strategies in details and provided
examples for each to demonstrate the connections made be-
tween teaching problem solving and students’ computational
thinking. The examples came from the classrooms of three of
the authors, who are currently K12 teachers. They specifically
developed and implemented learning activities in various con-
tent areas including Spanish, geometry, and financial literacy
as part of a graduate level course focusing on Scratch as a
learning tool and problem solving as a teaching method for
promoting computational thinking.

Load-Reducing Load-reducing methods focus on preventing
working memory from being overloaded to facilitate informa-
tion processing during problem-solving. These methods in-
volve both automaticity and constraint removal strategies to
help develop the procedural knowledge (Mayer and Wittrock
2006). Automaticity encompasses the teaching of specific
low-level component cognitive skills pertaining to a task so
that in ensuing tasks, more effort can be placed upon execut-
ing higher-level problem-solving skills (Samuels 1979). For
instance, students who practice the basics of coding skills
enough would then need to pay little attention to it and focus
more on the planning and execution of their solutions during
programming. In constraint removal strategy, the goal is to
remove constraints in the problem space to ease the process
of new knowledge acquisition during the process of problem-
solving. The goal is to Bcreate problem skills tasks that do not
require attention demanding tasks^ (Mayer and Wittrock

2006, p.292). By using visual coding programs, students
would not need to worry about syntaxes in text-based
programing.

Example in Spanish Designed for upper middle school stu-
dents (7th–8th graders), this activity is contextualized within
reading and writing in Spanish. The main learning outcome
for students is to read and understand basic Spanish words,
and to create interactive learning games in Spanish by using
Scratch. The activity starts with reviewing Spanish commands
in Scratch. Then, students play an interactive game that re-
quires written input in Spanish to Btravel^ to Spanish speaking
countries and answer trivia questions to earn points, which is
followed by the creation of students’ own interactive games.

Remixing can serve as a load-reducing method in this ac-
tivity helping the algorithm process of computational think-
ing. For instance, instead of creating a new Scratch project,
students remix the example interactive game created by the
teacher. To remix, they modify the existing codes in the algo-
rithm and observe the changes made as the game runs (See
Fig. 3). This process allows students to analyze and under-
stand the structure of the existing game, through which they
can see if the underlying model used fits with their own goals
in creating a new one.

Scheme-Activation Schema-activation methods focus on en-
abling learners to make sense of the new content by relating it
to their existing understanding (Mayer and Wittrock 2006),
and support the conceptual/factual knowledge. For instance,
advance organizers, diagrams, or graphic organizers (e.g.,
concept maps) can highlight the relationship among both the
familiar and unfamiliar concepts key to understanding and
representing a problem confronted (Jonassen 2004).
Through a chart that outlines the behavior of a system (e.g.,
a simulation or game), learners can identify the main elements
(decompose), their interactions, and conditions in which they
occur (pattern). Using analogies is another means to activate
schema, in which Blearners solve a new problem by using
what they know about a related problem that they can [al-
ready] solve^ (Mayer and Wittrock 1996, p.55). Using analo-
gous problems, students can find similarities in the underlying
structures in two separate problems that differ on the surface
(e.g., a predator-prey problem using rabbits and wolves vs.
using two imaginary alien species) (Gick and Holyoak 1980,
1983). During design tasks, analogies can be provided
through introducing scenarios that are different on the surface,
but essentially built on same underlying principles.

Example in Geometry Designed for 5th graders, this activity
focuses on two-dimensional shapes and their angles. Themain
learning outcome for students is to graph two dimensional
composite shapes on the coordinate plane by identifying the
number of lines and determining the angles of the basic

Fig. 2 Kinds of knowledge supporting problem solving and
computational thinking
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shapes. The activity starts with plotting coordinates on a paper
grid to create basic shapes such as a square. This is followed
by a task to draw the same shape in Scratch, which requires
familiarization with its interface and identifying the necessary
commands such as Bpen down^ (to start drawing), and Bgo to
x:_ y:_^ (to start the drawing from specific coordinates),
Bmove:_ steps^ (to determine the distance to move forward)
Bturn: _ degrees^ (to change the direction of the movement),
and Brepeat^ (to automate the steps according to the number of
lines required).

Drawing shapes that students familiar with can activate
their schema, which would help make sense of the elements

of the problem confronted. For instance, the problem posed in
this activity is to draw a composite shape in the Scratch inter-
face such as a drawing of a simple house. A composite shape
consists of multiple basic shapes, which students may be fa-
miliar with drawing on paper. The major task becomes draw-
ing the similar shapes in Scratch interface through the neces-
sary commands (See Fig. 4).

Generative In generative methods, as the name suggests, stu-
dents are asked to generate (e.g., write out) connections be-
tween what they know and what they learned. This process is
believed to promote teaching for understanding (Mayer and

Fig. 3 Process of remixing an existing project

Fig. 4 Practice drawing on paper before scratch interface
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Wittrock 2006). Although this sounds similar to schema acti-
vation, the focus here is rather on the learners generating the
connections as opposed to being presented ones. The genera-
tive methods support conceptual/factual knowledge by requir-
ing learners to explain the new information and how it is
related to what they already know (Linden and Wittrock
1981). For instance, when asked to describe the meaning of
a variable in familiar situations, learners may liken it to a
physical Bcontainer .̂ These methods also support
metacognitive knowledge by engaging learners in a self-
explanation process (Wittrock 1989, 1991). For instance,
prompting learners to explain or take notes for themselves
regarding the set of coding they develop for a given task can
enable them to analyze their own problem-solving processes.

Example in Financial Literacy The activity, part of an 11th
grade financial planning course, focuses on stock price fac-
tors. The main learning outcome for students is to define and
calculate stock price factors such as current yield, total return,
and earnings per share, and to analyze these calculations to
determine whether to purchase, sell, or hold the stocks. After a
presentation about stock prices, students practice calculating
simple problems on a worksheet that has question prompts.
They continue practicing the calculations with more questions
on Scratch where they have to define variables for the formu-
las and develop algorithms for the calculations of given
scenarios.

Question-prompts can serve as a generative method in this
activity to facilitate the decomposition process of computa-
tional thinking by having students make the connections be-
tween what they know and what they learned. For instance,
students are given a worksheet that not only lists the problem
but also provides questions that prompt them to explain and
break down the problem (e.g., formulas) into smaller compo-
nents such as the variables (e.g., annual dividend and current
market value) to calculate the current yield (See Fig. 5).

Structured Methods Structured methods, supporting strategic
knowledge, focuses on enabling learners to manipulate con-
crete objects for better understanding of more abstract

concepts or rules (Mayer and Wittrock 2006), such as using
bundles of sticks or beads to teach mathematics concepts.
Design tasks through coding can serve as external representa-
tions of problems, which can serve as Bconcrete^ objects help-
ing students understand the abstract rules behind complex
problems (White 1993).

Example in Geometry As described earlier, for this activity,
5th graders are to graph two dimensional composite shapes on
the coordinate plane in Scratch interface. They identify the
number of lines and determine the angles of the basic shapes.
Manipulating the content in this activity can help them identify
patterns. For instance, students can draw a triangle first, then a
square, a pentagon, or the like. As they draw a new shape or
modify a previously drawn one, they make changes in their
coding, which would reflect the relationship between the num-
ber of lines and the angles for each kind of shape (e.g., turning
90 degrees to draw a square, or 60 degrees for a triangle).
Based on the relationship and pattern identified, an algorithm
can draw a kind of shape based on the number of lines entered
as the input (See Fig. 6).

Guided-Discovery Guided-discovery methods, supporting
strategic knowledge, emphasize a combination of enough
guidance to and a level of freedom for learners to explore
the problem so that they can identify relations and patterns,
and to discover the underlying rules and principles on the
problem focused (Mayer and Wittrock 2006). Guided discov-
ery methods are known to be superior to pure discovery
methods (for a review see: Kirschner et al. 2006; Mayer
2004). For example, students can be provided with practice
opportunities on their own where they are also guided as
needed to discover the reasons for the observed outcomes as
they code during a problem-solving task.

Example in Geometry The previous example focused on struc-
tured methods where 5th graders identify the number of lines
and determine the angles of the basic shapes by manipulating
the shapes and changing the codes. Despite its positive impact
on understanding of abstract concepts, manipulating concrete

Fig. 5 Student worksheet with
question prompts breaking
problem into components
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objects may overload learning (Kilpatrick et al. 2001), especial-
ly if it is completed in a pure discovery method. In the activity,
just because students draw different shapes and modify their
coding on their own does not mean they would automatically
grasp the relationship between the elements of each shape and
the codes. Guidance, however, in the form of question-prompts
for students to focus on each shape at a time, and to explain the
changes they notice in relation to the number of lines and angles
for the new shape can help them identify patterns that theymight
not be able to recognize on their own.

Modeling Modeling methods emphasize demonstrating or
explaining the steps involved in solving problems (Mayer
and Wittrock 2006), and can support conceptual, strategic,
and procedural knowledge.Worked-out examples and appren-
ticeships are common strategies to model. In work-out exam-
ples, explaining the steps and their justifications can provide
the learners with a successful problem solver’s reasoning
(Quilici and Mayer 2002). This can aid learners’ three key
cognitive processing in problem-solving (Mayer and
Wittrock 2006) – relating a newly encountered problem to
the one exemplified (conceptual), abstracting a method (stra-
tegic), and applying it to solving the new problem (procedur-
al). For instance, a completed program that has annotations
explaining the key codes and their rationales can support
learners’ such cognitive processes. The apprenticeship strate-
gy also highlights examples. However, the main focus is on
novices working with more experienced problem solvers
(Lave and Wenger 1991). Reciprocal teaching and coopera-
tive learning are also other strategies to model (Palinscar and
Brown 1984). In reciprocal teaching, instructors and learners
can take turns to discuss their approaches to a given coding

task, and during cooperative learning, learners with varying
abilities work together on similar tasks where they can share
their varying perspectives to solving the problem.

Example in Spanish For this activity, as outlined earlier, 7th and
8th graders are to read and understand basic Spanish words, and
to create interactive learning games in Spanish by using Scratch
where they create interactive games. Demonstrations and re-
sources in this activity can serve as a method to model the steps
that students can abstract from and apply to their learning tasks.
For instance, regarding developing interactive games, the teach-
er models to students how to work with the necessary codes,
change backgrounds, or add characters, which can be in the
form of in-class demonstrations or video tutorials that can be
accessed at any time (See Fig. 7):

As students review such resources or observe their
teachers’ demonstrations in class, they can start to see the
underlying functions of the codes such as Bif and then condi-
tions^, which then can be used in any scenarios (abstracting)
when it comes to designing their own interactive games.

Teaching Thinking Finally, Teaching Thinking Skills Directly
is the process of designing instruction with the goal of explic-
itly teaching specific metacognition to students (Mayer and
Wittrock 1996, 2006). Having learners focus on and be con-
scious about the problem-solving process (e.g., through
reflecting) through reflections is the key tenet of teaching
thinking skills. Jonassen (2004) summarized key strategies
that support students’ reflection on the problem-solving pro-
cess, such as peer instruction, think-aloud pairs, and coding
protocols. These are not domain specific strategies and can be
applied to teaching computational thinking. For example, in

Fig. 6 Example code and output for drawing various shapes in Scratch
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peer instruction, learners can be prompted to not only describe
their coding for a given task but also convince another learner
of the correctness of their solution. For the think-aloud pair
strategy, learners are assigned two roles – problem solver and
listener. The problem solver can be asked to verbalize her
thoughts as she generates the codes while the listener listens
to it, catches mistakes, and prompts the problem solver to
verbalize further as needed. Coding protocols, another strate-
gy to teaching thinking skills, help learners learn how to solve
problems by having them study how others solved them.
Providing learners with a transcript of how a program is com-
pleted to generate certain outcomes can allow them to analyze
the successful problem solvers’ thought process.

Example in Financial Literacy As described earlier, for this
activity, 11th graders are to practice the calculations of stock
price factors such as current yield, total return, and earnings

per share. They define variables for the formulas and develop
algorithms for the calculations of given scenarios in Scratch.

Having students be aware of the problem-solving process
through reflection can help them analyze their decisions. In
the activity, students are taught to develop and run the algo-
rithms that calculate the associated prices such as the Total
Return for different scenarios. While working in pairs, they
can be asked to justify their decisions to each other regarding
buying, selling, or holding a particular stock based on the
analysis of their codes. For instance, a stock with a higher
dividend may not necessarily result in a higher Total Return
depending on the values in other variables taken into account
for the calculations.

Figure 8 summarizes the lists of methods discussed so
far for teaching problem-solving, and the computational
thinking process that they can facilitate. The specific
methods and the computational thinking processes that

Fig. 7 Teacher modeling the use of codes in scratch in two modes

Fig. 8 Methods for teaching
problem solving and facilitating
computational thinking
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were connected in the examples above were also highlight-
ed with references to the examples.

Conclusion

Referred to as individuals’ abilities to solve problems through
using computer science concepts, computational thinking is
considered a critical skill in contemporary and future society
(Wing 2008). However, there are limited opportunities in public
education for students to develop computational thinking skills
(Google Inc. and Gallup Inc. 2016; Guzdial 2016), which will
be likely to widen existing inequalities in the transition into a
complex computing society.While more opportunities are need-
ed in school settings focusing on computational thinking,
teachers need to know more than how to code in order to facil-
itate their students’ learning. Teachers need to recognize the
relevance of computational thinking to what they teach before
they can intend to incorporate it their practices.

In this paper, we highlighted three strategies that can help
teachers make the connections between computational think-
ing and their teaching. The first one emphasized content-
specific examples regarding the use of computational thinking
tools. Given teachers’ tendencies to focus on coding aspects of
computational thinking (Authors 2016), seeing how technol-
ogies and resources can benefit students’ content learning is
key to their perception of computational thinking. The second
strategywas based on problem-solving nature of computation-
al thinking. By recognizing the similarities between both
kinds of learning processes, teachers can frame their content
as Bproblems^ for their students to Bsolve^, while promoting
computational thinking. The third strategy building on the first
two ones was the main theme of the paper. It is focused on the
methods of teaching problem-solving as a means to support
the kind of knowledge necessary to the processes involved in
computational thinking.

By describing the methods of teaching problem-solving
and providing subject-specific examples, we operationalized
the teaching of problem-solving in the context of teaching
computational thinking, which can serve as a practical
framework to guide the efforts in promoting computational
thinking in content-specific learning activities. Our approach
here reflected a main argument that the methods to teach
problem solving should benefit the teaching of computation-
al thinking due to similarities between the two processes.
However, future research is needed to examine the effective-
ness of these methods especially in emerging technology-
rich tinkering context such as makerspaces where teachers
and students design and create artifacts by inquiring, creat-
ing, and solving problems. Exploring how these methods
can inform (and be informed by) the inquiry and making
processes to facilitate computational thinking would be an
essential area of future studies.
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