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The majority of existing escrowable identity-based key agreement protocols only provide partial forward
secrecy. Such protocols are, arguably, not suitable for many real-word applications, as the latter tends
to require a stronger sense of forward secrecy—perfect forward secrecy. In this paper, we propose an
efficient perfect forward-secure identity-based key agreement protocol in the escrow mode. We prove
the security of our protocol in the random oracle model, assuming the intractability of the Gap Bilinear
Diffie-Hellman (GBDH) problem.
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1 Introduction

Key agreement protocols are fundamental to es-
tablishing secure communications between two or
more parties over an insecure network. A key
establishment protocol (including key agreement
protocol) allows two or more communicating par-
ties to establish a common secret (session) key
via public communication channels (e.g., Internet).
The established session key can then be used to cre-
ate a confidential or integrity-protected communi-
cation channel between the parties. Authenticated
key agreement (AK) protocols not only allow par-
ties to compute the session key but also ensure the

authenticity of the involved parties[1].
Authenticated key agreement protocols can be

built using secret-key cryptography and/or public-
key cryptography. If secret-key cryptography is
used, then either a symmetric secret key or a
shared password should be distributed before the
key agreement protocol is executed. If traditional
(certificate-based) public-key cryptography is used,
a public key infrastructure (PKI) will typically
be required to be deployed that allows authenti-
cation of registered users’ public keys. In 1984,
Shamir[2] proposed the concept of identity-based
cryptography whereby each party’s public key can

Received July 21, 2008; accepted October 28, 2008

doi: 10.1007/s11432-009-0135-4
†Corresponding author (email: cao-zf@cs.sjtu.edu.cn)
‡The views and opinions expressed in this article are those of the author and should not be taken to represent, in whole or in part, the views of

the Australian Government, the Australian Institute of Criminology, and the Australian National University. Research was undertaken in the

author’s personal capacity.

Supported in part by the National High-Tech Research & Development Program of China (Grant No. 2006AA01Z424), the National Natural

Science Foundation of China (Grant Nos. 60673079, 60773086), and the National Basic Research Program of China (Grant No. 2007CB311201)

Citation: Wang S B, Cao Z F, Cheng Z H, et al. Perfect forward secure identity-based authenticated key agreement protocol in the escrow

mode. Sci China Ser F-Inf Sci, 2009, 52(8): 1358–1370, doi: 10.1007/s11432-009-0135-4



be an arbitrary string (typically an identity string)
and, hence, removes the need for certificates. This
greatly simplifies the management of public keys in
identity-based cryptosystems. Following the work
of Boneh and Franklin[3] on identity-based encryp-
tion, several identity-based two-party key agree-
ment schemes using bilinear pairings on elliptic
curves have been proposed (see ref. [4]). Exam-
ples include:
• In 2002, Smart[5] proposed an ID-based key

agreement protocol based on the ID-based encryp-
tion scheme in ref. [3]. However, Shim[6] and Chen
and Kudla[7] independently showed that Smart’s
protocol only provides half forward secrecy. Chen
and Kudla also proposed several ID-based key
agreement protocols[7] (and the basic Chen–Kudla
protocol is the only protocol in the suite that works
in the escrow mode).
• In 2003, Shim[6] proposed an efficient ID-

based key agreement protocol claiming to provide
perfect forward secrecy, known-key secrecy, key-
compromise impersonation (K-CI) resilience, and
unknown key-share (UK-S) resilience (refer to sec-
tion 2.2 for the definitions of all these terms). Sun
and Hsieh[8], however, pointed out that Shim’s pro-
tocol is vulnerable to a man-in-the-middle attack.
• In 2004, Ryu et al.[9] put forward a pairing-

based protocol which has superb efficiency. A year
later, Boyd and Choo[4] and Wang et al.[10] inde-
pendently demonstrated that the protocol does not
have the property of K-CI resilience. More recently
in 2009, we showed that the protocol is, in fact,
vulnerable to a reflection attack[11]. We then pro-
posed an improved protocol and proved it secure
in a widely accepted security model.
• In 2005, McCullagh and Barreto[12] proposed

an ID-based key agreement protocol but was soon
found out by Xie[13] that their protocol does not
have K-CI resilience. An improved McCullagh–
Barreto protocol presented in ref. [14] success-
fully removes the found security weakness but at
the cost of losing PFS. Xie[15] also proposed an
improved McCullagh–Barreto protocol, but Li et
al.[16] later discovered that Xie’s protocol still does
not have K-CI resilience.
• Both Wang[17] and Yuan et al.[18] proposed a

new ID-based key agreement protocol in 2005. The
former achieves PFS in the escrow model while
the latter (protocol) works only in the escrowless
model.

Motivation 1. Secure key agreement pro-
tocol in the escrow mode
ID-based authenticated key agreement protocols
may either work in the escrowed mode (i.e., the
private key generator (PKG) is able to recover the
session keys established by its users) or escrowless
mode (i.e., the PKG is unable to recover the ses-
sion keys established by its users). A majority of
the ID-based key agreement protocols are designed
to be escrowless due to privacy concerns. How-
ever, as noted in ref. [12], key escrow is desirable
under certain circumstances especially in certain
closed groups applications. For example, escrow
is essential in situations where audit trail is a le-
gal requirement, such as in secure communications
applications in the health care profession.

It is possible to extend an escrowable protocol to
work in the escrowless mode (and achieve PKG for-
ward secrecy) by embedding a raw Diffie–Hellman
protocol (see ref. [7] for further details). Perfect
forward secure ID-based key agreement protocols
are, however, uncommon in the escrow mode. As
far as we are aware, only Wang’s protocol[17] and
Cheng et al.’s protocol[19] provide PFS and are es-
crowable.

Our first motivation is, therefore, to propose a
more efficient protocol that is not only secure in
the escrow mode but also provides perfect forward
secrecy.

Motivation 2. Simplifying the proof—a
modular approach
It is by now standard practice for protocol design-
ers to provide security proof in widely accepted se-
curity models in order to assure protocol imple-
mentors of their security properties (see ref. [20]).
As pointed out in a recent survey of two-party
ID-based authenticated key agreement protocols[4],
many existing protocols are not proven secure in
the modular approach (e.g., the model of Canetti
and Krawczyk[21]) and their proofs of security are
often complicated and error-prone[20−23].

Kudla and Paterson[23,24] developed a modu-
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lar technique for constructing security proofs for
a large class of key agreement protocols using a
slightly modified Smart’s protocol as an example.
Informally, their modular technique works in the
following sequence.

1. Prove that a protocol Π has the property of
strong partnering.

2. Prove that a related protocol π is secure in a
highly reduced security model.

3. The security proof for π in the reduced model
is then translated into a security proof for Π in the
full model using a Gap assumption[25].

This proof technique using the modular ap-
proach is easier to use (compared to the conven-
tional approach) and, hence, forms the second mo-
tivation of our paper.

Our contributions
1. We propose an efficient ID-based AK pro-

tocol (with only a single online pairing computa-
tion) that works in the escrow mode. We also
demonstrate that our proposed protocol achieves
perfect forward secrecy without compromising on
efficiency.

2. Using the modular technique of Kudla and
Paterson, we prove that our proposed protocol is
secure (for all the security properties except PFS)
in the random oracle model, provided that the Gap
Bilinear Diffie–Hellman (GBDH) problem is hard.
Moreover, we prove in a conventional way that our
protocol also achieves perfect forward secrecy, as-
suming the hardness of the standard Bilinear Die-
Hellman (BDH) problem.

The remainder of this paper is structured as
follows. In section 2, we briefly describe bilin-
ear pairings, the computational problems and the
corresponding complexity assumptions, the secu-
rity model, and the Kudla–Paterson modular proof
approach[24] required in this paper. We present
our proposed ID-based authenticated key agree-
ment protocol (hereafter referred to as E-IBAK)
in section 3. In section 4, a detailed security proof
in the random oracle model[26] of our proposed E-
IBAK protocol is provided. Section 5 provides a
performance comparison between several related
ID-based protocols. We draw our conclusions in
section 6.

2 Preliminaries

2.1 Bilinear pairings and GBDH
probolem

Let G1 denotes an additive group of prime order q

and G2 a multiplicative group of the same order.
We let P denote a generator of G1. For us, an ad-
missible pairing is a map ê : G1 × G1 → G2 with
the following properties:

1. The map ê is bilinear: given Q,R ∈ G1 and
a, b ∈ Z

∗
q, we have ê(aQ, bR) = ê(Q,R)ab.

2. The map ê is non-degenerate: ê(P,P ) �= 1G2 .
3. The map ê is efficiently computable.
Typically, the map ê will be derived from either

the Weil or Tate pairing on an elliptic curve over
a finite field. We refer to refs. [3, 27, 28] for a
more all-around description of how these groups,
pairings and other parameters should be chosen in
practice for efficiency and security.

Definition 1 (Bilinear Diffie-Hellman (BDH)
parameter generator)[3]. We say that a random-
ized algorithm IG is a BDH parameter generator
if IG takes a security parameter l > 0, runs in
time polynomial in l, and outputs the description
of two groups G1 and G2 of the same prime or-
der q and the description of an admissible pairing
ê : G1 × G1 → G2.

The security of the ID-based key agreement pro-
tocols in this paper are based on the difficulty of
the following problems:

Definition 2 (Bilinear Diffie-Hellman (BDH)
problem). Let G1, G2, P and ê be as above. The
BDH problem in 〈G1, G2, ê〉 is as follows: Given
〈P, aP, bP, cP 〉 with uniformly random choices of
a, b, c ∈ Z

∗
q, compute ê(P,P )abc ∈ G2.

We say that a probabilistic polynomial time
(PPT) algorithm B has advantage ε in solving the
BDH problem in 〈G1, G2, ê〉 if

Pr[B(P, aP, bP, cP ) = ê(P,P )abc] � ε,

where the probability is measured over the random
choices of a, b, c ∈ Z

∗
q and the random bits of B.

The above BDH problem has a decisional coun-
terpart called the decisional bilinear Diffie-Hellman
(DBDH) problem which is defined as follows.

Definition 3 (Decisional Bilinear Diffie-
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Hellman (DBDH) problem). Let G1, G2, P and
ê be as above. The DBDH problem in 〈G1, G2, ê〉
is as follows: Given 〈P, aP, bP, cP 〉 with uniformly
random choices of a, b, c ∈ Z

∗
q, as well as W ∈ G2,

determine if ê(P,P )abc = W (if it holds, then the
tuple 〈P, aP, bP, cP,W 〉 is called a BDH tuple).

Based on the BDH and DBDH problems, we can
define a related Gap problem[25] as follows.

Definition 4 (Gap Bilinear Diffie-Hellman
GBDH problem). Let G1, G2, P and ê be as
above. The GBDH problem in 〈G1, G2, ê〉 is as fol-
lows: Given 〈P, aP, bP, cP 〉 with uniformly random
choices of a, b, c ∈ Z

∗
q, as well as an oracle the

solves the DBDH problem in 〈G1, G2, ê〉, compute
ê(P,P )abc.

Informally, the BDH, DBDH and GBDH as-
sumptions are that no PPT adversary has non-
negligible advantage in solving the BDH, DBDH
and GBDH problems, respectively.

2.2 Desirable security attributes

Let Alice (A) and Bob (B) be two honest entities,
i.e., legitimate entities who execute the steps of a
protocol correctly. Here we list up a number of de-
sirable attributes of AK protocols which referred
to refs. [1, 7].
• Known-key secrecy (K-KS). Each run of a key

agreement between A and B should produce a
unique secret session key. The compromise of one
session key should not compromise the keys estab-
lished in other sessions.
• Perfect forward secrecy (PFS). If long-term pri-

vate keys of all entities are compromised, the se-
crecy of previous session keys established by honest
entities is not affected.
• Key-compromise impersonation (K-CI) re-

silience. Suppose A’s private key is disclosed. Ob-
viously, an adversary who knows this key can im-
personate A to other entities (e.g. B). However,
it is desired that this disclosure does not allow the
adversary to impersonate any other entity (e.g. B)
to A.
• Unknown key-share (UK-S) resilience. Entity

A cannot be coerced into sharing a key with en-
tity B without A’s knowledge, i.e., when A believes

that the key is shared with some entity C �= B, and
B (correctly) believes the key is shared with A.
• No key control. Neither entity should be able

to force the session key (or any portion of the ses-
sion key) to a preselected value.

In addition to these security attributes, it would
be desirable for a protocol to have low computa-
tional cost (the computing operations needed for
A and B to finish a run of the protocol) and low
communication overhead (which means that only a
small amount of data is exchanged) for its practical
use.

2.3 Security model for ID-based AK
protocols—ID-mBJM

In this subsection, we present our refined for-
mal security model for ID-based authenticated key
agreement protocols. Kudla[23] proposed the so
called ID-BJM model, which is an extension of the
model of Blake-Wilson et al.[29] (known as the BJM
model). In this paper, we extend a modified version
of the BJM model to the ID-based setting which we
call the ID-mBJM model. Following the approach
of Choo et al.[30], we use the notion of session iden-
tifier SID (instead of matching conversation used
in the BJM model and Kudla’s ID-BJM model) in
our partnership definition.

The model includes a set U of participants mod-
eled by a collection of oracles (e.g., oracle Πn

I,J rep-
resents the nth instance of participant I carrying
out a protocol session in the belief that it is com-
municating with another participant J). Each par-
ticipant has a long-term ID-based public/private
key pair, in which the public key is generated us-
ing her identity information and the private one
is computed and issued secretly by a private key
generator.

There is an active adversary (denoted by E)
in the model modeled by a PPT Turing Machine
which has access to all the participants’ oracles1).
Participant oracles only respond to queries by the
adversary and do not communicate directly among
themselves, i.e., there exists at least a benign ad-
versary who simply passes messages between par-
ticipants faithfully.

Definition of security in the model depends on
1) If the proof is given in the random oracle model (ROM), then the adversary also has access to all the existing random oracles.
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the notion of the partner oracles to any oracle
being tested. We define partners by having the
same session identifier (SID). Concretely, we de-
fine SID(Πn

I,J) as the concatenation of all messages
that oracle Πn

I,J has sent and received.

Definition 5 (Partner). Two oracles Πn
I,J and

Πn′
J,I are said to be partner oracles if they have ac-

cepted with the same SID.
The security of a protocol is defined via a two-

phase adaptive game (called the ID-mBJM game)
between a challenger C that simulates a set of par-
ticipant oracles running the protocol and the ad-
versary E. C also simulates the PKG in this en-
vironment, and therefore generates the public pa-
rameters of the PKG and gives these to E. C also
generates a master secret s from which it can gen-
erate a private key dI from any given identity I.

In the first phase, the adversary E is allowed to
issue the following queries in any order.

Send(I, J, n,M): E can send message M to or-
acle Πn

I,J . The oracle executes the protocol and re-
sponds with an outgoing message m or a decision
to indicate accepting or rejecting the session. Any
incoming and outgoing message is recorded on its
transcript. If M = λ (denotes the null message),
then the oracle initiates a protocol run.

Reveal(Πn
I,J): To respond to the query, oracle

Πn
I,J returns the accepted session key (if any). Oth-

erwise, returns a symbol ⊥. Oracle Πn
I,J is then

considered opened.
Corrupt(I): To respond to the query, C returns

the private key dI of the participant I. The par-
ticipant is then considered corrupted.

Test(Πn
I,J): At some point, E can make a Test

query to some fresh oracle Πn
I,J (see Definition 6

below). To answer the query C flips a fair coin
b ∈ {0, 1}; if the answer is 0, then C outputs the
agreed session key of the test oracle, otherwise out-
puts a randomly chosen value from the session key
space.

During the second phase, E can continue issuing
Send, Reveal and Corrupt queries to the oracles,
except for revealing the target test oracle or its
partner oracle (if any). Moreover, E is not allowed
to corrupt participant J (assuming Πn

I,J is the test
oracle).

Output: Finally, E outputs a prediction (b′) on
b. E wins the game if b′ = b, and we define E’s
advantage (l is the security parameter) in winning
the game as

AdvE(l) = |Pr[b′ = b] − 1/2|.
Definition 6 (Fresh oracle). An oracle Πn

I,J

(I �= J) is called fresh if it has accepted (and there-
fore holds a session key ski), it is not opened, J has
not been corrupted, and there is no opened oracle
Πn′

J,I which is a partner oracle of Πn
I,J .

Remark 1. The above definition of fresh ora-
cle is particularly defined to cover the security at-
tribute of key-compromise impersonation resilience
since it implies that the participant I could have
been issued a Corrupt query[31].

Definition 7 (ID-mBJM secure protocol). A
protocol is a secure AK protocol in the ID-mBJM
model if:

1. In the presence of the benign adversary (who
faithfully relays messages between parties) on Πn

I,J

and Πn′
J,I , both oracles always accept holding the

same session key, and this key is distributed uni-
formly on session key space.

2. AdvE(l) is negligible.
In the following, we briefly discuss the security

properties (described in section 2.2) captured by
the above security model.
• Known-key secrecy (K-KS). The property of

known-key secrecy is implied by the definition of
AK security (see Definition 7). Since E is allowed
to make Reveal queries to any oracles except for
the target Test oracle Πn

I,J and its partner oracle
Πn′

I,J to obtain any session keys. Even with the
knowledge of many other session keys, E’s ability
to distinguish between the session key held by Πn

I,J

and a random number is still negligible. That is to
say, the knowledge of any other session keys does
not help E to deduce any information about the
tested session key.
• Perfect forward secrecy (PFS). Definition 7

does not imply the property of perfect forward se-
crecy. This is because the model does not allow the
Test query to be issued on an oracle with both par-
ticipants corrupted and therefore does not model
this type of attack.
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• Key-compromise impersonation (K-CI) re-
silience. As mentioned above, the definition
of fresh oracle implies the property of key-
compromise impersonation resilience.
• Unknown key-share (UK-S) resilience. Defi-

nition 7 implies the unknown key-share resilience
property. If IDI establishes a session key with IDJ

believes he is talking to IDK , then there is an or-
acle Πn

I,K that holds this session key skIK. At the
same time, there is an oracle Πn′

J,I that holds this
session key skIK , for some n′ (normally n′ = n).
Since Πn

I,K and Πn′
J,I are not partner oracles, the

adversary can make a Reveal query to Πn′
J,I to learn

this session key before asking a Test query to Πn
I,K.

Thus the adversary will succeed for this Test query
challenge (i.e., the protocol is not secure) if the un-
known key share attack is possible. By contradic-
tion, a secure protocol in the model is resistant to
the unknown key share attack.
• No key control. Definition 7 does not imply

resilience to key control attacks that are launched
by one of the protocol participants. However, key
control attacks launched by an outside adversary
are captured by the model. Otherwise, if manipu-
lating message can control the session key bits, the
outsider adversary E must have a non-negligible
ability to distinguish between the session key held
by Πn

I,J and a random number.
To model PFS, the definition of fresh oracle (re-

fer to Definition 6) should be modified so that the
the participants associated with the Test (fresh)
oracle can also be corrupted. We define PFS as
follows.

Definition 8 (perfect forward secrecy (PFS)).
A protocol is said to have perfect forward secrecy
(PFS) if any PPT adversary wins the ID-mBJM
game with negligible advantage when it chooses an
unopened oracle Πn

I,J which has an unopened part-
ner oracle Πn′

J,I as the test oracle, and both oracles
Πn

J,I and Πn′
J,I accepted and both participants I and

J can be corrupted.
Note that as in ref. [32], here we refer to the

practical notion of perfect forward secrecy that in-
volves a benign adversary eavesdropping on a ses-
sion of the protocol and then attempting to expose
the key.

2.4 Modular proof technique for ID-
based AK protocols

We borrow from refs. [11, 23] the review of the
modular proof technique. For a more detailed de-
scription, we refer the reader to ref. [23]. Note that
here we mainly focus on ID-based protocols.

As noted in refs. [23, 24], the modular proof
technique only works on key agreement protocols
that produce hashed session keys on completion
of the protocol. In fact, this reliance on hash-
ing is reasonable since it is quite common to use
a key derivation function (KDF) to output a ses-
sion key from a secret value established during a
key agreement protocol, and the KDF is usually
implemented via a hash function.

Definition 9 (session string). Suppose Π is a
protocol that produces a hashed session key using
the cryptographic hash function H. Then the ses-
sion string for a particular oracle Πi

I,J is denoted
ssΠi

I,J
, and is defined to be the string which is

hashed to produce the session key skΠi
I,J

. So we
have that skΠi

I,J
= H(ssΠi

I,J
).

Strong partnering. Suppose Π is a key
agreement protocol. If there exists an adversary
E, which when attacking Π in an ID-mBJM game
defined in section 2.3 and with non-negligible prob-
ability in the security parameter l, can make some
two oracles Πi

I,J and Πn
J,I accept holding the same

session key when they are not partners, then we say
that Π has weak partnering. If Π does not have
weak partnering, then we say that it has strong
partnering.

As shown in ref. [23], for a protocol Π to be
ID-mBJM secure, it must have strong partnering.
Since H is modeled as a random oracle, strong
partnering can be ensured by including appropri-
ate “partnering information” in the session string
ssΠi

I,J
, where partnering information is used to de-

cide whether the two oracles are partners or not. In
section 3, we will use the session identifier SID and
the identities of the two parties as the partnering
information of our new protocol.

Reduced games. A highly reduced game
(called the cNR-ID-mBJM game) is used in the
modular security proof. The reduced game is iden-
tical as the full ID-mBJM game defined in section
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2.3 except that the adversary E is not allowed to
make Reveal queries and to win the game, E must
select an accepted fresh oracle on which to make
a modified Test query at the end of its attack and
output the session key held by this oracle. We de-
fine E’s advantage, denoted AdvE(l), in the cNR-
ID-mBJM game to be the probability that E out-
puts a session key sk such that sk = skΠi

I,J
where

Πi
I,J is the oracle selected by the adversary for the

modified Test query. We define security in the re-
duced game as follows:

Definition 10 (cNR-ID-mBJM secure
protocol[23]). A protocol Π is a secure key agree-
ment protocol in the cNR-ID-mBJM model if:

1. In the presence of the benign adversary, two
oracles running the protocol both accept holding
the same session key, and the session key is dis-
tributed uniformly at random on session key space.

2. For any adversary E, AdvE(l) in the reduced
game is negligible.

As part of the the proof technique, it will be nec-
essary to prove that a related protocol π of protocol
Π is secure in the above reduced game.

Related protocol π. The related protocol π

of protocol Π is defied in the same way as Π except
that the session key generated by π is defined to
be the session string of Π rather than the hash of
this string (i.e., skπn

I,J
= ssΠn

I,J
). It is usually quite

easy to establish a related protocol’s security in the
reduced game.

Definition 11 (session string decisional prob-
lem). Given the public parameters, the transcript
TΠn

I,J
of oracle Πn

I,J , as well as the public keys of I

and J and a string s, decide whether s = ssΠn
I,J

,
where ssΠn

I,J
is the session string of oracle Πn

I,J .
The following result is at the heart of the modu-

lar proof technique that translates the weak secu-
rity of a related weaker protocol into the security
of the protocol in the full model.

Theorem 1 (Theorem 8.2 in ref. [23]). Suppose
that key agreement protocol Π produces a hashed
session key on completion of the protocol (via hash
function H) and that Π has strong partnering. If
the security of the related protocol π in the reduced
game is probabilistic polynomial time reducible to

the hardness of the computational problem of some
relation f , and the session string decisional prob-
lem for Π is polynomial time reducible to the de-
cisional problem of f , then the security of Π in
the full model is probabilistic polynomial time re-
ducible to the hardness of the Gap problem of f ,
assuming that H is a random oracle.

3 Proposed identity-based AK protocol

We now describe our proposed escrowable identity-
based authenticated key agreement protocol with
perfect forward secrecy (see Figure 1, hereafter re-
ferred to as E-IBAK). Our scheme employs the ID-
based non-interactive key sharing protocol due to
Sakai et al.[33] (hereafter referred to as the SOK
protocol).

As with all other identity-based cryptosystems
we assume the existence of a trusted PKG that is
responsible for the generation and secure distribu-
tion of users’ private keys. Our proposed key agree-
ment protocol can be implemented using either the
modified Weil or Tate pairing[3,12]. The proposed
protocol comprises the following two stages:

Setup: Suppose we have an admissible pairing,
ê : G1 × G1 → G2 as described in section 2 where
G1 and G2 are two groups with the same prime
order q. The PKG follows the following steps:
• picks an arbitrary generator, P ∈ G1, a secret

master key s ∈ Z
∗ and computes the master public

key sP ;
• chooses a cryptographic hash function,

H1{0, 1}∗ → G1;
• publishes the system parameters params

〈G1, G2, ê, q, P, sP,H1〉;
• computes the private key dID = sQID for a

user with the identity information ID, in which
the user’s public key is QID = H1(ID);
• distributes the private key dID to the user with

the identity information ID via a secure channel.
Individual user’s public/private key pair is, thus,

defined as (QID, dID) where QID, dID ∈ G1.

Key agreement: We denote user Alice and
Bob’s public/private key pairs as (QA, dA) and
(QB, dB), respectively. We assume that Alice and
Bob both pre-compute and store the following SOK
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Figure 1 Proposed protocol E-IBAK.

(non-interactively shared) secret[32]:

F = ê(dA, QB) = ê(dB , QA) = ê(QA, QB)s.

To establish a shared session key, Alice and Bob
each firstly generate an ephemeral private key (say
a and b ∈ Z

∗
q), and compute the corresponding

ephemeral public keys TA = aQA and TB = bQB,
respectively. They then exchange TA, TB and com-
pute the session key as described in Figure 1, where
H : {0, 1}∗ × {0, 1}∗ × G1 × G1 × G2 × G2 × G2 →
{0, 1}k is a key derivation function (in which k =
|sk|).

Correctness. By the bilinearity of the pair-
ing, we can easily get the following equations:

KAB1 = ê(dA, TB) = ê(dA, bQB) = F b,

KBA1 = ê(dB , TA) = ê(dB , aQA) = F a,

and KAB2 = KBA2 = F ab.
Thus, the two session keys computed by Alice

and Bob are

skAB = skBA = H(A,B, TA, TB, F a, F b, F ab).

Escrow. The protocol E-IBAK has the escrow
function, namely the PKG can recover all the ses-
sion keys using the master secret key s and other
public data such as TA and TB. We prove this as
follows.

F a = ê(QA, QB)sa = ê(TA, QB)s,

F b = ê(QA, QB)sb = ê(QA, TB)s,

F ab = ê(QA, QB)sab = ê(TA, TB)s.

The protocol is message independent and role
symmetric, which means that each party perform-
ing the same operations and thus incurring the
same computational cost. In the next section we
will prove that our protocol E-IBAK achieves the
ID-mBJM security (see Definition 10) as well as
perfect forward secrecy.

4 Security proof

We prove the security (i.e. ID-mBJM security
plus PFS) of our new protocol E-IBAK in stages.
We first give a basic identity-based protocol, E-
IBAK’, which does not provide perfect forward se-
crecy, and prove that it is ID-mBJM secure using
the Kudla–Paterson modular technique. We then
prove that the protocol E-IBAK is also secure in
the ID-mBJM model and provides perfect forward
secrecy. The only reason for describing the proto-
col E-IBAK’ is to make the presentation easier to
follow.

Protocol E-IBAK’ is almost identical to protocol
E-IBAK except that the final session key is com-
puted as

skAB = H ′(A,B, TA, TB , F a, F b),

where H ′ : {0, 1}∗ ×{0, 1}∗ ×G1×G1×G2×G2 →
{0, 1}k is a key derivation function. In other words,
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without the value F ab being part of the session
string. With the description of the ID-mBJM
model in section 2.3, we now state:

Theorem 2 (ID-mBJM security of E-IBAK’).
If H ′ and H1 are random oracles and the GBDH
problem (for the pair of groups G1 and G2) is hard,
then E-IBAK’ is a secure key agreement protocol.

We now prove Theorem 2 in three steps. We first
show that protocol E-IBAK’ has strong partnering.
Secondly, we prove that the related protocol π of E-
IBAK’ is secure in the cNR-ID-mBJM model (see
Definition 10). Lastly, we show that the session
string decisional problem (see Definition 11) of E-
IBAK’ is reducible to the DBDH problem.

Lemma 1 (Strong Partnering of E-IBAK’).
Protocol E-IBAK’ has strong partnering in the ran-
dom oracle model.

Proof. The partnering information, namely
the protocol transcript as well as the IDs of the
two participants are included in the session string.
Recall that we model H ′ as a random oracle, thus if
two oracles accept the same session key, then they
are partners except for negligible probability.

Lemma 2 (cNR-ID-mBJM security of π).
The related protocol π is secure in the cNR-ID-
mBJM model, assuming the BDH problem is hard
(for the pair of groups G1 and G2) and provided
that H1 is a random oracle.

Proof. Condition 1 follows from the correct-
ness of the protocol π. Since H ′ is a random oracle,
sk is distributed uniformly at random on {0, 1}k .
In the following, we show that Condition 2 is also
satisfied.

For a contradiction, assume that the adversary E

has non-negligible advantage ε in winning the cNR-
ID-mBJM game, making at most q1 queries to H1.
Let qS be the total number of the oracles that E

creates, i.e., for any oracle Πn
AB, n ∈ {1, . . . , qS}.

We shall slightly abuse the notation Πn
AB to refer

to the nth one among all the qS participant in-
stances in the game, instead of the nth instance of
participant A.

We show how to construct a simulator S that
uses E as a sub-routine to solve the BDH problem
with non-negligible probability. Given input of the

two groups G1, G2, the bilinear map ê, a generator
P of G1, and a triple of elements xP , yP , zP ∈ G1

with x, y, z ∈ Z
∗
q where q is the prime order of G1

and G2, S’s task is to compute and output the
value ê(P,P )xyz.

The algorithm S selects a random integer v

from {1, . . . , q1} and a random integer w from
{1, . . . , qS} and works by interacting with E as fol-
lows:

Setup: S sets the PKG’s master public key
to be xP . S will also simulate all oracles required
during the game. S controls the H1 random oracle.
S starts E, and answers all E′s queries as follows.

H1(IDi): S simulates the random oracle H1

by keeping a list of tuples 〈ri, IDi, Qi〉 which is
called the H1-list. When the H1 oracle is queried
with an input IDi ∈ {0, 1}∗, S responds as follows.
• If IDi is already on the H1-list in the tuple

〈ri, IDi, Qi〉, then S outputs Qi.
• Otherwise, if IDi is the vth distinct H1 query,

then the oracle outputs Qi = yP and adds the tu-
ple 〈⊥, IDi, Qi〉 to the H1-list.
• Otherwise S selects a random ri ∈ Z

∗
q and

outputs Qi = riP , and then adds the tuple
〈ri, IDi, Qi〉 to the H1-list.

We assume that J is the vth distinct participant
created in the game.

Corrupt(IDi): Upon receiving the Corrupt
query on input IDi, S simulates as follows.
• If IDi �= J , S returns the long-term private

key di.
• Otherwise, S aborts the game (Event 1).
Send(A,B, t,M): S answers the queries as fol-

lows.
• If t �= w, S randomly samples ξt ∈ Z

∗
q and

responds with ξtQA where QA = H1(A).
• Otherwise,
– If B �= J , aborts the game (Event 2).
– Otherwise answer zP .
Test(Πt

A,B): At some point in the game, E will
issue a unique Test query. If E does not choose
the guessed oracle Πw

A,B to issue the query, then S

aborts the game (Event 3).
Output: At the end of the game, the algorithm

E outputs a session key of the form (U, V, a, b, c, d)
where U, V ∈ {0, 1}∗, a, b ∈ G1 and c, d ∈ G2.
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Solving the BDH problem: If Πw
A,B was an

initiator oracle, then S outputs c as its guess for
the value ê(P,P )xyz, otherwise S outputs d as its
guess.

Now we calculate the probability that the game
does not abort. If the wth oracle was chosen as the
test oracle and it supposes to establish a session key
with party J , then by the rules of the model Events
1, 2 and 3 would not happen. We have

Pr[S does not abort] � 1
qSq1

.

Note that participant J has the public key QJ =
yP and private key dJ(= xyP ). Given a message
zP , part of the agreed secret is ê(xyP, zP ). So
if the adversary computes the correct session key
with non-negligible probability ε, then S answers
the BDH problem correctly with probability with
ε/(qSq1) (which is non-negligible in the security pa-
rameter l), contradicting to the hardness of the
BDH problem.

Lemma 3 (Session string decisional problem of
E-IBAK’). The session string decisional prob-
lem of protocol E-IBAK’ is reducible to the DBDH
problem.

Proof. Recall the session string of protocol
E-IBAK’ is of the form (A,B, TA, TB , F a, F b) with
TA = aQA, F a = ê(dB , TA) = ê(sQB, TA), s being
the master secret key and P , sP being the public
parameters, then we see 〈P, sP,QB, TA, F a〉 (simi-
larly, 〈P, sP,QA, TB, F b〉) is a BDH tuple. This im-
plies that the session string decisional problem of
protocol E-IBAK’ is reducible to the DBDH prob-
lem.

Proof of Theorem 2. The theorem follows
directly from Lemmas 1, 2, 3 and Theorem 1.

Now we are ready to prove our main result—the
security of our newly proposed protocol E-IBAK.

Theorem 3 (security of protocol E-IBAK).
Protocol E-IBAK

i) is secure in the ID-mBJM model, assuming the
GBDH problem (for the pair of groups G1 and G2)
is hard and provided that H and H1 are random
oracles, and

ii) has the property of perfect forward secrecy
(PFS), assuming the BDH problem (for the pair of

groups G1 and G2) is hard and provided that H

and H1 are random oracles.

Proof. i) This follows directly from Theorem
2, since it is easy to see that any successful attack
on protocol E-IBAK can be immediately converted
to a successful attack on protocol E-IBAK’.

ii) According to our definition of perfect forward
secrecy (see Definition 8), we require that when E

chooses an oracle Πn
I,J as the test oracle, this oracle

must indeed have a partner oracle Πn′
J,I .

The proof follows along similar lines to the proof
of Lemma 2. For a contradiction, we assume
that the adversary E can win the game with non-
negligible advantage ε by creating at most qS ora-
cles and making qH queries to the H random ora-
cle. We show how to construct a simulator S that
uses E as the sub-routine to solve the BDH prob-
lem with non-negligible probability. Identical to
the proof of Lemma 2, the input of S are the two
groups G1, G2, the bilinear map ê, a generator P

of G1, and a triple of elements xP , yP , zP ∈ G1

with x, y, z ∈ Z
∗
q where q is the prime order of G1

and G2, its task is to compute and output the value
ê(P,P )xyz.

The algorithm S selects two random integers u, v

from {1, . . . , qS} (assuming u < v) and works by
interacting with E as follows:

Setup: S sets the PKG’s master public key
to be xP . S will also simulate all oracles required
during the game. S controls two random oracles
H1 and H. S starts E, and answers all E′s queries
as follows.

H1(IDi): S simulates the oracle H1 by keep-
ing a list of tuples 〈ri, IDi, Qi〉 which is called the
H1-list. When the H1 oracle is queried with an
input IDi ∈ {0, 1}∗, S responds as follows.

– If IDi is already on the H1-list in the tuple
〈ri, IDi, Qi〉, then S outputs Qi.

– Otherwise S selects a random ri ∈ Z
∗
q and

outputs Qi = riP , and then adds the tuple
〈ri, IDi, Qi〉 to the H1-list.

H(IDi, IDj, Ti, Tj, Ai, Bi, Ci): S simulates the
random oracle H by keeping an H-list with tu-
ples of the form 〈IDi, IDj , Ti, Tj , Ai, Bi, Ci, ki〉. If
the requested input is already on the list, then the
corresponding ki is returned, otherwise a random
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ki ∈ {0, 1}k is responded and a new entry is in-
serted into the list.

Corrupt(IDi): Upon receiving the Corrupt
query on input IDi, S outputs the corresponding
long-term private key di = rixP .

Send(A,B, t,M): S answers all Send queries as
follows;
• When t = u, if oracle M �= λ, then abort

(Event 1), otherwise return yP .
• When t = v, if M �= yP , then abort (Event 2),

otherwise return zP .
• When t �= u, v, randomly sample ξt ∈ Z∗

q, re-
turn ξtH1(A).

Reveal(Πt
A,B): S outputs the appropriate ses-

sion key to answer the query. However, if E re-
veals oracle Πu

A,B or Πv
A,B, then S aborts (Event

3). Note that given ξt, the input message and the
private key dA, S is able to compute the session
secret.

Test(Πt
A,B): S aborts (Event 4) if the guessed

oracle Πu
A,B or Πv

A,B is not chosen. Otherwise, S

randomly picks a value β from the session key space
and responds to E with β.

Output: At the end of the game, E returns its
guess.

Solving the BDH problem: S randomly picks
a tuple of the form 〈I, J, TI , TJ , Ah, Bh, Ch〉 (for
some h) from the H-list and returns Ch as the re-
sponse to the BDH challenge.

Now we calculate the probability that S does not
abort, namely Events 1, 2, 3 and 4 do not happen.
By the rule of the game, if the test session is be-
tween the uth and vth oracles, then the simulation
goes through. The probability that the simulator
has chosen the right session is 1/q2

S , because a ran-
domly chosen oracle is the initiator of the test ses-
sion is 1/qS and similarly another randomly chosen
oracle is the responder of the test session is also
1/qS . We have

Pr[S does not abort] � 1/q2
S .

According to the simulation of the Send query,
the test oracle Πu

I,J must have obtained the
value TJ = zP from its partner oracle Πv

J,I .
The oracle should hold a session key of the
form H(I, J, TI , TJ , Ah, Bh, ê(dI , TJ)y/rI ), in which
ê(dI , TJ)y/rI = ê(xrIP, zP )y/rI = ê(P,P )xyz.

Let Q be the event that the session string of the
test oracle has been queried to H. Because of the
construction of the session string and the use of
session identifier to define partner oracles, we can
easily prove that if Q happens with non-negligible
probability in the random oracle model, it must be
caused by a query issued by the adversary (see the
detailed argument in ref. [34]). Because H is a
random oracle, we have Pr[E wins|Q̄] = 1/2. Then

Pr[E wins] = Pr[E wins|Q̄]Pr[Q̄]

+ Pr[E wins|Q]Pr[Q]

� Pr[E wins|Q̄]Pr[Q̄] + Pr[Q]

=
1
2
Pr[Q̄] + Pr[Q]

=
1
2

+
1
2
Pr[Q].

Pr[E wins] = Pr[E wins|Q̄]Pr[Q̄]

+ Pr[E wins|Q]Pr[Q]

� Pr[E wins|Q̄]Pr[Q̄]

=
1
2
Pr[Q̄]

=
1
2
− 1

2
Pr[Q].

It follows that Pr[Q] � 2|Pr[E wins]−1/2| = 2ε.
Combining all the above results, we have that S

solves the BDH problem with probability at least
2ε/(q2

SqH) (which is non-negligible in the security
parameter l), contradicting to the hardness of the
BDH problem.

5 Comparison with existing escrowable
protocols

Here we summarize the security properties and
performances of our E-IBAK protocol and several
other previously published escrowable protocols in
Table 1. Note that:
• Since all listed protocols offer the basic security

properties (i.e., known-key secrecy, unknown key-
share resilience, key-compromise impersonation re-
silience and no key control), we will restrict our
comparison to only the forward secrecy property.
• In practice, pre-computation is often carried

out prior to the execution of the protocol for bet-
ter performance. We, therefore, compare only the
on-line computation complexity of these protocols.
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Table 1 Comparisons of escrowable key agreement protocols

(with pre-computation)

Protocols P M E A Bandwidth PFS Extensiblea)

Chen–Kudla[7] 1 0 0 1 1 point × �
Smart’s[5] 1 0 0 0 1 point × �
MB-2[14] 1 0 0 0 1 point × �

Wang’s[17] 1 1 0 2 1 point � �
Cheng et al.’s[19] 1 1 1 1 1 point � �

E-IBAK 1 0 1 0 1 point � �
a) This indicates that if the protocol is extensible to work in

the escrowless mode.

In Table 1, � and × denote that the property
holds and does not hold in the protocol respec-
tively. We also use the following symbols to explain
the computation complexity of each protocol. For
simplicity, we only count these computationally ex-
pensive operations:

– P: pairing.
– M: scalar point multiplication in G1.
– E: exponentiation in G2.
– A: point addition in in G1.
From Table 1, we observe that only Wang’s

protocol[17], Cheng et al.’s protocol[19] and our pro-
posed protocol E-IBAK achieve perfect forward se-
crecy (PFS) in the escrow mode. Our protocol is,
however, more efficient than the other two proto-
cols especially when we take into consideration that

certain computations can be performed off-line.

Finally, it is worth noting that the escrowable
protocols listed in Table 1 can be extended to
work in the escrowless mode, using the simple idea
due to Chen and Kudla[7] by embedding a raw
Diffie–Hellman protocol[35] (interested readers are
referred to ref. [7] for the details). This reflects the
flexibility of these key agreement protocols.

6 Conclusions

Perfect forward secrecy (PFS) is an important se-
curity property for authenticated key agreement
protocols (in both escrow and escrowless modes).
We presented an identity-based authenticated key
agreement protocol and proved it secure in the es-
crow mode. We demonstrated that our proposed
protocol provides perfect forward secrecy without
compromising on computational efficiency. We also
proved the security of our proposed protocol in a
widely accepted model yet with a simpler modular
proof using the modular technique due to Kudla
and Paterson[24].
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