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Abstract The recent phenomena of email-function-overloading and email-
centricness in daily life and business have created new problems to users. There is
a practical need for developing a software assistant to facilitate the management
of personal and organizational emails, and to enable users to complete their email-
centric jobs or tasks smoothly. This paper presents the status, goals, and key technical
elements of an Email-Centric Intelligent Personal Assistant, called ECIPA. ECIPA
provides various assisting functions, including automated and cost-sensitive spam
filtering based on corresponding analysis, ontology-mediated email classification,
query and archiving. ECIPA can learn from dynamic user behaviors to effectively
sort and automatically respond email. Techniques developed in Web Intelligence
(WI) are adopted to implement ECIPA. In order to facilitate cooperation of
ECIPAs of different users, the concept of operable email, an extension of traditional
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email with an operable form, is introduced. ECIPA can in fact be viewed as a family
of collaborative agents working together on the operable email.

Keywords operable email · personal assistant · email filtering · intelligent agents ·
Web intelligence

1 Introduction

Email is one of the most useful communication tools over the Internet. Sine 1971,
the functionality of email has been in a constant evolution, from simple message
exchanges to multimedia/hypermedia contents communication to push technologies
for direct marketing. For instance, email can work with a Web browser, such
as Microsoft Internet Explorer and Netscape, as a useful function of Web-based
e-commerce that is popularly used by enterprises to promote products and spread
information. In this paper, we refer to this kind of expansion in functionality as email-
function-overloading. People reply on email to conduct their jobs and tasks in daily
life or business. They use emails to plan and coordinate their own work, to track and
dispatch tasks, to exchange information and cooperate among group members, and
to publish results. In other words, their work is mostly email-centric.

Email-function-overloading and email-centricness, as pointed out by Tinapple
and Woods, have presented inconveniences and problems to email users [28]. We
highlight some of the most serious ones as follows. First, email users often have clut-
tered inboxes containing hundreds of messages, including outstanding tasks, partially
read documents and conversational threads. Attempts by users to rationalize their
inboxes by archiving may not be achieved in a straightforward fashion. Important
messages usually get overlooked, or lost in archives. Second, as a communication
tool, many documents are exchanged as email attachments. Users need to sort out
not only emails and resources, but also relationships between them. The existing
email facilities are not designed to handle such management tasks. Third, email-
mediated communications can in general be categorized into two approaches: auto-
mated and non-automated. In existing email facilities, most of the communication
tasks are not fully automated. It is necessary for users to deal with those tasks
manually. Fourth, receiving, recognizing, or deleting spam messages presents a time-
consuming, manual task.

The above mentioned drawbacks in the existing email systems can cause many
inconveniences and sometimes serious consequences. For instance, users may fre-
quently forget an important appointment. They may be tired of those repeated tasks
which could be automated. They may not be able to remember where an attachment
has been stored. Hence, there is a real need for developing an intelligent assistant to
improve the management of personal and organizational email, which enables users
to complete email-centric tasks smoothly. In fact, developing intelligent applications
on various kinds of network is one of the goals of Web Intelligence (WI) [35–37].

This paper presents the status, goals, and key technical elements of an Email-
Centric Intelligent Personal Assistant, called ECIPA. ECIPA adopts ontology to
store contents from several personalized information sources, local and global
information, such as emails, local files, and user’s background knowledge, to provide
a single gateway to index, manage and search such information. In addition to those
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tasks which are available in email client applications today, ECIPA provides au-
tomated and novel functions. For example, ECIPA can automatically learn the
dynamic user behavior by monitoring how the user processes ingoing and outgoing
emails. ECIPA can also find out whether or not its owner is on vacation. It can
automatically respond senders during the vacation period. In order to reduce the
burden of processing the large volume of spam messages, ECIPA incorporates a
filtering agent to block spam. We have particularly designed an active email system,
called operable email, for automated communication between two ECIPAs. The
operable email provides an interface for a user or the user’s ECIPA to interact with
other users’ ECIPAs, in order to perform some automated work as permitted by
those users.

In the rest of this paper, we first present some background and related work
on ECIPA in Section 2. In Section 3, we give an overview and the architecture
of ECIPA. Section 4 describes what is the operable email and its main features
for automated email-mediated tasks in ECIPA. The main agents in ECIPA, such
as extracting agent (EtA), learning agent (LA), filtering agent (FA) are discussed
in Section 5. Some implemented snapshot and experimental results of ECIPA are
provided in Section 6. Finally, we present concluding remarks and future work in
Section 7.

2 Background and related work

The flood of wanted or unwanted messages has aroused a great need for developing
intelligent personal assistants that are aimed to automate the classification [4, 10, 15],
archiving, filtering [6, 11, 26, 34], storage, representation, and retrieval of emails. An
assistant collaborates with its user(s) in the same work environment. It can assist a
user in a range of areas [14]: (1) performing tasks on behalf of the user; (2) training
or teaching the user; (3) helping users to collaborate; (4) monitoring events and
procedures.

In this work we show a more flexible and robust framework of an assistant.
This assistant combines various WI-related techniques, such as the operable email,
agent-based etc. to produce a highly personal and automated system, with more
features than found in a typical system today. The outstanding characteristics of such
an assistant are that firstly it adopts the operable email as a basic for automated
functions; secondly, it uses agent-based architecture. Thus, in the remainder of this
section, we discuss related work with respect to the two aspects.

2.1 The assistants based on variation of email

Although email-mediated tasks can be either automated or non-automated, the
email client cannot work for its users automatically without semantic support. To
open the door for implementing a wide range of email-mediated applications with
automated functions of response by machine, researchers are turning to modify or
extend the format of traditional email. Semantic email is a good example [17].

A semantic email process (SEP) should be first represented for a semantic email
task. A SEP contains three primary components: originator, manager and partici-
pants. A SEP is initiated by the originator, who is typically a person. The manager
may be a shared server or a program run directly by the originator. A new SEP
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invoked by an originator is sent to the manager. Then, the manager sends email
messages to the participants. After that, the manager handles responses, and requests
changes as necessary to meet the originator’s goals. The participants, who are also
typically a person, respond to messages received about the process. Surely, the
semantic email has the greatest promise for implementing automated functions.
Some applications based on such a kind of email have been developed [9]. However,
such semantic emails have the following disadvantages and hence cannot be used in
ECIPA. First, an automated task needs to be defined as a semantic email process
(SEP) by a trained user. Second, it needs an additional server (namely manager)
to support the functions of a SEP. Third, many bread-and-butter tasks cannot be
defined as a SEP. In order to solve the problems, we describe how to design and
apply the operable email for implementing automated functions in ECIPA.

2.2 The assistants based on agent technology

Among many applications, intelligent agent technology has emerged as a devel-
opment paradigm in which programs are created as proxies for human users in
interactions with other humans or computers. For instance, agent-based approaches
have been developed to assist users in their own work. Moreale and Watt [20]
explored the application of an agent assistant metaphor to mailing list knowledge
management. Mitchell et al. [19] pointed that a long-standing goal of artificial
intelligence (AI) is the development of intelligent workstation-based personal agents
to assist users in their daily lives. By analyzing emails, contact person names, and
online calendar meetings, they developed a clustering approach to automatically
acquiring a knowledge base describing a user’s different activities, e.g., contact
people, meetings, and email handling. They studied the distribution of email words,
the social network of email senders and recipients, and the results of Google
Desktop. Huang et al. [8] discovered some major ongoing activities based on a variety
of data available from users’ workstations, including emails, files, online calendar,
and the histories of Web page accesses. Deng et al. [5] implemented a personal
email agent, named P@rty, which can help its user to manage the growing volume
of messages. P@rty was designed to classify incoming messages with respect to a user
into folders automatically, and prioritize each incoming message based on the user
preferences. Bergman et al. [3] studied the capabilities of smart vacation responding,
junk mail filtering, efficient email indexing and searching, deleting, forwarding, re-
filing, and prioritizing of emails. The key contribution of their work is to leverage
high-quality open source components for information retrieval, machine learning,
agents and rules to provide a powerful, flexible and robust capability. Xia and Liu
[29] implemented an adaptive personal email agent (PEA) that can learn the mails
handling preferences of its users and automatically categorize and manage the emails.
Ho et al. [7] described an email system, called EMMA (email management assistant),
that can sort messages into virtual folders, prioritize, read, reply (automatically or
semi-automatically), archive and delete certain mail items. Pires and Abreu [22]
applied the framework of an evolving logic programs, named EVOLP, to modeling
the reactive and updateable rule bases and employing them to define an evolving
email Personal Assistant Agent.

Some of the existing projects on intelligent agents have been criticized for solving
only toy problems [3]. Many of the ideas described in the earlier studies are
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fragmentary. In addition, some assistants were implemented to solve simple out-of-
date problems with out-of-date technologies. As the real-world problems become
more complex and new technologies continue to emerge, it is imperative that
we leverage on and incorporate emerging theories and techniques, such as agent-
based computing, heterogeneous information source handling, information retrieval,
machine learning, as well as WI-related techniques.

3 The architecture of ECIPA

Web intelligence aims at producing new theories and technologies that will enable
us to optimally utilize the global connectivity, as offered by the Web infrastructure,
in life, work, and play [13]. ECIPA is an example of the applications in Web intel-
ligence. The main objective of an ECIPA is to design customizable and extensible
agents that work together to process ingoing, outgoing, and existing emails.

Figure 1 shows part of use case diagram of ECIPA. It indicates that ECIPA can
deal with two kinds of emails, i.e., operable email and traditional email. The former is
designed for automated tasks completed by agents in ECIPA, which will be described
in the next section. When a new email is detected by MSA (monitoring/sending
agent), it firstly identifies the type of the email. Then, MSA informs corresponding
agents to deal with this email, by writing a piece of message on the blackboard (all the
agents in ECIPA communicate with each other via a blackboard). The blackboard
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Fig. 1 Part of the use case diagram of ECIPA. FA filtering agent, PA parsing agent, LA learning
agent, MSA monitoring/sending agent.
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is a block of memory that can be accessed by each agent. In fact, it is designed as
a message queue for storing blackboard items. All the items are categorized into
three types to store, namely, the one from MSA to an agent, the one from an agent
to MSA, and the one from an agent to another agent. Main entries in each item
include: MESSAGE_ID (the message ID), SOURCE_ID (the sending agent ID),
DESTINATION_ID (denotes the receiving agent ID), CONTENT (the message
content), USING_OR_NOT (the message is using or not). Most of functions of
ECIPA are supported by the agents, such as PA (parsing agent), LA (learning
agent), FA (filtering agent) etc. Other agents in ECIPA are: extracting agent (EtA)
which distills information from diverse sources; querying/altering agent (QAA)
which answers or alerts the user; configuring agent (CA) which sets the running
parameters; interface agent (IA) which provides user services; external agent (ExA)
that communicates with the archiving system.

Each agent has the following statuses: waiting, running, blocked, suspended. The
waiting status denotes that the agent is in the queue waiting for executing. The
running means that the agent is running. The blocked denotes that the agent is
blocked by MSA. The suspended is that the agent just registers in MSA, it is still
stored in the disk. The exchanged diagram of agent status is shown in Figure 2. All
agents register their own status in MSA.

The interior database is designed to store various information, e.g., the name of
each agent, the capabilities of each agent, the status of each agent, the contact book.
The ontology stores built-in concepts and their relationship, and archives emails
based those concepts.

The main functions of ECIPA supported by our contributions can be summarized
below:

• Operable email-based intelligent cooperation (supported by PA and EtA): In
all the email-mediated works with respect to a user, part of them can be carried
out automatically [17]. The use of the operable email allows an ECIPA to aid
its user to automatically carry out the formalized tasks enclosed in the operable
email sent by another user or the user’s ECIPA.

• Ontology-mediated email management (supported by EtA, ExA, QAA): An
ontology is designed to store background knowledge with respect to the user,
the information of local or global resources, emails and attachments within their

Fig. 2 The statuses of agents
in ECIPA.
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context. ECIPA provides the flexible functions for classifying emails into virtual
folders based on the operations on concepts in the ontology, as well as those for
queries based on concepts.

• Dynamic user behavior learning-based sorting/responding (supported by LA):
ECIPA learns dynamic user behaviors based on the time window techniques
developed by us (see Section 5.2). It prioritizes incoming messages according to
the habit processing emails with respect to a user. In addition, by finding and an-
alyzing the user behaviors, ECIPA can identify whether the user is on vacation.
Thus, ECIPA responds for the user automatically in the case of vacation.

• Automated and cost-sensitive spam filtering (supported by FA): ECIPA
combines multiple Naive Bayesian filters to block unwanted emails. The filtering
method is sensitive to the cost of the false positive errors and the false negative
errors.

ECIPA demonstrates that useful tasks can be accomplished by means of agent
interaction. Furthermore, The key techniques adopted by ECIPA are very useful
for developing other intelligent applications on the Web. For example, the dynamic
behavior learning approach based on time-window can be adopted in other person-
alizing recommendation system on the Web. Although the architecture described is
developed as a three tiers structure, it can be easily implemented by other ways.

4 Operable email as a basis of ECIPA

4.1 Introduction to the operable email

As an indicator of collaboration and knowledge exchange, email provides a rich
source for extracting informal social network across the organization. As a result,
it is a highly relevant area for research on social networks. Just as the WWW
consists of websites and hyperlinks which explicitly connect sites, the Whole World
Social Email Network (WWSEN) consists of email addresses and communication
relationships which implicatively connect users. Hence, among those research topics
of WI, recasting email for ubiquitous social computing is a special goal. On the other
hand, enhancing email with semantic is an important way for implementing email
based intelligent applications. The operable email is our solution for such a goal.

Different from the traditional, merely human-readable email, the operable email
instead provides a language as well as an infrastructure where agents on the WWSEN
can automatically cooperate and deal with some tasks by expressing some infor-
mation in an email with a machine-processable form. We are not sure if a formal
definition of the operable email is useful or desirable. Nevertheless, we suggest the
possible best way of summing up the operable email as follows. It is a technology for
enabling machines to make more sense of some specifically emails sent from an agent
to another, with the result of implementing automated functions or services on the
WWSEN.

It is well know that the traditional email was originally designed as a tool for
the communication of one to one user or one to multiple users. For simplification,
we only consider one to one communication. In our view, the communication
between two users can be categorized into two types, namely automated and
non-automated. However, current emails without semantic do not support any
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automated application, although many new functions have been added to email.
Instead of providing a simple tool for manual communication between two users, the
operable email focuses on offering a mechanism for those two kinds of communica-
tions. Consequently, with the support of the operable email, many intelligent func-
tions, such as searching, question-answering, and problem-solving, become possible
on the WWSEN. Sustained by automated communication based on the operable
email between any two nodes, the WWSEN provides another Internet application
environment that enables people to effectively publish, share, and search information
or resources. Concretely, we view each node as an autonomy agent entity, this allows
more functionality of a node, as well as additional connections and interactions be-
tween different nodes. The operable email is viewed as a soft communication media
between any two entities. That is, for automated tasks, the semantic information from
agent x to agent y is enclosed into an operable email. Imaging that user A wants to
search a resource on the WWSEN, A first inputs relative information about that
resource into A’s agent x. After that, x automatically generates an operable email oe

enclosing information that can be automatically understand by other agents. With
an appropriate mechanism, oe is promulgated on the WWSEN. Then, the received
agents parse, understand and respond oe. Although many details in the illustrative
example are ignored, we still see that the WWSEN provides asynchronous services
(while WWW provides synchronous ones) to support intelligent problem solving,
decision making, question-answering, cooperative teamwork and so on.

In fact, the WWSEN absorbs the Web’s ideals, and it is a complementarity for
current Internet computing. Thus, the current and future WI-related theories and
techniques serving for the wisdom Web provide possible implementation platforms
for developing the operable email and the WWSEN [13, 36]. Figure 3 shows the stack
of operable email, in which the operable email consists of six layers, namely language
layer, knowledge layer, representation layer, explaination layer, functions layer and
services layer.

• The language layer aims at designing Problem Solver Markup Language
(PSML) [27] for representing globally distributed resources and knowledge from

Fig. 3 The stack of the
operable email.
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the WWSEN, as well as problems, tasks, queries, results, profiles and objects.
Note that PSML is a language which bears a machine-understandable form.

• In the knowledge layer, various knowledge, and ontologies including concepts
and their relationship are represented and stored.

• Using PSML, the representation layer provides a mechanism with which profiles,
objects, resources etc. are expressed. A profile is used to denote personalized
information related to a user. An object refers to a mobile agent defined by
PSML. A sharing file, a piece of publishing information etc. on the WWSEN
are called by a joint name, namely resources.

• The explaination layer provides multifarious plug-ins for parsing messages en-
closed into an operable email. For example, a query initiated by a sender is
enclosed into an operable email which will be sent to receivers. At the receivers’
side, the corresponding parser plug-in in the agents is invoked to “understand”
the intention of that query. After that, an answer is enclosed into another
operable email, and then is sent to the sender. Different plug-ins parse different
messages of the operable email. In this way, the operable email affords a flexible
and extensible architecture. That is, when we want to the agent to understand
a new kind of message of the operable email, only installing (or developing) a
corresponding plug-in is needed.

• Just as its name implies, the functions layer offers some functions such as the
function of security mechanism, the promulgation function and the reasoning
function. Agents, the sharing resources, etc. on the WWSEN are especially
vulnerable to new threats from a security viewpoint. The security mechanism
aims at studying countermeasure for that. Through the promulgation function,
an operable email can penetrate over the WWSEN when it is necessary. Carrying
out the reasoning function using knowledge is required for intelligent services.

• The services layer includes many user-oriented services which aid users to solve
sundry problems, such as querying, sharing/searching, publishing etc.

In our view, the operable email opens the door for implementing a wide range
of email-mediated applications with automated functions on the WWSEN that
are neglected or infeasible before. By providing a more efficient and effective
communication means with semantic, the operable email exploits research towards a
long-standing goal of WI, i.e., the wisdom Web [13, 36].

4.2 The operable email in ECIPA

From the description in Section 4.1, we can see that designing such operable email
is a complex engineering. To demonstrate some automated functions for ECIPA’s
users, we here provide a simple PSML in language layer of the operable email.
Using a special field in the header of an operable email, the MSA in ECIPA can
distinguish an operable email from a traditional email. The content in an operable
email is generated by ECIPA (or written by users) according to the PSML syntax as
shown in Table 1.

According to the PSML syntax for providing the automated tasks in ECIPA, we
define some commands as shown in Table 2. Due to the limited space of this paper,
the parameters of those commands are omitted. To simplify the parsing process,
we represent each script of the commands as an XML document according to a
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Table 1 The command syntax of the operable email in BNF.

〈message〉:: = 〈command〉(〈blank〉〈para-value〉)∗
〈command〉:: = 〈identifier〉
〈para-value〉:: = 〈paraName〉〈blank〉〈value〉
〈paraName〉:: = 〈identifier〉
〈value〉:: = (〈ascii〉)*
〈identifier〉:: = 〈alphabetic〉(〈alphabetic〉|〈numeric〉)∗
〈blank〉:: = 〈whitespace〉(〈TAB〉|〈ENTER〉)+

“*” indicated any number of occurrences.
“+” means that the number of occurrences should be greater than 1.

scheme of the body of the operable email before sending [12]. In other words,
ECIPA encodes message-as-XML documents into operable emails, and decodes the
message-as-XML documents back into messages that represent the commands as
shown in Table 2.

Hence, in ECIPA, we can see that the operable email provides an email-based
communication means, facilitated by an assistant of the users. This means that
the operable email supports an email-based agent infrastructure where agents can
automatically deal with some tasks that are impracticable currently. There are several
reasons why using the operable email as a communication media for “bear the
weight” of the communication script. First of all, email clients are lightweight and
available on most of computational devices. In the next place, emails are peer-to-
peer and symmetric communication protocols. Hence, an email-based agent commu-
nication channel does not need a router component. Again, firewalls are not an issue
for email-based communication. Agents on either side of a firewall can communicate
more easily with an email-based infrastructure than with a TCP/IP infrastructure.
Finally, the ISP mailbox acts as a message queuing facility, obviating the need for
a specialized message queuing component. Consequently, the operable email or its
transmutation to be developed in the future is an imperative, simple-seeming but
very useful tool for implementing WI applications on the next generation of the Web
(i.e., the Semantic Web).

In practice, operable emails can be generated by either a user or a program. It
is obvious that the user-generated case is tedious, time-consuming, and error-prone.
Thus, in ECIPA, we adopt the latter to form operable emails for the user according
to the input in the IA of the assistant.

Table 2 The main commands as used in ECIPA.

Command Meaning

download Download a file from another assistant
listfile Ask the receiver to list the sharing files the sender can access
sendfile Ask the receiver to send a file
appointment Make an appointment with the receiver at a given time
meeting Hold a meeting with the receivers at a given time
bulletin Publish a bulletin to receivers
subscribe Subscribe a piece of information from the receiver
ask Ask the receiver about something
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5 An agent based design of ECIPA

In this section, we describe in detail the agent based architecture of ECIPA. More
specifically, the functions and working principles of some of the agents are examined
in relation to the concept of operable emails.

5.1 Ontology-based processing of operable emails

Ontologies provide many useful capabilities [21], such as (1) sharing domain informa-
tion among people and software; (2) enabling reuse of domain knowledge; (3) analyz-
ing domain knowledge and making it more explicit; (4) separating domain knowledge
from its implementation. These useful capabilities motivate us to adopt the ontology-
based method for email management. Specifically, our objective is to archive email
information, email context, user’s background, and other resources into an ontology
represented by OWL (Web Ontology Language: http://www.w3.org/2004/OWL/)
whose logical footstone is Description Logic (DL) [2]. In this way, ECIPA provides
the retrieving, classifying and managing functions based on concepts.

In DL, the complex concepts are constructed by using the atomic concepts, rela-
tionship, and constructors. According to the ontology, the EtA in ECIPA extracts
the relevant information of each email, and then stores them as the instances into the
ontology’s ABox. as shown in Figure 4. Hence, an email is decomposed into much
piece of information, i.e., the instances in the ABox of the DL-based ontology. After
the atomic and complex concepts are defined to obtain the instances of the atomic
concepts and their relationship, the instances of a concept can be queried through

Email(E1). header(H1). body(B1).

hasHeader(E1, H1). hasBody(E1,B1).

hasSender(H1, Yila Su).

appointment(A1).

hasTopic(E1, A1).

…

friend(Yila Su).

scholar(Yila Su).

Background Knowledge in ABox

Instances in ABox

Concepts and their relationship

TBox
All emails fromfriends?

E1…

• An Email named E1

• It came from my friend

•

• He is a scholar

• He wants to make an

appointment with me

..( friend)hasSenderheadhasHeaderEmailEmailofFriend

Information of an email

1. Extracting

3. Querying
4. Reasoning

5. Return

2. StoringMy friend is Yila Su

∩ ∩

Fig. 4 The concept-based query process in ECIPA. 1, 2: ExA extracts and stores an instance into the
ontology; 3: QAA generates a formal query according to user’s query given in IA, and send it to an
inference engine; 4: reasoning; 5: the results are shown in IA.

http://www.w3.org/2004/OWL/
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the reasoning in an inference engine of DL. For example, “sender” and “Email” are
two atomic concepts in the ontology, “hasSender” is an atomic relationship between
these two concepts. “friend” is a sub-subclass of “sender”. Figure 4 shows that the
ABox of this ontology has the following instances: Email(E1); hasSender(E1, Yila
Su); friend(Yila Su). Then we can use the following concept to search “emails from
friends”:

Emailof Friend ≡ Email ∩ ∃hasHeader.(head ∩ ∃hasSender. f riend).

In this example, the inference engine returns the instance “E1” of the above
concept, and shows it to the user via IA. The searching method based on concepts
can return the results that the user really needs. However, the precision and recall of
the traditional searching based on keywords are not perfect.

The main purpose of a concept-based query is to provide the easy, accuracy, and
fast access to all information related to email messages (i.e. message contents, header
fields, attachments etc.). However, the correspondence between a user’s intension of
queries and concepts needs to be established to support such a function, as shown
in Figure 4. To solve this problem, we set several built-in concepts maintained by
the QAA in ECIPA. For example, the following concepts can be defined to dis-
tinguish sender’s status: f amily, colleague, f riend, businessman, and scholar, whose
instances are set by the user.

Emailof Family ≡ Email ∩ ∃hasHeader.(head ∩ ∃hasSender. f amily)

EmailofConfrere ≡ Email ∩ ∃hasHeader.(head ∩ ∃hasSender.confrere)
Emailof Friend ≡ Email ∩ ∃hasHeader.(head ∩ ∃hasSender. f riend)

Emailof Business ≡ Email ∩ ∃hasHeader.(head ∩ ∃hasSender.merchant)
Emailof Scholar ≡ Email ∩ ∃hasHeader.(head ∩ ∃hasSender.scholar).

Thus, an input of a query accepted by the IA is automatically mapped by QAA
into a built-in concept or that one defined by multiple concepts. For example, if a
user wants to get those emails sent from friends who are scholars, ECIPA returns
the instances synchronously defined by the two concepts, namely EmailofFriend and
EmailofScholar, as follows.

EmailFromScholar AndFriend ≡ Email ∩ ∃hadHeader.(head ∩ ∃hasSender
.scholar) ∩ (head ∩ ∃hasSender. f riend)).

By means of executing a query, messages can be classified into a virtual folder. A
virtual folder contains the set of messages defined by an atomic or complex concept at
any given moment. An analogy can be established between a virtual folder and a view
in databases, which is a virtual relation defined by a query over existing, concrete
relations. This enables a user to define virtual folders based on the combination of
built-in concepts. The expression for a folder is executed every time as a user wishes
to retrieve the set of messages represented by the folder criterion. Such a method
guarantees the consistency between the classification criteria specified for a folder,
and the set of messages associated to it. At the same time, the logical association of
emails to virtual folders has some additional advantages; for instance, the same email
is related to one or multiple folders without message duplication.
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As described above, an ontology is also designed to archive the user’s background
knowledge, the information about emails and attachments within their context. In the
archiving method, ECIPA indexes all the contents without user’s involvement. The
ExA in ECIPA acts as the external interface that interacts with the archiving agent of
the organization. The enterprise agent can tell the ExA what are the required emails
for archiving. For those required messages, the ExA protects them from tampering.

5.2 Learning and adaptation

ECIPA is a personal assistant. A prerequisite for developing systems providing the
personalized services is to understand user behavior [1]. However, it is very difficult
to learn the behaviors of a user because they are dynamic. That is, the behavior in a
period is different from that one in another period. In order to capture the dynamic
behaviors, we adopt a technique, namely time window that refers to a period in which
LA observes behaviors of its users. Figure 5 shows an illustrative example of the time
window. In each window, LA observers behaviors of its users, such as determining
what kinds of emails the user read with a higher priority, the deleting behavior, and
the forwarding or replying behavior. Hence, when the window is sliding step by step,
the learned behaviors change synchronously.

Supported by LA, ECIPA provides the functions with respect to behavior learn-
ing: (1) vacation responding, and (2) prioritizing incoming messages. It can be
guessed that a user is on vacation if ECIPA observed no outgoing emails. However,
some receivers may be waiting for a user’s reply. In this case, based on the analyzing
results of LA, the MSA in ECIPA automatically sends a reply to tell the senders that
its user may be on vacation, and to prompt them try to contact the user in other ways
if they have urgent things. The length of a sliding step (denoted by � below) and the
size of a time window (denoted by s below) are the two crucial parameters for this
function, where s > �. For the service of vacation responder, we suggest that the user
sets � to 1, and sets s to �m/n	, where m is the maximum length of vacations, and
2 <= n < m. For example, the first author often has a short vacation less than 7 days,
then the author sets s to 3, where m=7, n=2.

The architecture of ECIPA shows that all agents in ECIPA run on the server
side. Hence, even the user is not online, ECIPA still provides some of the automated
functions (e.g., the vacation responding) for its user.

As mentioned above, ECIPA also learns user behavior to prioritize incoming
messages. The user may then view emails sorted by priority. That is, the priority

Fig. 5 An illustrative example
of the time windows.

date
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outgoing email
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Why only
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is used to represent the degree of importance of new emails. In ECIPA, we define
4 types of priorities for each message:

• Read-based Priority (RP) that is based on the principle “more early read, more
important”;

• Sender-based Priority (SP) that is based on the principle “more frequency, more
important”;

• Similarity-Based Priority (SIP) that is based on the principle “more similar to
important emails, more important”;

• Combined Priority (CP) that is a combination of the above three priorities.

Suppose that there are n new emails, e1 is the first email that a user has read, e2

is the second one, . . ., en is the last one. Then, the RP of the ith email is defined
as RP(ei) = (N − i + 1)/(N ∗ (N − 1)/2). Furthermore, suppose that, in the full time
window, there are N emails in total, and among them, there are N1 ingoing emails, N0

outgoing emails, Nj1 emails are sent by the jth sender, Nj0 are sent to the jth sender.
In the recent time window, the jth sender has sent Mj1 emails, and the ECIPA user
has sent Mj0 emails to this sender. Then, SP of the jth sender is defined as

SP( j ) =
1∑

m=0

(
Njm

Nj
∑Ns

i=1(Nim/Ni)
+ Mjm

Mj
∑Nt

i=1 Mim/Mi

)
+ Nj/N (1)

where Ns is the count of all the senders, Nt is the count of all the time windows,
Nj=Nj1+Nj0, Mj=Mj1+Mj0.

SIP of the jth new email ej is defined as follows. Assume that e1, . . . , eK are e j’s K
nearest neighbors computed by k-NN method [18]. Then, SIP is

SI P(ej) =
K∑

i=1

RP(ei)/K. (2)

ECIPA sorts new emails according to the CP value of each email. For a new email e,
CP(e) is computed as

CP(e) = a ∗ SP(es) + b ∗ SI P(e) (3)

where es denotes the sender of e, a and b are set by the user, 0< a, b ≤2. In fact, in
the CP formula, a feedback mechanism is hidden. From the above descriptions, we
can see that the reading order of a user in this time affects SP value in the next time.
Thus, the CP value changes with the reading behavior of a user.

5.3 Spam filtering

The spam filtering is a very important function of ECIPA. As Segal et al. [24] pointed
out, “the best approach is a multifaceted one, combining various forms of filtering . . .”.
ECIPA combines rule-based and statistical methods. The left side of Figure 6 shows
the working flow of the FA in ECIPA. FA consists of two types agents: rule-based
and statistic-based. When a new email arrives, the rule-based agent uses default rules
to judge whether it is a spam or not. In fact, the rules refer to some of the concepts and
the corresponding instances stored in the ontology of ECIPA. The purposes using
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Fig. 6 The filtering process of FA.

such rules are given in the right-hand of Figure 6. If the rule-based agent fails to
classify that email, ECIPA passes it to the statistic-based agent. For simplification,
we still call the statistic-based agent as FA.

Similar to ATC tasks described in [23], the main issues, when building a filter-
ing agent, include dataset preparation, feature selection, email representation, etc.
[25, 32, 33] give the detailed and formal definition about such a process. Before the
filtering agent is available, we conduct a training phase to train multiple statistic-
based filtering agents. The training phase is divided into four steps: firstly, dividing
the training dataset into Q partitions; secondly, training the kth Naive Bayesian
(NB) [16] agent on the kth subset (k = 1, 2, . . . , Q); thirdly, constructing the training
matrices (includes the spam matrix and the legitimate matrix); fourthly, computing a
weight for each agent using correspondence analysis. After that, when a new email
arrives, Q agents classifies it according to their own weights. The key problem in FA
lies in how to build the training matrices. For simplification, we only consider the
spam matrix below. Suppose that T M(N×(Q+1)) is the matrix, N is the total count of
the training spam. The ith line of T M represents the ith training spam, which mainly
reflects the performance of each filter on the ith training email. Let the ith line vector
in T M be vi, and vi = 〈pi,1, pi,2, . . . , pi,Q−1, pi,Q, pi,Q+1〉, where pi,k(k = 1, . . . , Q)

is the posterior probability of the ith training email belonging to spam, which is
computed by the kth agent, and pi,Q+1 = 1.

The NB algorithm is adopted to learn a filter for each statistic-based agent in FA.
Each statistic-based agent votes a new email according to its weight. Correspondence
Analysis (CA) is adopted to generate the weight for each of such agents. The main
idea of correspondence analysis is to develop simple indices that show the relations
between the row and column categories. These indices tell us simultaneously which
column category has a greater weight in a row category and vice-versa. Corre-
spondence analysis is also related to the issue of dimension reduction of the table.
Algorithm 1 shows the CA process on the spam or legitimate training matrix.
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Here we describe CA process in FA for the spam matrix. For the matrix
T M(N×(Q+1)), the calculations of correspondence analysis may be divided into three
main stages (see Algorithm 1). The first stage (Steps 1.1-1.6 in Algorithm 1) consists
of some preprocessing calculations performed on T MI×J (I = N, J = Q + 1), which
leads to the standardized residual matrix. In the second stage (Step 2 in Algorithm 1),
a singular value decomposition (SVD) is performed on the standardized residual
matrix to redefine it in terms of three matrices: UI×K,

∑
K×K, and VK×J , where

K = min(I − 1, J − 1). In the third stage (Steps 3.1-3.2 in Algorithm 1), we use U ,∑
, V to determine YI×K and Z J×K, the coordinates of the rows and columns of T M,

respectively, in the new space.
YI×K is the principal coordinates of the rows of T M, and Z J×K is the principal

coordinates of the columns of T M. Note that not all K dimensions are necessary.
Hence, we can reduce the dimension to K̃, while some information is lost. Defini-
tion 1 is used to reflect the degree of information loss.

Definition 1 Information loss (IL) is defined as follows.

IL = 1 −
K̃∑

i=1

λi/

K∑

i=1

λi (4)

where λi is the diagonal element in
∑

.
According to Definition 1, given a value of IL, the user can compute the K̃.

In the new geometric representation, the rows zi and z j(i, j = 1, 2, . . . , Q) in Z ,

corresponding to columns i and j in T M, lie close to one another when filters i and j
receive similar predictions from the collection of training emails. Similarly, Z Q+1 is
corresponding to the Q+1 column of T M, which represents the real categorization
of the training emails. Hence, we can define:

Definition 2 The ith Agent’s Weight on Spam (WJi) is defined as follows.

W Ji =
K̃∑

j=1

|Zij + Z (Q+1) j|/
K̃∑

j=1

|Zij − Z (Q+1) j| (5)

where Zij is the jth element in Zi, i = 1, 2, . . . , Q.
Similarly, we can use correspondence analysis on the legitimate matrix. Then, we

can work out the ith Agent’s Weight on Legitimate (WLi).
In the filter combination phase of the FA, the ith statistic-based agent’s prediction

or vote for a spam has a strength proportional to its assigned weight W Ji. Thus, we
can compute the posterior probability of a spam as follows:

p(c1/e) =
Q∑

i=1

W Ji ∗ pi(c1/e) (6)

where pi(c1/e) is the posterior probability of a spam computed by the ith filter, e is a
new email, c1 denotes spam.
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Algorithm 1 The CA process on training matrix T M
Data: T M. //training matrix
Result: U , �, V, Z . //intermediate variables
Process:

Step 1.1. sum = � I
i=1�

J
j=1T Mi, j;

Step 1.2. P = (1/sum)T M;
Step 1.3. r = 〈r1, r2, . . . , rI〉, ri = Pi+ (i = 1, 2, . . . , I);
Step 1.4. c = 〈c1, c2, . . . , cJ 〉, ci = P+i (i = 1, 2, . . . , J);
Step 1.5. Dr = diag(r1, r2, . . . , rI), Dc = diag(c1, c2, . . . , cJ);
Step 1.6. P̃ = D−1/2

r (P − rcT)D−1/2
c ;

Step 2. P̃ = U�VT ;
Step 3.1. Y = D−1/2

r U�;
Step 3.2. Z = D−1/2

c V�;
Step 4. return U , �, V, Z .

Similarly, we can work out the posterior probability of legitimate(c0) for e:

p(c0/e) =
Q∑

i=1

WLi ∗ pi(c0/e). (7)

In general, the decision rule selects the class for which the posterior probability,
p(c j/e) ( j = 0 or 1), is the largest one. This way minimizes the probability of making
an error. While for the email filtering problem, we should consider a somewhat
different rule that minimizes an expected loss or risk. Let c01 be the cost assigning
an email e to c0 (legitimate) when e ∈ c1 (spam), i.e., c01 is the cost of receive-error
(namely, false negative error); and c10 is the cost of reject-error (namely, false positive
error). In practice, it can be very difficult to assign costs. In some situations, both
c01 and c10 may be measured in monetary units that are quantifiable. However, in
many situations, costs are a combination of several different factors measured in
different units, such as money, time, quality of life. As a consequence, they may be
the subjective opinion of an expert.

The overall expected cost (OEC) is used to denote the error cost of a filter:

OEC = c10 p(c1/c0)p0 + c01 p(c0/c1)p1 (8)

where p0 and p1 are the prior probabilities of c0 and c1, respectively, and p(c1/c0) is
the probability of making a reject-error, and p(c0/c1) is the probability of making a
receive-error.

In order to minimize OEC, we can deduce the decision rule as follows:

Rule 1. Given a new email e, we classify it into spam if and only if:

p(c1/e)
p(c0/e)

≥ c10 p0

c01 p1
. (9)

where the right hand side of the inequality is a constant, which is called α below.
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6 Implementation and evaluation of ECIPA

This section reports a prototype implementation of the ECIPA system, as well as
some initial evaluations of the filtering agent.

6.1 An illustrative example using ECIPA

This subsection describes how to use ECIPA to implement automated appointment
based on the operable email. The left side of Table 3 shows a simple example of
using the “appointment” command with its parameters. As shown in this table, the
sender wants to make an appointment with the receiver at 9:00am on Oct 28, 2006.
The participants also include another people, namely Wenbin.

Figure 7 shows the snapshot of ECIPA relative to the function of making
appointment. First, the sender should login (Figure 7a). Then, the email type of
appointment should be chosen (Figure 7b). After that, IA automatically shows an
interface to input corresponding information about that appointment (Figure 7c).
Once the sender clicks the “OK” button, an operable email enclosed this piece of
information shown in the right side of Table 3 is generated automatically. When the
operable email is sent to the receiver from the sender. The assistant of the receiver
parses that command first. If the assistant finds that its owner is not free at that time,
it will automatically ask the sender a new time. Otherwise, it responds automatically
if and only if its owner endued the right to it in advance. If the ECIPAs of a sender
or a receiver agree with the time, IA will show the results for the users (Figure 7d).
QAA will alter the user before the appointment.

6.2 Filtering performance of FA

This subsection discusses the comparative performance of FA and other filtering
algorithms. Below, we first depict the configuration of relative experiments. In the
cost-insensitive classification tasks, two commonly used evaluation measures are
precision and recall. These measures do not take into account the cost of two types
of errors. In our opinion, an ideal filter should have the following features: (1) the
reject-error rate is in a sustainable range [0, β], where β > 0; (2) the receiver-error
rate is a low value; and (3) the total error cost is very low.

Table 3 An example of using the “appointment” command.

(appointment) 〈appointment〉
:date Oct 28, 2006 〈date〉 Oct 28, 2006 〈/date〉
:time 9:00am 〈time〉 9:00am 〈/time〉
:event Netmeeting 〈event〉 Netmeeting 〈/event〉
:participant Wenbin 〈participant〉 Wenbin 〈/participant〉

〈/appointment〉
The user wants to make an appointment with Wenbin at 9:00 am, on Oct 28, 2006.
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(d) Appointment information given by IA.

(b) Select email type. User can choice to write a

traditional email or an Operable Email.

(c) Inputing information of an appointment, then ECIPA

will generate an Operable Email automatically, and send

it to relative sender.

(a) Login

Fig. 7 An illustrative example to show how to make an appointment via ECIPA.

In order to judge whether or not a filter has a good performance, we define three
evaluation criteria as follows:

Definition 3 The reject-error rate (RJER):

RJER = F10/(F10 + F00). (10)

Definition 4 The receive-error rate (REER):

REER = F01/(F01 + F11). (11)

Definition 5 The total error cost (TEC):

TEC = c10 p0 ∗ RJER + c01 p1 ∗ REER. (12)



144 World Wide Web (2009) 12:125–147

Table 4 The distribution of testing and training emails of the two mentioned corpora.

The count of training emails The count of testing emails
Legitimate Spam Legitimate Spam

PU1 488 384 122 96
Ling-Spam 1929 384 483 97

In the three definitions, F10 is the count of reject-error, F01 is the count of receive-
error, F00 is the times correctly classifying legitimate emails, and F11 is the times
correctly classifying spam, respectively. RJER and REER reflect the ratio of two
types of errors, respectively. TEC represents the total cost generated by these two
types of errors. A larger RJER shows that the filter makes the reject-error more often,
and a larger REER indicates that the filter makes the receive-error more often. In
general, the effect of RJER on TEC is much stronger than REER since c10 is larger
than c01. A larger TEC indicates a worse performance.

Several experiments have been carried out on two benchmark datasets for test-
ing email filters’ performance: Ling-Spam and PU1 (http://iit.demokritos.gr/skel/
i-config/downloads/). Table 4 gives the distribution of testing and training emails of
those two corpora. In our experiments, the ratio of feature subset selection is 1%;
Q = 8; the feature subset selection method is based on information gain (IG) [31];
we adopt c01 = 0.5 and c10 = 2 for evaluating the filters.

Figure 8 shows the comparative results of five filtering algorithms with those two
corpora. These methods are NB [11, 30], Rocchio [23], Vote [23], cost-SVM (C-
SVM) [11] and FA, respectively. In this experiment, α is set to 1 for FA. For both
corpora, all the RJER values of FA are very small. That is, FA makes very few
positive errors on these two corpora. Also, C-SVM makes few reject-errors on both
two test datasets. However, the REER and TEC in C-SVM are higher than the ones
in FA with Ling-Spam and PU1. Figure 8a shows that FA has the lowest RJER,
REER and TEC on PU1. For Ling-Spam, it seems that Rocchio filter is the best
one. While this filer is not a cost-sensitive method on the one hand, and on the other
hand, it makes more reject-errors than FA for PU1. From Figure 8b, we can see that
all filters make few positive errors on Ling-Spam. Hence, for Ling-Spam, most of
legitimate test emails may reside on the side represented by the legitimate training
data, and are far way from the classifying hyperplane between legitimate and spam.

(a) PU1 (b) Ling-Spam

Fig. 8 The results of five filters on PU1 and Ling-Spam.

http://iit.demokritos.gr/skel/i-config/downloads/
http://iit.demokritos.gr/skel/i-config/downloads/
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(b) Ling-Spam(a) PU1

Fig. 9 The performance of FA on PU1 and Ling-Spam when α is changing.

In other words, it is difficult for filters to incorrectly classify legitimate test emails for
Ling-Spam.

Figure 9 gives the performance of FA when α is changed. Figure 9 shows the
performance on PU1 and Ling-Spam, respectively. From Figure 9a, we can see that
RJER becomes much lower when α is changed to larger, while REER is opposite.
When we adjust α to be greater, TEC becomes much lower at first, when α arrives at
a threshold, TEC starts to become larger adagio. Figure 9b displays the same pattern.

From Figure 9a, we note that TEC and RJER reach the lowest point when α

adopts the threshold value 1. Figure 9b shows that α should be set to the threshold
value 1.2 if we expect to gain the lowest TEC and RJER on Ling-Spam. In real
applications, we suggest that users should adopt the value of α which is a little larger
than the threshold at which TEC and RJER gain their lowest value. For example, if
PU1 is used as a dataset, α can be set to 1.1, and if Ling-Spam is used as a dataset, α

can be set to 1.3.

7 Concluding remarks

The main contributions in this work can be summarized as follows. Firstly, we
presented how to recast traditional emails for implementing intelligent applications
and ubiquitous computing based on email. Email is indispensable to most user’s
work, and has significant impacts on both academic research and ordinary daily life.
However, when people benefit from email, they often suffer from spam and too much
manual work. To solve this problem completely, we proposed the operable email.
Secondly, we developed an Email-Centric Intelligent Personal Assistant named
ECIPA, by drawing on a variety of WI-related techniques. This assistant combines
various WI-related techniques, such as the operable email, agent-based means etc. to
produce a highly personal and automated system, with more features than found in
a typical system today. The key and novel technical features of such an assistant in-
clude automated and cost-sensitive spam filtering; ontology-mediated classification,
query and archiving; sorting/responding based on dynamic user behavior learning;
intelligent cooperation based on the operable email. Thirdly, a proposed filtering
method is adopted in such an assistant, which combines multiple NB filters based on
its own dynamic weight of voting.
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