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Abstract
Homomorphic encryption is a significant method to protect user privacy in cloud computing
environment. Due to the computation efficiency issue, there is still not many homomor-
phic encryption applications for common users. In this paper,we try to use homomorphic
encryption to enhance the privacy in cloud-based face recognition system. By balancing the
workload between client and server,and reimplementing the similarity measurement func-
tion, our homomorphic encryption version’s performance is almost the same as the original
version in terms of accuracy and time consumption. Our work is especially beneficial tomany
face recognition methods that are using Euclidian distance as their similarity metric.
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1 Introduction

Cloud based face recognition has been more and more used in many areas. Leveraging
the remote computation resources, personal computers and mobile devices can complete
heavy workload which usually needs a large scale of computation, such as face recognition,
object detection, and object recognition. However, human face images contain sensitive
personal information,such as identification informance, health situation, relationship between
others etc. When face images are sent into a third party cloud service provider,they are
also vulnerable to information hijacking in information transmission or privacy leakage in
the untrusted third party cloud service provider. As a result, researchers are looking for
the approaches to leverage untrusted third party computation resources and not leak users’
privacy in the meanwhile.

Generally,there are two ways to protect user privacy in cloud computing scenarios. One is
the secure multi-party computation(SMC) [1,28]. SMC creates methods for parties to jointly
compute a function over their inputs while keeping those inputs private. SMC needs the client
and server work interactively, which is not the common paradigm in our daily applications.
The other one is using Homomorphic Encryption(HE). HE is also known to be an effective
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approach to protect the user privacy in third party cloud service providers. Users’ data is
encrypted with a public key of the homomorphic encryption(HE) scheme and uploaded to
the third-party cloud storage. In homomorphic encryption, users’ data is processed within
encryption domain. The results after processing are also sent back to users in homomorphic
ciphertext. Users only decrypt the results with their private keys without revealing their
data to the cloud service providers. In HE, not only the data, but also the computation
operations are also encrypted. Ideally, the operation and the data can be added and multipled
in arbitrary numbers of time, which is so called Fully Homomorphic Encryption(FHE) [12].
However, FHE is hard to widely used in reality because of its large computation overhead.
To reduce the computation complexity, people are thinking to give up the arbitrary time
of multiplication and constrain the homomorphic computation within certain scale. Within
that scheme, only limited number of multiplication are allowd. That scheme is so called
Somewhat Homomorphic Encryption(SHE) [2,18,23].

Homomorphic encryption has also been used in biometric research applied homomorphic
encryption in finger print recognition [9]. Use FV scheme as their encryption scheme [19].
The work we presented in this paper is focusing on the face recognition application for
cloud computing scenarios. To protect user privacy in the cloud, our solution combines
SHE with current wide-use face recognition model. We believe even with a limit number of
multiplication, it is possible to convert a pretrained facial recognition model into a privacy
secured homomorphic-friendly model, in the meanwhile keep the same recognition rate and
acceptable processing speed. There are two contributions of this paper. First, it provides
a privacy secured solution for cloud based face recognition application via homomorphic
encryption. Second, this paper proposes a converting method that can be used in other face
recognition methods that use eulidian distance as the similarity metrics.

The layout of the paper is like following: Sect. 2 introduces the background of homomor-
phic encryption schemes, the homomorphic encryption framework we used in our system,
and the introduction of CKKS scheme. Section 3 explains some problems in system archi-
tecture designing. Section 4 shows the performance evaluation in terms of accuracy and
computation efficiency.The discussion about the results and future work is in Sect. 5.

2 Related Background

2.1 Somewhat Homomorphic Encryption Schemes

After Gentry et al firstly proposed Full Homomorphic Encryption (FHE) [12] in 2009, other
full homomorphic encryption methods are proposed to improve the computation efficiency
[27]. But large size of keys and low computation efficiency still make FHE difficult to
be widely used. They were soon replaced by the Ring Learning With Errors(RLWE).This
kind of cryptographic schemes are dependent on the hardness of the Ring Learning With
Errors (RLWE) problem. There are three most efficient homomorphic encryption schemes
Brakerski-Gentry-Vaikuntanathan (BGV) [4], Brakerski/Fan-Vercauteren (BFV) [3,10] and
the Cheon-Kim-Kim-Song (CKKS) [6]. In BGV and BFV, computations can only be per-
formed on integers. while in CKKS, computations can be performed on complex numbers
with limited precision. As CKKS can process float numbers, we choose the CKKS scheme
as our homomorphic encryption scheme.

123



Privacy Enhanced Cloud-Based Facial Recognition 2719

2.2 Homomorphic Encryption Library Framework

To implement a practical homomorphic encryption system, many homomorphic encryption
library frameworks have been developed to help implementing the homomorphic encryp-
tion scheme. Those frameworks implement addition, multiplication and other computation
operations and provide the wrapped functions as APIs to common users, which can greatly
accelerate the implementation. SEAL [22] is developed by the Microsoft Research Cryptog-
raphy Research Group. It is originally developed in C++, and only provides BFV and CKKS
schemes. HElib [13] is developed by Shai Halevi and Victor Shoup. It has longer history than
SEAL, but has less community support. PySEAL [26] is a wrapper implementation to the
original SEAL Library.It provides user APIs in python language. In this paper, we choose
the pyseal to be our homomorphic encryption library.

2.3 CKKS Encryption Scheme

CKKS scheme is a homomorphic scheme for approximate arithmetic. It supports an approx-
imate addition and multiplication of encrypted messages,together with a new rescaling
procedure for managing the magnitude of plaintext.The main idea is to add a noise fol-
lowing significant figures which contain a main message. This noise is originally added to
the plaintext for security, but considered to be a part of error occurring during approximate
computations that is reduced along with plaintext by rescaling [6].

The main idea of CKKS is to treat an encryption noise as part of error occurring during
approximate computations. If C is the ciphertext for the message m by the private key sk,
the decryption form is

〈c, sk〉 = m + e (mod q) (1)

where e is a small error inserted to guarantee the security of hardness assumptions such as
the learning with errors(LWE), the ring-LWE(RLWE).If e is relatively small enough to the
message m, the noise will not affect the message and the value m′ = m + e can replace the
original message in approximate arithmetic.

To treat the encryption noise as precision loss, the CKKS has to maintain the result
of multiplication at a certain level. The rescaling technology is used to maintain the level
of product and makes CKKS possible to process the small-degree polynomial, which is a
common case for float and complex numbers. For example, the result of the Eq. 1 after
rescaling is �p−1 · c�(mod q/p).

3 System Architecture

To create a privacy secured face recognition in cloud, there are two issues need to be consid-
ered. One is what kind of facial recognition method is suitable to convert to homomorphic
friendly method and also maintain the recognition accuracy. The other one is, in the load
balancing perspective, how to divide the workload between client and server.

3.1 Facial RecognitionModel

People have developedmany face recognitionmethods, somemethods are usingElasticGraph
Dynamic Link Model [16,17], some methods are using Gabor-filter features combined with
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svm [7,11]. In the past ten years, the development of convolutional neural networks have been
used in face recognition and brought the accuracy of recognition rate to a new level [21,24,25].

As the intrinsic characteristic of homomorphic encryption, two requirements for the
facial recognition method need to be satisfied before it can be converted to privacy-secured
homomorphic-friendly method: (1) since CKKS scheme is based on polynomial encryp-
tion, only linear functions can be encrypted by homomorphic encryption scheme, non-linear
functions in the model have to make an approximation or change to another linear function.
(2) the computation complexity and precision should be controlled at a certain level, large
computation complexity will affect the usability of the system.

The method we presented in this paper is especially useful to the methods that deter-
mine the results by comparing the euclidian distance between two feature embeddings, such
FaceNet [21], Deep Face Recognition [5,20]. Equation 2 is the equation that computes the
euclidian distance between two embeddings. Sincemost operations in this equation are linear
operation(except square root computation), it is suitable to convert it homomorphic encryp-
tion function.

d(x, y) :=
√
(x1 − y1)2 + (x2 − y2)2 + · · · + (xn − yn)2 =

√√√√
n∑

i=1

(xi − yi )2 (2)

We used the face_recognition package in python pip repository. Python face_recognition
package is implemented based on dlib library [8]. The model used by dlib face recognition is
dlib_face_recognition_resnet_model_v1model, which is a resnet neural network [14] trained
by 3 million human face images.

3.2 Workload Balancing

Another important issue need to address is how to divide the workload between the client
and the server in the cloud. The motivation to use the computation resources in the cloud
is moving a part of workload to the cloud. Leveraging the computation resources in cloud,
even common computers and mobile devices is capable to complete some computation-
intensive tasks.However, moving workloads to the cloud in homomorphic scenario does not
mean reduction in computation complexity. The overhead of homomorphic encryption and
decryption may affect the usability of the application.

A typical face recognition application has four parts, shown in Fig. 1, face detection, face
alignment, face feature extraction, andmatching. For both verification and identification tasks
in face recognition, the major efficiency bottleneck is the matching step. In our application,
matching is moved to the cloud.

4 Implementation Details and Evaluation

4.1 Image Encoding

The process of image encoding in our application is computing the embedding of the input
image. Using the pretrained model dlib_face_recognition_resnet_model_v1, the landmark
of input face image will be extracted and will get a feature vector which contains 128 floating
numbers.
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Fig. 1 The layout of the components in a typical face recognition system. The matching resides in the cloud

4.2 Initialization

According to the CKKS scheme, every multiplication in ciphertext will make the level of
the ciphertext increase one. Because the ciphertext in different levels can not be computed.
The relin_key is introduced to reduce the level of the ciphertext. This process is so called
”relinearization”. gal_key is the galios key that will be used in rotating the cipher vector.

In our preliminary test, the size of the aformentioned keys is more than 70M bytes, which
makes it is impractical to upload the keys every time with the embedding information. As a
result, an initial step is necessary and once the client establishes the connectionwith the server,
those two keys are sent to the Cloud. These two keys are not related to information encryption,
the privacy of facial images will not be affected. Figure 2 shows the data communication
between the client and the cloud.

4.3 Square Root

As we mentioned in the previous sections, only linear functions can be transferred into
homomorphic style functions, square root function is difficult to implement. In our implement,
we firstly choose to compute

∑n
i=1(xi − yi )2, send the result back to the client, and compute

the square root in plaintext domain.
One thing need to be point out, in Eq. 2, those variables x1,x2, xi are all encoded by CKKS

into polynomials. The steps of implementation is like following:

1. function sub_inplace(cipher_embedding1-ciphter_embedding2) is used to process xi−yi .
2. user function square_inplace(diff_cipher_embedding) to compute the square the xi − yi .

Every time the ciphertext multiples, the level of the ciphertext increases one. Reli_keys
is used in “Relinearization” to reduce the level the ciphertext.

3. Since there is no function in SEAL to sum up all the elements in one vector, we used a
rotate function rotate_vector_inplace() to rotate the vector 128 times,and sum up the first
element.Then return the first element which is the

∑n
i=1(xi − yi )2. The code is shown in

Fig. 3.
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Fig. 2 The data communication between the client and the cloud. Most components reside in client side,
except the matching

Fig. 3 Vector rotation for elements accumulation

4.4 Performance Test

Face recognition has two types of use cases, verification and identification. In our experiment,
we only tested the cases of the verification cases. We tried to verify whether two face images
belong to the same person. While the identification cases need to compare multiple face
images in the dataset in order to identify the input image is one of the them or not. Our
verification case can be easily extended to identification cases. It will only need to upload
the embeddings and store them in the database on the cloud storage.

In the accuracy test, we use the Eq. 3 to compute the error rate. homomorphic_score
indicates the similarity score gained from comparison two image embeddings in the homo-
morphic encryption scenario.

We used pairs.txt comparison list which contains 6000 comparisons in LFW dataset [15].
In Fig. 4, we can see majority error is below 0.02% which is a very low percentage. It means
our implementation has equivalent accuracy as the original method. The further performance
results are shown in Figs. 5 and 6. Figures 5 and 6 show both original version and homo-
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Fig. 4 The error rate comparing the original similarity score and the score in homomorphic encryption scenario

Fig. 5 ROC curve comparison between the original face_recognition method and our homomorphic modifi-
cation

Fig. 6 ROC curve comparison between the original facenet and our homomorphic modification

morphic version have the same accuracy value, which means the homomorphic modification
almost does not bring performance degradation in accuracy.

error_rate = abs(original_score − homomorphic_score)

original_score
× 100% (3)
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Table 1 Time consumption for
the implementation

Encoding Decoding Encryption Decryption Matching

10ms 13ms 436ms 3ms 2112ms

Table 2 Space consumption for
the implementation

Type Encrypted embedding Matching result

Memory footprint 56 bytes 56 bytes

The time comlexity of our implementation is also plausible for practical use. Table 1
shows the time consumption of each step in our implementation. The matching step in cloud
costs only approximate 2 s.

The space consumption of our implementation is like following. The actual memory
consumption could be varied by the version of python and the CPU achitecture(32-bit or 64-
bit). In our experiment, we used python 3.7 and 64 bit CPU. In Table 2, encrypted embedding
is the ciphertext that client send to the server,matching result is the ciphertext that server send
to the client. Both ciphtertexts are 56 bytes which is plausible for a commodity application.

5 Discussion and Future work

In this paper, we present an implementation of a privacy-secured web based face recognition
system using CKKS homomorphic encryption scheme. By reimplementing the euclidian dis-
tance methods, the matching step could be computed using CKKS homomorphic scheme.
Compare to the original method, the homomorphic encryption version has the same accu-
racy. And the time and space complexity are also acceptable. It is a good example to apply
homomorphic encryption in face recognition area, and especially useful for the methods that
use euclidian distance as their loss functions.
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