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Abstract Nowadays, multimedia is considered to be the biggest big data as it dom-
inates the traffic in the Internet and mobile phones. Currently symmetric encryption
algorithms are used in IoT but when considering multimedia big data in IoT, sym-
metric encryption algorithms incur more computational cost. In this paper, we have
designed and developed a resource-efficient encryption system for encrypting multi-
media big data in IoT. The proposed system takes the advantages of the Feistel
Encryption Scheme, an Advanced Encryption Standard (AES), and genetic algorithms.
To satisfy high throughput, the GPU has also been used in the proposed system. This
system is evaluated on real IoT medical multimedia data to benchmark the encryption
algorithms such as MARS, RC6, 3-DES, DES, and Blowfish in terms of computa-
tional running time and throughput for both encryption and decryption processes as
well as the avalanche effect. The results show that the proposed system has the lowest
running time and highest throughput for both encryption and decryption processes and
highest avalanche effect with compared to the existing encryption algorithms. To
satisfy the security objective, the developed algorithm has better Avalanche Effect
with compared to any of the other existing algorithms and hence can be incorporated
in the process of encryption/decryption of any plain multimedia big data. Also, it has
shown that the classical and modern ciphers have very less Avalanche Effect and
hence cannot be used for encryption of confidential multimedia messages or
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confidential big data. The developed encryption algorithm has higher Avalanche Effect
and for instance, AES in the proposed system has an Avalanche Effect of %52.50.
Therefore, such system is able to secure the multimedia big data against real-time
attacks.

Keywords Internet of things .Multimedia big data . Encryption . AES . GPU

1 Introduction

Currently, the emergence of a new dimension of communication between people and
objects, and between objects with each other is called BInternet of Things^ (IoT). It is
widely spread in several areas, such as industries, academia, wireless networking and
communications [20]. The term BInternet of Things^ (IoT) can be defined as a
collection of objects that have unique addresses which communicate with each other
through a network [3, 16].

This technology is composed of two parts, BInternet^ and BThings^. The phrase
BThings^ can be anything in the real world, whether alive or not alive [8, 9, 12, 17].
With the immediate access to information, which is related to the real world and
things, there has been a marked improvement in services, productivity, and perfor-
mance [4]. Consequently, numerous applications have been developed depend on the
IoT techniques, such as smarter transportation systems, smarter enterprises, smart grid,
factories and multimedia sensing [3]. Experts estimated that by 2020, IoT technology
will be encompassed to 50 billion objects [6]. With IoT growth and widespread rate,
current processing capacity presents a new obstacle for IoT development as they
cannot cope with the massive amount of data generated. So, a big data technology
is needed to improve IoT development [5].

Generally, big data can be defined as Bthe Information asset characterized by such
a high volume, velocity and variety to require specific technology and analytical
methods for its transformation into value^ [5]. However, the big data produced by
IoT has several features comparable to general big data due to the various kinds of
data that have been collected, such as heterogeneity, un-structure, and high redundan-
cy [5]. As part of big data, multimedia are increasingly becoming the BBiggest big
data^ as it currently generates 60% of Internet traffic and 70% of mobile phone traffic
[23]. One of the most important issues that faces multimedia big data is a security.

Many security systems have been developed to keep the communication channels
safe in IoT. One category of these systems employs public-key exchange, such as
AES, 3-DES, DES, and Blowfish. Public key exchange is based on a key that can be
created using time and mathematical processes. After that, the data can be encrypted
and sent using Internet insecure channels. The strength of any symmetric key encryp-
tion system depends on the size of the key used [21, 24, 27]. Symmetric key
encryption algorithms are suitable for IoT environment; since they need low compu-
tational cost and consumes less energy. But, with the huge data introduced by
multimedia big data, symmetric encryption algorithms suffer from performance deg-
radation due to the need of frequent key update mechanism.

There is a little research and technical reports in the academia and industry in the
security of multimedia big data [1, 2, 22]. In addition, there is no an real-time
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encryption system to deal with the multimedia big data. Therefore, we have developed
a resource-efficient encryption system that is suitable for multimedia big data. The
proposed system attempts to offer a multi-level security model where it consists of a
Feistel Encryption System (FES) which is used to manipulate the blocks through the
shift and rotate operations [1, 2, 22], AES symmetric key algorithm, and Genetic
Algorithms (GA). Note that test evaluation has been conducted on real IoT data that
is the medical multimedia big data to the hospital of JUST university, Jordan.

In brief, the encryption phase in such system reads the input files in the form of
multi-size blocks. Each block is divided into plaintext and key. The key is ciphered
using Feistel Encryption System. Then, the plaintext is encrypted using the ciphered
key by AES to generate the cipher text. Finally, the ciphered text and the ciphered
key are integrated using genetic algorithm. On the other hand, the decryption phase is
the reverse of the encryption process. Using this proposed system, there is no need
for key distribution and update mechanism since the key is generated from the data
itself. The data to be encrypted using AES is only half of the original one (since the
other half is encrypted using FES as a key).

The proposed system is tested on high-performance machine equipped with GPU to
handle different real tests to benchmark the symmetric encryption algorithms such as
MARS, RC6, 3-DES, DES, and Blowfish in terms of encryption and decryption time,
throughput and Avalanche Effect. A GPU executes most of the computations, com-
puter graphics, and image processing extremely efficient compared to a CPU. Fur-
thermore, GPU provides many parallel processing units which are ideal for throughput
computing.

The rest of the paper is organized as follows: Section 2 discusses the related work.
In Section 3, we have offered the proposed efficient-resource encryption system and
its architecture framework. The results and discussions have been showed in
Section 4. Finally, Section 5 draws the conclusions and further work.

2 Related works

Many approaches and systems have been proposed to deal with the limitations and
constraints of encrypting transmitted data in the IoT. Furthermore, there is a vital need
to study further the security of multimedia big data. In this section, we have shown a
number of current security protocols and approaches that used to secure the multime-
dia big data.

Y. Zhao [30] proposed an Intelligence Service Security Application protocol
(ISSAP) in order to use a custom data packet encapsulation mechanism and a
cross-platform communication combined with a USPIOT platform for encryption and
business communication, and signature and authentication algorithms. The author did
not provide specific details about the encryption process but, in general, most
USPIOT platforms use traditional encryption algorithms which suffers from overhead
due to keys creation and management.

Sundaram, B. Vinayaga, et al. [25] introduced a combination of encryption and
hash algorithms for IoT. They proposed an encryption algorithm that takes 64 bits’
cipher text and 128 bits’ master key for 32 operational rounds. The hash algorithm is
applied for padding, compression, and truncation. This algorithm cannot deal the huge
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data generated by multimedia big data, since it only can encrypt 64 bits per block,
and however, it is very slow in terms of performance. The algorithm also suffers from
extra overhead represented by key generation and distribution processes.

M. Xin [28] presented a hybrid approach that combines the benefits of both
symmetric and asymmetric encryption algorithms to deal with IoT requirements of
high security and low computation complexity. The hybrid approach uses the Advance
Encryption Standard (AES) and the Elliptic Curve Cryptography (ECC); where AES is
considered to be simple, fast, and reliable encryption algorithm for long plaintexts
encryption and elliptic curves are used as a digital signature and key management.
Although using AES is considered to be fast, key management and digital signature
processes are encrypted using elliptic curves which considered to be complex and
slow, thus adding extra overhead to the hybrid approach.

K. N. Prasetyo, et al. [19] suggested the use of symmetric encryption algorithm to be
adopted in IoT. Therefore, they proposed an implementation of the Blowfish encryption
algorithm on FPGA resource and program it using the VHDL language. The proposed
implementation was evaluated by measuring performance metrics such as security,
encryption time, avalanche effect, and throughput and found to provide a good perfor-
mance. The evaluation of this implementation was only conducted on text inputs and
did not consider multimedia input in the evaluation.

X. Yao, et al. [29] provided a scheme that defines lightweight no-pairing attribute-
based encryption policy that is managed by attribute authority. The scheme is based
on a combination of elliptic curve cryptography (ECC) and key policy (KP-ABE).
This is a suitable for IoT since it is a lightweight scheme, but it suffers from some
limitations like poor flexibility in revoking attribute, poor scalability, and poor gen-
erality. Another lightweight encryption algorithm was implemented by J. Y. Lee, et al.
[15]. Such encryption algorithm based on XOR manipulation was implemented on
hardware to enhance a typical RFID system that is used in IoT. The XOR manipu-
lation is used for anti-counterfeiting and privacy protection.

Another novel approach for IoT was offered by P. N. Mahalle, et al. [18] namedthe
Identity Authentication and Capability-based Access Control (IACAC). It uses public
key approach that is consistent with the limitation of IoT. The approach also intro-
duces a timestamp technique for authenticating the messages sent between the devices
in order to prohibit man-in-the-middle attacks and serve as MAC. Furthermore, the
model uses an RC5 algorithm to encrypt data between communicating devices. The
proposed model aims to gain over the mutual identity establishment in IoT by filling
the existing gaps in both authentication and access control capabilities with the
integrated protocol. When considering multimedia big data, the approach suffers from
additional overhead due to key generation, update, and distribution.

Finally, A. Kumar, et al. [14] introduced a signal security system that depend on
Genetic Algorithms (GA) with Non-Linear Forward-Feedback-Shift-Register
(NLFFSR) for encrypting the signals and transforming them into an unknown format
(disorder data). The main aspect of the system is the feasible integration with
multimedia transmission application and high throughput rate. Using GA in cryptog-
raphy, the system becomes more powerful in encrypted multimedia data specially the
randomness properties of NLFFSR. Subsequently, the best technique is used to facility
transferring the data with highly safe and reliable in the domain of multimedia
communication. However, their results were very sensitive to parameter fluctuations.
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3 Proposed encryption/decryption system

In this section, we introduce our resource-efficient encryption system. The proposed
system consists of three main components: Feistel network, AES with S-box, and
Genetic algorithm. Figure 1 illustrates the proposed system framework.

The input file is divided into a number of equal size blocks, where each block is
split to plaintext and key parts. The key part is encrypted/decrypted using Feistel
network. The Feistel network component divides the key to small blocks and performs
a series of shift and rotation operations on them. The Feistel network produce a
cipher key that will be used in AES component.

AES with S-box accepts the plaintext and the ciphered key as input. AES uses the
substitution-permutation network and performs 10 rounds of encryption to generate the
ciphered text. One of the main challenges in AES is key generation and management,
the proposed system alleviates this challenge since each block is encrypted using a
unique key generated from the data itself.

The ciphered text and ciphered key are integrated in the genetic algorithm com-
ponent. The genetic algorithm uses two levels of integrations; crossover and mutation.
In crossover, portion of the cipher text and ciphered key are swapped, where in
mutation a randomly chosen bit is flipped in both ciphered text and ciphered key.
This integration is repeated number of times for the same block. The result of this
integration along with the crossover and mutation points are written to the encryption
file as a ciphered block. Note that the addition of the crossover and mutation points
increase the system security against brute force attacks.

3.1 Functionality overview of the proposed system

The data required for the system is read serially from an input files in form of blocks
with equal sizes (each block size is 256 bits). The input files may include image,
audio, video or text.

As a start, each block is split into 2 uniform parts; a 128 plain text stream of bits
called Left (L) and another 128 key stream of bits called Right (R). As shown in
Fig. 2, the encryption steps are as follows:

Fig. 1 System framework
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1. Next, the key (R) is divided into 16 bytes that numbered from B0 to B15. Each byte
is split into two nibbles which are symbolizing to lower and upper halves of the byte.
Then using symmetric technique, bytes’ nibbles are shifted.

2. The key (R) part is ciphered using a Feistel algorithm that depends on three operations;
logical right shift to the upper side of a byte, logical left shift to the lower part of another
byte and logical OR for both lower and upper sides of each byte.

Fig. 2 256-bits encryption process
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3. The upper nibble of each byte is rotated to the right and the lower nibble of each byte
is shifted according to the proposed algorithm and illustrated in Fig. 1. As a result, the
arrangement of all nibbles is adjusted as the lower portion becomes comprise of the
upper halves and vice versa; the upper portion became of comprise the lower halves.

4. Rotating, adjusting and swapping are main operations in Feistel algorithm that are
used to change the nibbles order completely, providing a 128 bits encrypted key.
This encrypted key will be used to encrypt plain text part (L).

Fig. 3 256-bits decryption process
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5. The plain text part (L) is ciphered using S-Box technique that is mainly based on
the implementation of Advanced Encryption Standard (AES) encryption algorithm.
AES is used to encrypt plain text part (L) depending on the ciphered key (128
bits) that is already generated from the Feistel algorithm. The key size is very
important in AES, it is responsible for determining the number of iteration for
conversion rounds, which is essential to convert the plaintext into ciphered text,
such as: 10 cycles of repetition for 128-bit key and 12 cycles of repetition for
192-bit keys.

6. The AES algorithm consists of three main rounds. Each round includes many
processing steps and each of them comprise of four similar but different stages,
while taking into account one stage that depends on the encryption key itself. we
can summarize AES as follow:

& Initial Round: this round uses bitwise (XOR) technique that combined the block of
the round key with each byte of the state, this is called Add Round Key.

& Rounds: this round encompass on four main processes that can be described as
follows:

Fig. 4 Single point crossover
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– Sub Bytes process: process of replacing each byte that is located in the state
with another byte by take into account the lookup table. Also is called a non-
linear substitution process.

– Shift Rows process: process of shifting each byte of the state to the left
cyclically.

– Mix Columns process: This process is implemented on each column, each of
them is multiplied with a constant polynomial.

– Add Round Key process: In this process the Rijndael’s key schedule is
responsible for deriving the sub-key from the main key for each round. After
that, the bitwise XOR merges the corresponds byte in each state and sub key;
due to insert the sub-key.

& Final Round: This process contains the same previous processes (Sub Byte, Shift
Rows and Add Round Key) without Mix Columns process.

After AES algorithm finish the job completely, the plaintext is encrypted perfectly.

7. The ciphered text and the cipher key are integrated via a Genetic Algorithm (GA). Genetic
Algorithm is a method that is trying to solve any optimization problem successfully by
modeling it based on the natural selection process. Generally, GA consists of initialization,
selection, mutation, crossover, and termination steps. Those steps are repeated for a
number of generations.

Both of the ciphered key (128 bits) generating from step 5 and the ciphered text (128
bits) results from step 7 are integrated using mutation and crossover steps of GA and
repeated for 10 generations.

8. Finally, a message that includes 256 bits ciphered word, crossover points and mutation
points is sent to the receiver. Algorithm 1 shows a pseudocode for the encryption
algorithm.

Figure 3 illustrates the decryption process. Generally, The decryption process is a reversible
way of the encryption algorithm. The decryption steps is as follows:

1. When the message arrived at the receiver side, the ciphered word (256 bits), crossover
point and mutation point are extracted. GA accepts them as an input; where it divides the
ciphered word into two blocks L/R sides that each of them have the same size (128 bits).
Mutation and crossover operations will be applied for both blocks in reverse order. These
operations will be repeated based on the number of generations.

2. The R block (ciphered key) is entered into Feistel algorithm and decrypted using the
proposed key encryption so as to retrieve the original encryption key, this operation is
called Key Recovery.

3. The L block (ciphered plaintext) along with the R block (ciphered key) are entered into
AES algorithm to be decrypted. Finally, the decrypted plaintext from AES and the
recovered key from Feistel algorithm are added up and sent to an output file.

4. It should be noted that the proposed system is carried out on a graphical processing unit
(GPU) rather than the CPU, in order to optimize performance through parallel processing.
A GPU executes most of the computations, computer graphics, and image processing
extremely efficient compared to a CPU. Furthermore, GPU uses high-speed parallel
processing compared to the CPU’s low-speed sequential processing. So, to encrypt and
decrypt multimedia big data in a fast and efficient way, we used of GPU rather than CPU.
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The pseudocode of the decryption algorithm is shown in algorithm 2.
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3.2 Genetic algorithm

Genetic Algorithm plays essential role in the proposed system. For each block, it integrates and
mixes the cipher plain text and cipher key together based on crossover and mutation operator
actions, which will be repeated for a predefined number of iterations (number of generations).

Crossover is an operation in which two blocks are mixed and match their desirable qualities
in a random way. Many crossover techniques were proposed in literature; our proposed system
uses single-point crossover technique which is illustrated in Fig. 4. The crossover operation
starts by randomly choosing the crossover point (Fig. 4a). Then, the portion of the blocks from
the crossover point to the least significant bit in the two blocks are exchanged (Fig. 4b, c).

Themutationoperation ingeneral isused tomaintain thegeneticdiversity fromonegeneration
to another. Similar to crossover, different mutation types were proposed, in our proposed system
we use the bit string mutation. Figure 5 illustrates the bit string mutation operation, it starts by
randomly choose a mutation point for both cipher plaintext and cipher key (Fig. 5a). Then, the
target bit is flipped in both blocks (Fig. 5b). Note that the mutation probability of a bit is 1/length
(block), where length (block) is the length of the cipher text or cipher key.

The number of generations represents the number of times mutation and crossover opera-
tions are repeated. When this number is high, the system will be more secure since the

Fig. 5 Bit string mutation
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integration is repeated many times but the running time will suffer. On the other hand, when
the number is low, the system will be less secure.

4 Results and analysis

This section presents the evaluation of our proposed encryption system. The evaluation was
conducted to show that the proposed system provides a balance between security and
performance, which make it suitable for multimedia big data environment.

4.1 System implementation and environment

The proposed system was implemented in JAVA language and evaluated against benchmark
symmetric encryption algorithms, such as Data Encryption Standard (DES), 3-DES with 168
bits’ key size, MARS, Rivest Cipher (RC6) and Blowfish with 64 bits’ key size in terms of
running time, throughput for encryption and decryption processes, and the avalanche effect.
The results were measured by a timing process within the program itself. The nature of the
experiment was to replace the AES algorithm with each of the previously mentioned algo-
rithms and compute the running time for each one of them (This is called Benchmarking).
Each test was conducted for several times and the results were averaged. In general,
benchmarking is a process used to measure the performance of an algorithm using specific
indicator then compared the results with others [13].

All the experiments were conducted on an identical platform; HPC resources of Jordan’s
National Supercomputing (IMAN1) which includes 5 IBM cell processor machines. Each
node is equipped with 32 GB of memory, Two Intel Xeon Processor E5-2609 v2 4C 2.5 GHz
10 MB Cache 1333 MHz 80 W CPU, and NVidia tesla k20 GPU which includes 2496
processor cores and 706 MHz core clock. Figure 6 shows the TESLA k20 block diagram [11].

Fig. 6 TESLA K20 block diagram [10]
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The data used in the experiments are collection of real IoT data that is the medical
multimedia big data that are taken from the hospital of JUST university, Jordan. We have
tested the proposed algorithm with different input files sizes, those files were selected
randomly to fall into one of the following intervals: [1 K–1 M], (1 M–100 M], (100 M–
500 M], (500 M–1 G], and (1 G–5 G].

4.2 Performance analysis

In this section, we present and discuss the results of our proposed system in terms of
performance metrics such as Running Time and Throughput for a number of symmetric key
algorithms like MARS, RC6, DES, 3- DES, Blowfish.

Figure 7a–e shows the average running time of the encryption process for input files in the
intervals ([1 KB – 1MB], (1 MB – 100 MB], (100MB – 500 MB], (500MB – 1 GB], (1 GB –

Fig. 7 Average Encryption Time for Intervals: a [1 KB – 1 MB], b (1 MB – 100 MB], c (100 MB – 500 MB], d
(500 MB – 1 GB], e (1 GB – 5 GB]
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5 GB]). In general, running time is the time that an encryption/decryption algorithm takes to
produce a cipher text/plaintext from a plaintext/cipher text.

All evaluated algorithms have a main advantage which is the ability to eliminate weak and
semi-weak keys as the cipher and its inverse use different components. However, all of them
are different from each other’s in terms of number of encryption/decryption rounds, key size,
and structure. Note that DES and 3-DES have the same number of rounds, but 3-DES runs
DES three times, for the same plaintext, with three different keys.

The results demonstrate that AES has the lowest running time in comparison with all other
algorithms which does not exceed 1700 s for the [1 GB – 5 GB] interval. AES is considered to
be very fast in practice; it works more efficiently in hardware and software, more strong and
resistant against all known attacks. MARS achieved better security than RC6 because, in

Fig. 8 Average decryption time for intervals: a [1 KB – 1 MB], b (1 MB – 100 MB], c (100 MB – 500 MB], d
(500 MB – 1 GB], e (1 GB – 5 GB]
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general, it has key size between 128 and 448 bits whereas RC6 support key sizes of 128, 192,
and 256 bits. RC6 has many rounds and does use an extra multiplication operation to make the
rotation dependent on every bit in the word, not only the least significant bits, which increase
the encryption time. From the other side, RC6 is more flexible than MARS because it has 20
rounds than MARS, which is 32 rounds, and it uses less space in memory because it does not
have a table lookup. MARS uses a table lookup, similar to DES S-box, which is a single table
of 512 32-bit word. This leads to a slow software implementation since at least 3 instructions
are needed per lookup. MARS needs less encryption time than RC6, DES, 3-DES, and
Blowfish algorithms because it has heterogeneous structure (most of the rounds are jacketed
by unkeyed mixing rounds) and full optimized implementation.

Nevertheless, MARS has lower performance than AES because it has a table lookup (at
least 3 instructions per look-up) similar to S-Box in DES which is lead to slow software

Fig. 9 Average running time of encryption process for all intervals

Fig. 10 Average running time of decryption process for all intervals
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implementation. From above Fig. 4a–c, it can be seen that Blowfish algorithm behavior better
than 3-DES algorithm, although it uses 128-bit block size compared 168 bit for 3-DES
algorithm. For small input sizes, the difference in key length, which reflects the number of
blocks to be encrypted, does not have a significant effect on encryption time since the number
of blocks to be encrypted are small. On the other hand, results shown in Fig. 4d–e shows that
3-DES is better than Blowfish because it needs more blocks to be encrypted and the number of
blocks to be encrypted is huge (input files sizes 500 MB – 5 GB).

Finally, it was found that 3-DESworse than DES since 3-DES implement DES three times
in sequence. It consists of three different keys (K1, K2 and K3) and has an effective key length

Fig. 11 Average throughput for encryption process for all intervals

Fig. 12 Average throughput for decryption process for all intervals
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of 168 bits. On the other hand, 3-DES more secure than DES because it has 168 bits’ key size,
whereas 56 bits’ is the key size for DES.

Figure 8a–e illustrates the average decryption time for files with input files in the intervals
([1 KB – 1 MB], (1 MB – 100 MB], (100 MB – 500 MB], (500 MB – 1 GB], (1 GB – 5 GB]).
The pattern of the results is the same as the encryption process; this is due to the fact that the
decryption process in symmetric key algorithms is the reverse of the encryption process.

Figures 9 and 10 show the average running time for each algorithm in milliseconds versus
different file sizes (1 KB – 5 GB). The figures show that the overall running time of encryption
and decryption processes for AES is lower than the overall average running time for DES, 3-
DES, MARS, RC6 and Blowfish. The average overall running time for MARS is very close to
AES, but MARS does not satisfy the requirements of IoT.

Figures 11 and 12 present the average throughput for the encryption/decryption processes
for all intervals. The throughput of the encryption/ decryption scheme is calculated by dividing
the total plaintexts in Kilobytes over the total encryption/decryption time [7]. So, as the
throughput of an algorithm increased, the algorithm is considered to have a high speed [7].

Throughput ¼ Plain text Kilobyteð Þ=Encryption Time Secondð Þ:
Figure 10 shows the superiority of the AES encryption algorithm over all other algorithms

for all intervals, from small multimedia file sizes to big multimedia file sizes, with a more than
1120 KB\S throughput. This indicates that AES has high speed for encrypting multimedia big
data per second in comparison with the other algorithms since it uses a substitution-
permutation structure with 10 encryption rounds. On the other hand, 3-DES has the lowest
with throughput that did not exceed 240 KB/S. 3-DES is considered to be a very slow
encryption algorithm since it runs DES three times with three different keys for the same
plaintext block. MARS has the second highest throughput since it uses Type-3 Feistel network
with 32 encryption rounds, followed by RC6, DES, Blowfish, and finally 3-DES. Another
point can be noticed that Blowfish has a very low throughput, this due to the small key size
used compared with the other algorithms.

Figure 11 describes the throughput of the decryption process for all intervals. Similar to the
encryption process, AES has the highest throughput with more than 2290 KB/S followed by
MARS, RC6, DES, Blowfish, and 3-DES with 2280, 1144, 460, and 410 KB/S respectively.

4.3 Security analysis

In this section, we have evaluated our developed algorithm by the security metric which is the
Avalanche Effect. Note that the key advantage of Avalanche Effect is measure the strength of
the proposed algorithm against cracking and hacking threats and real time attacks such as brute

Table 1 The avalanche effect for
different encryption algorithms Encryption

Technique
No. of bits
flipped

%

DES 29 24.2
3-DES 37 30.8
CR6 56 46.6
MARS 59 49.2
Blowfish 31 48.4
Proposed Technique 63 52.5
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force attacks. In key encryption algorithms, changing a small number of bits in plain text in
order to avalanche changes in subsequent rounds resulting in a large number of cipher text bit
changes. For an algorithm to satisfy the avalanche criterion, the change of one plaintext bit is
expected to result in one-half of the cipher text bits changing [26]. The avalanche effect can be
calculated as:

Avalanche effect ¼ No: of flipping bits in the cipher text=No: of bits in the cipher text

� 100%

For example, considering a two-byte plaintext (0100100001101011), the most significant
bit is flipped (1100100001101011). After encryption, the original ciphered text is
(1110101010100110) and the modified ciphered text is (1011000100000100). The Avalanche
effect can be calculated by counting the number of flipped bits in the cipher text, which is 8,
divided by the number of bits in the cipher text. So, the avalanche effect is 50%. The results in
Table 1 are obtained after calculating the respective Avalanche Effects.

Figure 13 presents the avalanche effect for AES and other benchmark encryption algo-
rithms (DES, 3-DES, MARS, RC6 and Blowfish). The results show that AES algorithm
outperforms all other algorithms with 52.5%, Followed by MARS with 49.2%, Blowfish
48.4%, CR6 46.7%, 3-DES 30.8%, and finally DES 24.2%. It can be seen that AES is the only
encryption algorithm to satisfy the avalanche effect criterion; subsequently it needs more time
to be cracked. That is why AES is widely distributed and much more dependable than other
benchmark algorithms.

From the evaluations, it’s concluded that the proposed framework with AES has the lowest
running time, highest throughput, and highest avalanche effect. Thus, the proposed framework
is fast, efficient, secure, reliable, and scalable.

5 Conclusion

In this article, a novel efficient GPU encryption system has been developed to secure the
Multimedia Big Data against real-time attacks such as DoS and tampering attacks. It should be
noted that the developed encryption algorithm combines the process of scrambling of bits and
substitution boxes resulting in high avalanche effect. The results showed that the developed

Fig. 13 The avalanche effect for different encryption algorithms
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system is promising and encouraging in terms of the security and performance objectives. Note
that we have run the experiments on IoT medical multimedia big data from JUST University
Hospital. As a part of future work, the developed system will be run on other IoT multimedia
big data, such as IoT military and education multimedia big data.
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