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Abstract A safe set of a graphG = (V, E) is a non-empty subset S of V such that for
every component A of G[S] and every component B of G[V \S], we have |A| ≥ |B|
whenever there exists an edge of G between A and B. In this paper, we show that a
minimum safe set can be found in polynomial time for trees. We then further extend
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the result and present polynomial-time algorithms for graphs of bounded treewidth,
and also for interval graphs. We also study the parameterized complexity. We show
that the problem is fixed-parameter tractable when parameterized by the solution size.
Furthermore, we show that this parameter lies between the tree-depth and the vertex
cover number. We then conclude the paper by showing hardness for split graphs and
planar graphs.

Keywords Safe set · Graph algorithm · Graph class · Parameterized complexity

1 Introduction

In this paper, we only consider finite and simple graphs. The subgraph of a graph G
induced by S ⊆ V (G) is denoted by G[S]. A component of G is a connected induced
subgraph ofG with an inclusionwisemaximal vertex set. For vertex-disjoint subgraphs
A and B of G, if there is an edge between A and B, then A and B are adjacent.

In a graph G = (V, E), a non-empty set S ⊆ V of vertices is a safe set if, for every
component A of G[S] and every component B of G[V \S] adjacent to A, it holds that
|A| ≥ |B|. If a safe set induces a connected subgraph, then it is a connected safe set.
The safe number s(G) of G is the size of a minimum safe set of G, and the connected
safe number cs(G) of G is the size of a minimum connected safe set of G. It is known
that s(G) ≤ cs(G) ≤ 2 · s(G) − 1 (Fujita et al. 2016).

The concept of (connected) safe number was introduced by Fujita et al. (2016).
Their motivation came from a variant of facility location problems, where the goal is
to find a “safe” subset of nodes in a network that can be used for safe evacuation. See
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Bapat et al. (2016) also for further discussions about themotivation. Fujita et al. (2016)
showed that the problems of finding a minimum safe set and a minimum connected
safe set are NP-hard in general. They also showed that a minimum connected safe set
in a tree can be found in linear time.

Themain contributionof this paper is to give polynomial-time algorithms for finding
a minimum safe set on trees, graphs of bounded treewidth, and interval graphs. We
also show that the problems are fixed-parameter tractable when parameterized by the
solution size. These positive results are complemented by a few hardness results.

The rest of the paper is organized as follows. In Sect. 2, we present an O(n5)-
time algorithm for finding a minimum safe set on trees. In Sect. 3, we generalize the
algorithm to make it work on graphs of bounded treewidth. In Sect. 4, we show that
the problem can be solved in O(n8) time for interval graphs. In Sect. 5, we show the
fixed-parameter tractability of the problem when the parameter is the solution size.
We also discuss the relationship of safe number to other important and well-studied
graph parameters. In Sect. 6, we show that the problems are NP-complete for split
graphs and planar graphs.

2 Safe sets in trees

Recall that a tree is a connected graph with no cycles. In this section, we prove the
following theorem.

Theorem 2.1 For an n-vertex tree, a safe set of minimum size can be found in time
O(n5).

We only show that the size of a minimum safe set can be computed in O(n5) time.
It is straightforward to modify the dynamic program below for computing an actual
safe set in the same running time.

In the following, we assume that a tree T = (V, E) has a root and that the children
of each vertex are ordered. For a vertex u ∈ V , we denote the set of children of u by
CT (u). By Vu we denote the vertex set that consists of u and its descendants, where
a vertex v �= u is a descendant of u if u is on the path from v to the root. We define
some subtrees induced by special sets of vertices as follows (see Fig. 1):

– For a vertex u ∈ V , let T (u) = T [Vu].
– For an edge {u, v} ∈ E where v is the parent of u, let T (u → v) = T [{v} ∪ Vu].
– For u ∈ V with children w1, . . . , wd , let T (u, i) = T

[
{u} ∪ ⋃

1≤ j≤i Vw j

]
.

Note that T (u, 1) = T (w1 → u) if w1 is the first child of u, T (u) = T (u, |CT (u)|)
if u is not a leaf, and T = T (ρ) if ρ is the root of T .

Fragments For a subtree T ′ of T and S ⊆ V (T ′), a fragment in T ′ with respect to
S is the vertex set of a component in T ′[S] or T ′[V (T ′)\S]. We denote the set of
fragments in T ′ with respect to S by F(T ′, S).The fragment that contains the root
of T ′ is active, and the other fragments are inactive. Two fragments in F(T ′, S) are
adjacent if there is an edge of T ′ between them. A fragment F ∈ F(T ′, S) is bad if
it is inactive, F ⊆ S, and there is another inactive fragment F ′ ∈ F(T ′, S) adjacent
to F with |F | < |F ′|.
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u v

w x

ρ

T (u)

T (v → w) T (x, 2)

Fig. 1 Subtrees T (u), T (v → w), and T (x, 2)

(T ′,b, s, a)-feasible sets For b ∈ {in,out}, s ∈ {0, . . . , n}, and a ∈ {1, . . . , n}, we
say S ⊆ V (T ′) is (T ′,b, s, a)-feasible if |S| = s, the size of the active fragment in
F(T ′, S) is a, there is no bad fragment in F(T ′, S), and b = in if and only if the root
of T ′ is in S.

Intuitively, a (T ′,b, s, a)-feasible set S is “almost safe.” If A is the active fragment
in F(T ′, S), then S\A is a safe set of T ′[V (T ′)\A].

For S ⊆ V (T ′), we set ∂max
T ′ (S) and ∂min

T ′ (S) to be the sizes of maximum and
minimum fragments, respectively, adjacent to the active fragment inF(T ′, S). If there
is no adjacent fragment, then we set ∂max

T ′ (S) = −∞ and ∂min
T ′ (S) = +∞.

DP table We construct a table with values ps(T ′,b, s, a) ∈ {0, . . . , n}∪ {+∞,−∞}
for storing information of partial solutions, where b ∈ {in,out}, s ∈ {0, . . . , n},
and a ∈ {1, . . . , n}, and T ′ is a subtree of T such that either T ′ = T (u) for some
u ∈ V , T ′ = T (u → v) for some {u, v} ∈ E , or T ′ = T (u, i) for some u ∈ V and
1 ≤ i ≤ |CT (u)|. The table entries will have the following values:

ps(T ′, in, s, a) =
⎧⎨
⎩

+∞ if no (T ′, in, s, a)-feasible set exists,

min
(T ′,in,s,a)-feasible S

∂max
T ′ (S) otherwise,

ps(T ′, out, s, a) =
⎧
⎨
⎩

−∞ if no (T ′,out, s, a)-feasible set exists,

max
(T ′,out,s,a)-feasible S

∂min
T ′ (S) otherwise.

The definition of the table ps implies the following fact.

Lemma 2.2 s(T ) is the smallest s such that there is a ∈ {1, . . . , n} with
ps(T, in, s, a) ≤ a or ps(T,out, s, a) ≥ a.

Proof Assume that S is a safe set of T such that |S| = s and the root is contained in
S. Let A be the active fragment in F(T, S). Then, S is (T, in, s, |A|)-feasible. Since
A cannot be smaller than any adjacent fragment, we have ∂max

T (S) ≤ |A|. Hence
ps(T, in, s, |A|) ≤ |A| holds. By a similar argument, we can show that if the root is
not in S, then ps(T,out, s, |A|) ≥ |A|.
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Conversely, assume that ps(T, in, s, a) ≤ a for some a ∈ {1, . . . , n}. (The proof
for the other case, where ps(T,out, s, a) ≥ a, is similar.) Let S be a (T, in, s, a)-
feasible set with ∂max

T (S) = ps(T, in, s, a). Since there is no bad fragment inF(T, S)

and the active fragment (of size a) is not smaller than the adjacent fragments (of size
at most ∂max

T (S) = ps(T, in, s, a) ≤ a), all fragments included in S are not smaller
than their adjacent fragments. This implies that S is a safe set of size s. ��

By Lemma 2.2, after computing all entries ps(T ′,b, s, a), we can compute s(T )

in time O(n2). There are O(n3) tuples (T ′,b, s, a), and thus to prove the theorem,
it suffices to show that each entry ps(T ′,b, s, a) can be computed in time O(n2)
assuming that the entries for all subtrees of T ′ are already computed.

We compute all entries ps(T ′,b, s, a) in a bottom-up manner:We first compute the
entries for T (u) for each leaf u. We then repeat the following steps until none of them
can be applied. (1) For each u such that the entries for T (u) are already computed, we
compute the entries for T (u → v), where v is the parent of u. (2) For each u such that
the entries for T (u, i − 1) and T (wi → u) are already computed, where wi is the i th
child of u, we compute the entries for T (u, i).

Lemma 2.3 For a leaf u of T , each table entry ps(T (u),b, s, a) can be computed in
constant time.

Proof The set {u} is the unique (T (u), in, 1, 1)-feasible set. Since F(T (u), {u}) con-
tains no inactive fragment, we set ps(T (u), in, 1, 1) = −∞. Similarly, the empty set
is the unique (T (u),out, 0, 1)-feasible set. We set ps(T (u),out, 0, 1) = +∞. For
the other tuples, there are no feasible sets. We set the values accordingly for them.
Clearly, each entry can be computed in constant time. ��
Lemma 2.4 For a vertex u and its parent v in T , each table entry ps(T (u →
v),b, s, a) can be computed in O(n) time, using the table entries for the subtree
T (u).

Proof We separate the proof into two cases: a ≥ 2 and a = 1. If a ≥ 2, then we can
compute the table entry in constant time. If a = 1, we need O(n) time.

Case 1 a ≥ 2. In this case, for every (T (u → v),b, s, a)-feasible set S, u and v are in
the active fragment of F(T (u → v), S) since the root v of T (u → v) has the unique
neighbor u.

Case 1-1: b = in. Let S be a (T (u → v), in, s, a)-feasible set that mini-
mizes ∂max

T (u→v)(S). Observe that S\{v} is (T (u), in, s − 1, a − 1)-feasible and that
∂max
T (u→v)(S) = ∂max

T (u)(S\{v}). We claim that ∂max
T (u)(S\{v}) = ps(T (u), in, s−1, a−1),

and thus

ps(T (u → v), in, s, a) = ps(T (u), in, s − 1, a − 1).

Suppose that some (T (u), in, s − 1, a − 1)-feasible set Q satisfies ∂max
T (u)(Q) <

∂max
T (u)(S\{v}). Now Q ∪ {v} is (T (u → v), in, s, a)-feasible. However, it holds that

∂max
T (u→v)(Q ∪ {v}) = ∂max

T (u)(Q) < ∂max
T (u)(S\{v}) = ∂max

T (u→v)(S).
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This contradicts the optimality of S.
Case 1-2 b = out. Let S be a (T (u → v),out, s, a)-feasible set that maximizes

∂min
T (u→v)(S). The set S is also (T (u),out, s, a−1)-feasible and satisfies ∂min

T (u→v)(S) =
∂min
T (u)(S). We claim that ∂min

T (u)(S) = ps(T (u), in, s, a − 1), and thus

ps(T (u → v),out, s, a) = ps(T (u),out, s, a − 1).

Suppose that there is a (T (u), in, s, a − 1)-feasible set Q with ∂min
T (u)(Q) > ∂min

T (u)(S).
Since Q is also (T (u → v),out, s, a)-feasible, it holds that

∂min
T (u→v)(Q) = ∂min

T (u)(Q) > ∂min
T (u)(S) = ∂min

T (u→v)(S).

This contradicts the optimality of S.

Case 2 a = 1. For every (T (u → v),b, s, 1)-feasible set S, the set {v} is the active
fragment, and the vertex u is in the unique fragment adjacent to the active fragment.

Case 2-1 b = in. Let S be a (T (u → v), in, s, 1)-feasible set. Then S\{v} is
a (T (u),out, s − 1, a′)-feasible set for some a′. Moreover, since F(T (u → v), S)

does not contain any bad fragment, ∂min
T (u)(S\{v}) ≥ a′. Thus we can set ps(T (u →

v), in, s, 1) as follows:

ps(T (u → v), in, s, 1) =
{
min{a′ : ps(T (u),out, s − 1, a′) ≥ a′} if such a′ exists,
+∞ otherwise.

Case 2-2: b = out. Let S be a (T (u → v),out, s, 1)-feasible set. The set S is a
(T (u), in, s, a′)-feasible set for some a′. SinceF(T (u → v), S) does not contain any
bad fragment, ∂max

T (u)(S) ≤ a′. Thus we can set ps(T (u → v),out, s, 1) as follows:

ps(T (u → v),out, s, 1) =
{
max{a′ : ps(T (u), in, s, a′) ≤ a′} if there is such an a′,
−∞ otherwise.

In both Cases 2-1 and 2-2, we can compute the entry ps(T (u → v),b, s, 1) in
O(n) time by looking up at most n table entries for the subtree T (u). ��
Lemma 2.5 For a non-leaf vertex u with the children w1, . . . , wd and an integer i
with 2 ≤ i ≤ d, each table entry ps(T (u, i),b, s, a) can be computed in O(n2) time,
using the table entries for the subtrees T (u, i − 1) and T (wi → u).

Proof For the sake of simplicity, let T1 = T (u, i − 1) and T2 = T (wi → u). Let
S be a (T (u, i),b, s, a)-feasible set and A be the active fragment in F(T (u, i), S).
For j ∈ {1, 2}, let S j = S ∩ V (Tj ) and A j = A ∩ V (Tj ). Observe that S j is a
(Tj ,b, |S j |, |A j |)-feasible set. If b = in, then S1 ∩ S2 = {u}; otherwise S1 ∩ S2 = ∅.
Thus |S1| + |S2| = |S| + 1 if b = in, and |S1| + |S2| = |S| otherwise. Similarly, since
A1 ∩ A2 = {u}, it holds that |A1| + |A2| = |A| + 1. Therefore, we can set the table
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entries as follows:

ps(T (u, i), in, s, a) = min
s1+s2=s+1
a1+a2=a+1

max{ps(T1, in, s1, a1),ps(T2, in, s2, a2)},

ps(T (u, i),out, s, a) = max
s1+s2=s

a1+a2=a+1

min{ps(T1,out, s1, a1),ps(T2,out, s2, a2)}.

In both cases, we can compute the entry ps(T (u, i),b, s, a) in O(n2) time since there
are O(n) possibilities for each (s1, s2) and (a1, a2). ��

3 Safe sets in graphs of bounded treewidth

In this section, we show that for any fixed constant k, a minimum safe set and a
minimumconnected safe set of a graph of treewidth atmost k can be found in O(n5k+8)

time.
Basically, the algorithm in this section is a generalization of the one in the previous

section. The most crucial difference is that here we may have many active fragments,
and each active fragmentmay havemany vertices adjacent to the “outside.” Thismakes
the algorithm much more complicated and slow.

A tree decomposition of a graph G = (V, E) is a pair ({X p : p ∈ I }, T ) such that
each X p, called a bag, is a subset of V , and T is a tree with V (T ) = I such that

– for each v ∈ V , there is p ∈ I with v ∈ X p;
– for each {u, v} ∈ E , there is p ∈ I with u, v ∈ X p;
– for p, q, r ∈ I , if q is on the p–r path in T , then X p ∩ Xr ⊆ Xq .

The width of a tree decomposition is the size of a largest bag minus 1. The treewidth
of a graph, denoted by tw(G), is the minimum width over all tree decompositions of
G.

A tree decomposition ({X p : p ∈ I }, T ) is nice if

– T is a rooted tree in which every node has at most two children;
– if a node p has two children q, r , then X p = Xq = Xr (such a node p is a join
node);

– if a node p has only one child q, then either
– X p = Xq ∪ {v} for some v /∈ Xq (p is a introduce node), or
– X p = Xq\{v} for some v ∈ Xq (q is a forget node);

– if a node p is a leaf, then X p = {v} for some v ∈ V (p is a leaf node).

Theorem 3.1 Let k be a fixed constant. For an n-vertex graph of treewidth at most k,
a (connected) safe set of minimum size can be found in time O(n5k+8).

Proof We only show that s(G) and cs(G) can be computed in the claimed running
time. It is straightforward to modify the dynamic program below for computing an
actual set in the same running time.

Let G = (V, E) be a graph of treewidth at most k. We compute a nice tree
decomposition ({X p : p ∈ I }, T ) with at most 4n nodes. It can be done in O(n)
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time (Bodlaender 1996; Kloks 1994). For each p ∈ I , let Vp = X p ∪ ⋃
q Xq , where

q runs through all descendants of p in T .

Fragments For a node p and a vertex set S ⊆ Vp, a fragment is a component in G[S]
or G[Vp\S]. We denote the set of fragments with respect to p and S by F(p, S). A
fragment F ∈ F(p, S) is active if F ∩ X p �= ∅, and it is inactive otherwise. Two
fragments in F(p, S) are adjacent if there is an edge of G[Vp] between them. A
fragment F is bad if it is inactive, F ⊆ S, and there is another inactive fragment F ′
adjacent to F with |F | < |F ′|.

DP table For storing information of partial solutions, we construct a table with values
ps(p, s,A, β, γ, φ,ψ) ∈ {t, f} with indices p ∈ I , s ∈ {0, . . . , n}, a partition A of
X p, β : A → {1, . . . , n}, γ : A → {1, . . . , n}∪{±∞}, φ : A → {t, f}, andψ : (A

2

) →
{t, f}. We set

ps(p, s,A, β, γ, φ,ψ) = t

if and only if there exists a set S ⊆ Vp of size s with the following conditions:

– there is no bad fragment in F(p, S),
– for each active fragment F in F(p, S),

– there is a unique element AF ∈ A such that AF = F ∩ X p,
– β(AF ) = |F |,
– φ(AF ) = t if and only if F ⊆ S,
– if F ⊆ S, then γ (AF ) is the size of a maximum inactive fragment adjacent to

F (if no such fragment exists, we set γ (Ai ) = −∞),
– if F � S, then γ (AF ) is the size of a minimum inactive fragment adjacent to

F (if no such fragment exists, we set γ (Ai ) = +∞),
– for two active fragments F, F ′ inF(p, S), ψ({AF , AF ′ }) = t if and only if F and

F ′ are adjacent, where AF = F ∩ X p and AF ′ = F ′ ∩ X p.1

Let ρ be the root of T . The definition of the table ps implies the following fact.

Observation 3.2 s(G) is the smallest s with ps(ρ, s,A, β, γ, φ,ψ) = t for someA,
β, γ , φ, and ψ such that β(A) ≥ γ (A) for each A ∈ A with φ(A) = t, β(A) ≤ γ (A)

for each A ∈ A with φ(A) = f, and β(A) ≥ β(A′) for any A, A′ ∈ A with φ(A) = t
and ψ(A, A′) = t.

For computing cs(G), we need to compute additional information for each tuple
(p, s,A, β, γ, φ,ψ). For A ∈ A, let β ′(A) be the size of the fragment in F(ρ, S)

that is a superset of the fragment FA ⊇ A in F(p, S). If A ⊆ S, then β ′(A) = β(A);
otherwise β ′(A) = |CA\X p| + ∑

A′∈A, A′⊆CA
β(A′), where CA is the component in

G[(V \Vp) ∪ (X p\S)] that includes A. We can compute β ′(A) for all A ∈ A in time
O(n) by running a breadth-first search from X p\S.

1 In the following, we (ab)use simpler notation ψ(AF , AF ′ ) instead of ψ({AF , AF ′ }).
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Fig. 2 Introducing a vertex v.
Fragments are colored in such a
way that the fragments in S are
colored with one color and the
fragments not in S are colored
with the other color (Color
figure online)

v

Xp = Xq ∪ {v}

Vp \ Xp = Vq \ Xq

Observation 3.3 cs(G) is the smallest s with ps(p, s,A, β, γ, φ,ψ) = t for some
p, A, β, γ , φ, and ψ such that β(A) ≥ γ (A) for each A ∈ A with φ(A) = t,
β(A) ≤ γ (A) for each A ∈ A with φ(A) = f, and β(A) ≥ β ′(A′) for any A, A′ ∈ A
with φ(A) = t and ψ(A, A′) = t.

By Observations 3.2 and 3.3, provided that all entries ps(p, s,A, β, γ, φ,ψ) are
computed in advance, we can compute s(G) and cs(G) by spending time O(1) and
O(n), respectively, for each tuple. We compute all entries ps(p, s,A, β, γ, φ,ψ) by
a bottom-up dynamic program.

There are at most 4n · (n + 1) · (k + 1)k+1 · nk+1 · (n + 2)k+1 · 2k+1 · 2(k+1)k/2 =
O(n2k+4) tuples (p, s,A, β, γ, φ,ψ). Now, to prove the theorem, it suffices to show
that each entry ps(p, s,A, β, γ, φ,ψ) can be computed in time O(n3k+4) assuming
that the entries for the children of p are already computed.

Leaf nodes For a leaf node p with X p = {v}, ps(p, s,A, β, γ, φ,ψ) = t if and only
if the following conditions are satisfied: A = {{v}}; s = 1 if φ({v}) = t, s = 0
otherwise; β({v}) = 1; γ ({v}) = −∞ if φ({v}) = t, γ ({v}) = +∞ otherwise; and
ψ is the empty function. The conditions can be checked in O(1) time.

Introduce nodes Let p be an introduce node with the child q and X p = Xq ∪ {v}.
Observe from the definition of tree decompositions that v has no neighbor in Vp\X p.
Let S ⊆ Vp and S′ = S∩Vq . If v ∈ S, then |S′| = |S|−1; otherwise, |S′| = |S|. Now
F(p, S) andF(q, S′) have the same set of the inactive fragments, and thusF(p, S) has
a bad fragment if and only if so does F(q, S′).Let J (v) be the set of active fragments
in F(q, S′) that contain a neighbor of v and are contained in S′ if v ∈ S and in Vq\S′
otherwise. By introducing v, we merge the fragments in J (v) with v into a single
active fragment in F(p, S). (See Fig. 2.) Thus, if we set Fv = {v} ∪ ⋃

F∈J (v) F ,
thenF(p, S) = {Fv}∪ (F(q, S′)\J (v)) and |Fv| = 1+| ⋃F∈J (v) F |. The fragment
Fv is adjacent to an inactive fragment F if and only at least one fragment in J (v) is
adjacent to F . Other active fragments have the same adjacent inactive fragments in
F(p, S) and F(q, S′). The fragment Fv is adjacent to another active fragment F in
F(p, S) if and only if either there is an edge between v and F or F is adjacent to an
active fragment F ′ in F(q, S′) that is a subset of Fv .

The next proposition follows.
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Proposition 3.4 For an introduce node p with the child q and X p = Xq ∪ {v}, the
entry ps(p, s,A, β, γ, φ,ψ) = t if and only if ps(q, s′,A′, β ′, γ ′, φ′, ψ ′) = t for
some s′,A′, β ′, γ ′, φ′, and ψ ′ with the following conditions satisfied, where Av is the
element of A that contains v and A′

v = {A ∈ A′ : A ⊆ Av}:
– s = s′ + 1 if φ(Av) = t, s = s′ otherwise;
– A\{Av} = A′\A′

v;
– for each A ∈ A′\A′

v , it holds that β(A) = β ′(A), γ (A) = γ ′(A), and φ(A) =
φ′(A);

– β(Av) = 1 + ∑
A∈A′

v
β ′(A);

– γ (Av) = maxA∈A′
v
γ ′(A) if φ(Av) = t, γ (Av) = minA∈A′

v
γ ′(A) otherwise;

– φ(Av) = φ′(A) for each A ∈ A′
v;

– ψ(A, A′) = ψ ′(A, A′) for A, A′ ∈ A′\A′
v , ψ(Av, A′) = (∃u ∈ A′, {u, v} ∈

E) ∨ ∨
A∈A′

v
ψ ′(A, A′) for A′ ∈ A′\A′

v;

There are at most |Av||Av | = O(1) candidates forA′, at most n|Av | = O(nk+1) for β ′,
at most (n+2)|Av | = O(nk+1) for γ ′, and at most 2|A′

v |·|A′\A′
v | = O(1) for γ ′. Hence

there are only O(n2k+2) candidates of tuples (q, s′,A′, β ′, γ ′, φ′, ψ ′) satisfying the
conditions in Proposition 3.4.We can check in O(1) time whether a candidate satisfies
the conditions, and thuswe can compute the entryps(p, s,A, β, γ, φ,ψ) in O(n2k+2)

time.

Forget nodes Let p be a forget node with the child q and X p = Xq\{v}. First note
that Vp = Vq , and thus for any S ⊆ Vp, the sets of fragments F(p, S) and F(q, S)

are the same. For a set S ⊆ Vp, let Fv be the fragment containing v. Since v ∈ Xq ,
Fv is active in F(q, S). On the other hand, Fv is inactive in F(p, S) if and only if
Fv ∩ Xq = {v}, that is, Fv becomes inactive by forgetting v.

If Fv is active also in F(p, S), then the sets of active fragments in F(p, S) and
F(q, S) are the same. In such a case, we do not have to update any information about
the fragments.

If Fv ∩ Xq = {v}, then Fv is inactive in F(p, S), see Fig. 3. For an active fragment
F in F(p, S), Fv may be a largest or smallest inactive fragment adjacent to it. In such
a case, we may have to update the γ value of AF = F ∩ X p. Let F be an inactive
fragment in F(p, S) that is adjacent to Fv . If Fv ⊆ S and |Fv| < |F |, then Fv is bad.
If Fv � S and |Fv| > |F |, then F is bad.

From the observations above, we can conclude the following rule for updating the
table for forget nodes.

Proposition 3.5 For a forget node p with the child q and X p = Xq\{v}, the table
entry ps(p, s,A, β, γ, φ,ψ) = t if and only if either (1) ps(q, s,A\{A} ∪ {A ∪
{v}}, β, γ, φ,ψ) = t for some A ∈ A, or (2) ps(q, s,A ∪ {{v}}, β ′, γ ′, φ′, ψ ′) = t
for some β ′, γ ′, φ′, and ψ ′ with the following conditions satisfied:

– β ′({v}) ≥ γ ′({v}) if φ′({v}) = t; β ′({v}) ≤ γ ′({v}) if φ′({v}) = f;
– β = β ′|A, φ = φ′|A, ψ = ψ ′|

(A2 )
– if ψ ′(A, {v}) = f for A ∈ A, then γ (A) = γ ′(A);
– if ψ ′(A, {v}) = t for A ∈ A, then γ (A) = max{γ ′(A), β ′({v})} if φ(A) = t and

γ (A) = min{γ ′(A), β ′({v})} if φ(A) = f.
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v

Xp = Xq \ {v}

Vp \ Xp = (Vq \ Xq) ∪ {v}
Fv

Fig. 3 Forgetting a vertex v

For the first case in Proposition 3.5, there are only |A| = O(1) candidates of
tuples. For the second case, there are options of function values only for the arguments
involving {v}. Thus there are only O(n2) candidates of tuples. The conditions of
each candidate can be checked in O(1) time, and thus we can compute the entry
ps(p, s, α, β, γ, φ,ψ) in O(n2) time.

Join nodes Let p be a join node with the children q and r with X p = Xq = Xr . From
the definition of tree decompositions, we can see that Vq ∩ Vr = X p and there is no
edge between Vq\X p and Vr\X p. Let S ⊆ Vp, S′ = S ∩ Vq , and S′′ = S ∩ Vr .

Observe that an inactive fragment in F(p, S) is an inactive fragment in exactly
one of F(q, S′) and F(r, S′′), and there is no other inactive fragment in F(q, S′) or
F(r, S′′). On the other hand, an active fragment in F(p, S) may be split into several
active fragments in F(q, S′) and F(r, S′′), see Fig. 4. Let H = (F ′,F ′′; E) be the
bipartite graph such that F ′ is the set of active fragments in F(q, S′), F ′′ is the set of
active fragments in F(r, S′′), and {F ′, F ′′} ∈ E for F ′ ∈ F ′ and F ′′ ∈ F ′′ if and only
if F ′ ∩ F ′′ �= ∅. Then, each active fragment F in F(p, S) corresponds to a unique
component C of H . That is, F = ⋃

F ′∈C F ′.
By considering the sizes and adjacency among the merged active fragments and the

unmodified inactive fragments, we can update a table entry for a join node as follows.

Proposition 3.6 For a join node p with the children q and r, the table entry
ps(p, s,A, β, γ, φ,ψ) = t if and only if ps(q, s′,A′, β ′, γ ′, φ′, ψ ′) = t and
ps(r, s′′,A′′, β ′′, γ ′′, φ′′, ψ ′′) = t for some s′, s′′, A′, A′′, β ′, β ′′, γ ′′, φ′, φ′′, ψ ′,
and ψ ′′ with the following conditions satisfied, where A′

A = {A′ ∈ A′ : A′ ⊆ A} and
A′′

A = {A′′ ∈ A′′ : A′′ ⊆ A}:
– s = s′ + s′′ − ∑

A∈A, φ(A)=t |A|;
– A′ and A′′ are refinements of A;
– for any A ∈ A, any A′ ∈ A′

A, and any A′′ ∈ A′′
A, there is a family {A1, . . . , At } ⊆

A′
A ∪ A′′

A such that A1 = A′, At = A′′, and Ai ∩ Ai+1 �= ∅ for 1 ≤ i < t;
– for A ∈ A, β(A) = ∑

A′∈A′
A
β ′(A′) + ∑

A′′∈A′′
A
β ′′(A′′) − |A|;

– φ(A) = φ′(A′) for all A′ ∈ A′
A and φ(A) = φ′′(A′′) for all A′′ ∈ A′′

A;
– for A ∈ A, if φ(A) = t, then γ (A) = max

({γ ′(A′) : A′ ∈ A′
A}∪ {γ ′′(A′′) : A′′ ∈

A′′
A}), otherwise γ (A) = min

({γ ′(A′) : A′ ∈ A′
A} ∪ {γ ′′(A′′) : A′′ ∈ A′′

A});
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Xq

Xr

Xp

Vq \ Xq

Vr \ Xr

Fig. 4 Joining at bags Xq and Xr . (An active fragment in F(p, S) is depicted.)

– for all A, B ∈ A,

ψ(A, B) =
⎛
⎝ ∨

A′∈A′
A, B′∈A′

B

ψ ′(A′, B ′)

⎞
⎠ ∨

⎛
⎝ ∨

A′′∈A′′
A, B′′∈A′′

B

ψ ′′(A′′, B ′′)

⎞
⎠ .

Under the conditions of Proposition 3.6. there are O(n) possible options for (s′, s′′),
O(nk+1) for (β ′, β ′′), O(n2k+2) for (γ ′, γ ′′), and O(1) for the remaining parameters.
Thus we can compute the entry ps(p, s, α, β, γ, φ,ψ) in O(n3k+4) time because the
validity of each tuple can be checked in O(1) time. ��

Note that our algorithm for graphs of treewidth at most k runs in nO(k) time. Such
an algorithm is called an XP algorithm, and an FPT algorithm with running time
f (k) · nc is more preferable, where f is an arbitrary computable function and c is a
fixed constant. It would be interesting if one can show that such an algorithm exists
(or does not exist under some complexity assumption).

3.1 Weighted graphs

For a vertex-weighted graph G = (V, E) with a weight function w : V → Z+, a
set S ⊆ V is a weighted safe set of weight

∑
s∈S w(s) if for each component C of

G[S] and each component D of G[V \S] with an edge between C and D, it holds
that w(C) ≥ w(D). Bapat et al. (2016) showed that finding a minimum (connected)
weighted safe set is weakly NP-hard even for stars. Here we note that the problem is
not strongly NP-hard unless P = NP. Let W = ∑

v∈V w(v). Our dynamic program
above works for the weighted version if we extend the ranges of parameters s, β, and
γ by including {1, . . . ,W }. The running time becomes polynomial in W .
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Theorem 3.7 For a vertex weighted graph of bounded treewidth, a weighted (con-
nected) safe set of the minimum weight can be found in pseudo-polynomial time.

4 Safe sets in interval graphs

In this section, we present a polynomial-time algorithm for finding a minimum safe
set and a minimum connected safe set in an interval graph.

A graph is an interval graph if it can be represented as the intersection graph of
intervals on a line. Given a graph, one can determine in linear time whether the graph
is an interval graph, and if so, find a corresponding interval representation in the same
running time (Booth and Lueker 1976).

Theorem 4.1 For an n-vertex interval graph, a minimum safe set and a minimum
connected safe set can be found in time O(n8).

Proof LetG = (V, E) be a given interval graph. As we can deal with each component
of G separately, we assume that G is connected. The algorithm uses the dynamic
programming technique on an interval representation ofG. We assume that its vertices
(i.e. intervals)v1, . . . , vn are ordered increasingly according to their left ends, andwrite
Xi = {v1, . . . , vi }.

At each step i of the algorithm, we want to store all subsets S ⊆ Xi which can
potentially be completed (with vertices from V \Xi ) into a safe set. The number of such
sets can be exponential: we thus define a notion of signature, and store the signatures
of the sets instead of storing the sets themselves. The cost of this storage is bounded
by the number of possible signatures, which is polynomial in n.

We will then prove that all possible signatures of sets at step i can be deduced from
the set of signatures at step i−1. The cardinality of aminimumsafe set (and aminimum
connected safe set) can finally be deduced from the set of signatures stored during the
last step. We can easily modify the algorithm so that it also outputs a minimum set.

We define the signature of S at step i as the 8-tuple that consists of the following
items (see Fig. 5):

1. The size of S.
2. The vertex vS

r of S with the most neighbors in V \Xi .

3. The vertex v S̄
r of S̄ := Xi\S with the most neighbors in V \Xi .

4. The size of Sr (the rightmost component of S).
5. The size of S̄r (the rightmost component of S̄).
6. The largest size of a component of S̄\S̄r adjacent with Sr .
7. The smallest size of a component of S\Sr adjacent with S̄r .
8. A Boolean value indicating whether S is connected.

Assuming that we know the signature of a set S at step i , we show how to obtain
the signature at step i + 1 of (a) S′ = S and (b) S′ = S ∪ {vi+1}. With this procedure,
all signatures of step i + 1 can be obtained from all signatures at step i .

1. The size of S′ (at step i : |S|).
(a) |S|.
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Fig. 5 The dynamic programming technique applied to an interval representation

(b) |S| + 1.
2. The vertex of S′ with the most neighbors in V \Xi+1 (at step i : vS

r ).
(a) vS

r .
(b) The one of vS

r and vi+1 which has the most neighbors in V \Xi+1.

3. The vertex of S̄′ := Xi+1\S′ with the most neighbors in V \Xi+1 (at step i : v S̄
r ).

(a) The one of v S̄
r and vi+1 which has the most neighbors in V \Xi+1.

(b) v S̄
r .

4. The size of the rightmost component S′
r of S

′ (at step i : |Sr |).
(a) |Sr |.
(b) |Sr | + 1 if vi+1 and vS

r are adjacent, and 1 otherwise (new component). In the
latter case, we discard the signature if |Sr | is strictly smaller than the largest
size of a component of S̄\S̄r adjacent with Sr at step i .

5. The size of the rightmost component S̄′
r of S̄

′ (at step i : |S̄r |).
(a) 1 if vi+1 and v S̄

r are not adjacent (new component), and |S̄r | + 1 otherwise. In
the latter case, we discard the signature if |S̄r | is strictly larger than the smallest
size of a component of S\Sr adjacent with S̄r at step i .

(b) |S̄r |.
6. The largest size of a component of S̄′\S̄′

r adjacent with S′
r (at step i : c).

(a) c if no new component of S̄′ was created (see 5.), and max{c, |S̄′
r |} otherwise.

(b) c if no new component of S′ was created (see 4.), and −∞ otherwise.
7. The smallest size of a component of S′\S′

r adjacent with S̄′
r (at step i : c).

(a) c if no new component of S̄′ was created (see 5.), and +∞ otherwise.
(b) c if no new component of S′ was created (see 4.), and min{c, |S′

r |} otherwise.
8. A Boolean variable indicating whether S′ is connected (at step i : b).

(a) b
(b) t if |S| = 0, b if vi+1 and vS

r are adjacent, and f otherwise.

When all signatures at step n have been computed, we use the additional infor-
mation that S and S̄ cannot be further extended to discard the remaining signatures
corresponding to non-safe sets. That is, we discard a signature if |Sr | < |S̄r |, or |Sr | is
strictly smaller than the largest size of a component of S̄\S̄r adjacent to it, or |S̄r | + 1
is strictly larger than the smallest size of a component of S\Sr adjacent to it.

The minimum sizes of a safe set and a connected safe set can be obtained from the
remaining signatures. For each step i , there are O(n7) signatures. From a signature
for step i , we can compute the corresponding signature for step i + 1 in O(1) time.
Therefore, the total running time is O(n8). ��
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5 Fixed-parameter tractability

In this section, we show that the problems of finding a safe set and a connected safe set
of size at most s is fixed-parameter tractable when the solution size s is the parameter.
For the standard concepts in parameterized complexity, see the recent textbook (Cygan
et al. 2015).

We first show that graphs with small safe sets have small treewidth. We then show
that for any fixed constants s the property of having a (connected) safe set of size at
most s can be expressed in the monadic second-order logic on graphs. Then we use the
well-known theorems by Bodlaender (1996) and Courcelle (1992) to obtain an FPT
algorithm that depends only linearly on the input size.

Lemma 5.1 Let G = (V, E) be a connected graph. If tw(G) ≥ s2−1, then s(G) ≥ s.

Proof It is known that every graph G has a path of tw(G) + 1 vertices as a sub-
graph (Bodlaender 1993). Thus tw(G) ≥ s2 − 1 implies that G has a path of s2

vertices as a subgraph.
Let P be a path of s2 vertices in G, and let S ⊆ V be an arbitrary set of size less

than s. By the pigeon-hole principle, there is a subpath Q of P such that |Q| ≥ s
and S ∩ V (Q) = ∅. Hence there is a component B of G[V \S] with V (Q) ⊆ B.
Since G is connected there is a component A of G[S] adjacent to B. Now we have
|A| ≤ |S| < s ≤ |Q| ≤ |B|, which implies that S is not a safe set. ��

The syntax of the monadic second-order logic of graphs (MS2) includes (i) the
logical connectives ∨, ∧, ¬, ⇔, ⇒, (ii) variables for vertices, edges, vertex sets,
and edge sets, (iii) the quantifiers ∀ and ∃ applicable to these variables, and (iv) the
following binary relations:

– v ∈ U for a vertex variable v and a vertex set variable U ;
– e ∈ F for an edge variable e and an edge set variable F ;
– inc(e, v) for an edge variable e and a vertex variable v, where the interpretation is
that e is incident with v;

– equality of variables.

Lemma 5.2 For a fixed constant s, the property of having a safe set of size at most s
can be expressed in MS2.

Proof For two sets U and W of vertices, we can express the adjacency between them
as:

adjacent(U,W ) := ∃e ∈ E, u ∈ U, w ∈ W (inc(e, u) ∧ inc(e, w)).

For a setU of vertices, the following formula implies that the subgraph induced by
U is connected:

connected(U ) := ∀X ⊆ U (X �= ∅ ∧ X �= U ) �⇒ adjacent(X,U\X).
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By testing maximality also, the following formula implies that W is the vertex set of
a component of the subgraph induced by U .

component(U,W ) := (W ⊆ U ) ∧ connected(W )

∧ ¬(∃u ∈ U, connected(W ∪ {u})).

To express the formula that a vertex set is a safe set, we need to compare the sizes
of two sets. In general, MS2 is not capable of measuring the size of a set. However,
for a fixed constant s, we can express the relation |S| = s (and thus |S| ≤ s and
|S| ≥ s also) for any set S in MS2. For example, |S| = 2 is equivalent to the formula
∃v1, v2 ∈ S (v1 �= v2 ∧ ¬(∃v3 ∈ S (v3 �= v1 ∧ v3 �= v2))). This obviously extends to
|S| = s for any fixed s. Using such a formula, we can express the relation |Q| ≥ |W |
for a set Q with |Q| ≤ s and for any setW as follows:

∨
s′≤s(|Q| ≥ s′∧|W | ≤ s′−1).

Now a set S is a safe set of size at most s if and only if it satisfies the following formula:

s-safe(S) := (|S| ≤ s) ∧ (∀Q ⊆ S,∀W ⊆ V \S, (component(S, Q) ∧
component(V \S,W ) ∧ adjacent(Q,W ) �⇒ |Q| ≥ |W |)).

This implies the lemma as s(G) ≤ s if and only if G models “∃S, s-safe(S).” ��
Corollary 5.3 For a fixed constant s, the property of having a connected safe set of
size at most s can be expressed in MS2.

Theorem 5.4 The problems of finding a safe set and a connected safe set of size
at most s are fixed-parameter tractable when the solution size s is the parameter.
Furthermore, the running time depends only linearly on the input size.

Proof Let G be a given graph. Since we can handle the components separately, we
assume that G is connected. We first check whether tw(G) < (s + 1)2 − 1 in O(n)

time by Bodlaender’s algorithm (Bodlaender 1996). If not, Lemma 5.1 implies that
s(G) ≥ s + 1. Otherwise, Bodlaender’s algorithm gives us a tree decomposition of
G with width less than (s + 1)2 − 1. Courcelle’s theorem (Courcelle 1992) says that
it can be checked in linear time whether a graph satisfies a fixed MS2 formula if the
graph is given with a tree decomposition of constant width (see also Arnborg et al.
1991). Therefore, Lemma 5.2 and Corollary 5.3 imply the theorem. ��

5.1 Relationships to other structural graph parameters

As we showed in Lemma 5.1, the treewidth of a graph is bounded by a constant if
it has constant safe number. Here we further discuss the relationship to other well-
studied graph parameters: tree-depth and vertex cover number. As bounding these
parameters is more restricted than bounding treewidth, more problems can be solved
efficiently when the problems are parameterized by tree-depth or vertex cover number
(see Fellows et al. 2008; Gutin et al. 2015). In the following, we show that the safe
number lies between these two parameters. This implies that parameterizing a problem
by safe number may give a finer understanding of the parameterized complexity of
the problem.
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Tree-depth The tree-depth (Nešetřil and deMendez 2012) [also known as elimination
tree height (Pothen 1988) and vertex ranking number (Bodlaender et al. 1998)] of a
connected graph G is the minimum depth of a rooted tree T such that T ∗ contains G
as a subgraph, where T ∗ is the supergraph of T with the additional edges connecting
all comparable pairs in T . We can easily see that the tree-depth of a graph is at least
its treewidth. It is known that a graph has constant tree-depth if and only if it has
a constant upper bound on the length of paths in it (Nešetřil and de Mendez 2012).
Hence the proof of Lemma 5.1 implies the following relation.

Lemma 5.5 The tree-depth of a connected graph is bounded by a constant if it has
constant safe number.

The converse of the statement above is not true in general. The complete k-ary tree of
depth d is the rooted tree such that each non-leaf vertex has k children and the distance
between the root and each leaf is d. The complete k-ary tree of depth 2 has tree-depth
2 and safe number k.

Vertex cover number A set C ⊆ V (G) is a vertex cover of a graph G if each edge in
G has at least one end in C . A connected vertex cover is a vertex cover that induces
a connected subgraph. The vertex cover number of a graph is the size of a minimum
vertex cover in the graph. We can see that C is a vertex cover if and only if each
component of G\C has size 1. Thus a vertex cover is a safe set, and the following
relation follows.

Lemma 5.6 The safe number of a graph is at most its vertex cover number.

Again the converse is not true. Consider the graph obtained from the star graph K1,k
by subdividing each edge. It has a (connected) safe set of size 2, while its vertex cover
number is k.

Note that Lemma 5.6 and Theorem 5.4 together imply that the problem of finding a
(connected) safe set is fixed-parameter tractable when parameterized by vertex cover
number.

6 Hardness results

A graph is chordal if it has no induced cycle of length 4 or more. Trees and interval
graphs form the most well-known subclasses of the class of chordal graphs. A natural
questionwould be deciding the complexity of the problems on chordal graphs. Another
question is about planar graphs. As the original motivation of the problem was from a
facility location problem, it would be natural to study the problem on planar graphs.
In this section, we show that both cases are hard, even for some of their subclasses.
We also discuss the approximation hardness of the problem.

The problem of deciding whether s(G) ≤ k (or cs(G) ≤ k) is clearly in NP. Thus
in the next subsections we only show NP-hardness.
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6.1 Split graphs

A clique in a graph is a set of pairwise adjacent vertices. An independent set in a graph
is a set of pairwise nonadjacent vertices. A graph G = (V, E) is a split graph if V
can be partitioned into a clique C and an independent set I . We denote such a split
graph by (C, I ; E). In this subsection, we show that the problem of deciding whether
a split graph has a safe set (or a connected safe set) of size at most k is NP-complete.
This also implies the NP-completeness for chordal graphs because a split graph cannot
have an induced cycle of length 4 or more.

Lemma 6.1 Every connected split graph G = (C, I ; E) with two or more vertices
has a minimum safe set S such that S ⊆ C.

Proof First observe that s(G) ≤ |C | since C itself is a safe set. If s(G) = |C |, then
C is the desired safe set. In the following, we assume that s(G) < |C |.

Let S be a minimum safe set of G that minimizes |S ∩ I |. Suppose to the contrary
that S includes a vertex u ∈ I . Let v ∈ C\S and S′ := S\{u} ∪ {v}.

Let X and X ′ be the unique components of G[V (G)\S] and G[V (G)\S′] that
contains vertices of C , respectively. (Such components exists since |S′| = |S| < |C |.)
All other components of G[V (G)\S] and G[V (G)\S′] are of size 1. Observe that X ′
is obtained from X by first removing v with its neighbors in X ∩ I that have v as the
unique neighbor in X ∩ C , and then adding u if u has a neighbor in (X ∩ C)\{v}.
Hence, X ′ ⊆ X ∪ {u}\{v} holds.

Observe that S is adjacent to X : it is trivial if S includes a vertex in C ; otherwise,
X contains C and is a dominating set of G. Since S is a safe set, |S| ≥ |X | holds. Thus
we have that |S′| = |S| ≥ |X | ≥ |X ′|. This implies that S′ is a minimum safe set of
G. This contradicts the choice of S as |S′ ∩ I | = |S ∩ I | − 1. ��
Corollary 6.2 For every split graph G, s(G) = cs(G).

Now we reduce Clique to our problem. In the problem Clique, we are given a
graph H and an integer q and asked whether H contains a clique of size at least q.
Clique is one of Karp’s 21 NP-complete problems (Karp 1972). Note that Clique
is NP-complete even if 2q < |V (H)| since we can add a long path to H without
changing the maximum clique size.

Theorem 6.3 The problemof deciding s(G) ≤ k isNP-complete even for split graphs.

Proof Let (H, q) be an instance of Clique with 2q < |V (H)|. We construct an
instance (G, k) of our problem as follows.

Let n = |V (H)| andm = |E(H)|.We set k = n+m−q−(q
2

)
. LetC = V (H)∪W ,

where W is a set of k − q new vertices. If k − q is not positive, then 2q < n implies
that m <

(q
2

)
and thus (H, q) is a no-instance. Thus we assume k − q is positive. Let

I = E(H) ∪ P , where P is a set of k(k − q) new vertices. We set V (G) = C ∪ I .
That is, we use the edges of H as vertices of G. In G, each {u, v} ∈ E(H) is adjacent
to u and v. Each w ∈ W is adjacent to k vertices in P , and no two vertices inW share
neighbors in P . Finally we make C a clique. Note that I is an independent set, and
thus G is a split graph. See Fig. 6.
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C
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V (H)

E(H)

· · ·

· · · · · ·

W

P

V (H)

E(H)
H

Fig. 6 The reduction for split graphs

Now we show that H has a clique of size at least q if and only if G has a safe set
of size at most k.

To show the only-if part, assume that H has a clique Q of size at least q. Let Q′ ⊆ Q
be a clique of size exactly q. Let S = Q′ ∪ W . The set S has size k. We show that S
is a safe set. Let X be the unique component of G[V (G)\S] that contains vertices of
C . It suffices to show that |X | ≤ k. It holds that

X ∩ I = I\{v ∈ I : NG(v) ⊆ S} = E(H)\E(H [Q′]).

Since Q′ is a clique of size q, we have |X ∩ I | = m−(q
2

)
. As |X ∩C | = |V (H)\Q′| =

n − q, it holds that |X | = |X ∩ C | + |X ∩ I | = n + m − q − (q
2

) = k.
To show the if part, assume that G has a safe set S of size at most k. By Lemma 6.1,

we can assume that S ⊆ C . Let S′ be a set of size exactly k satisfying that S ⊆ S′ ⊆ C .
(Recall that |C | = |V (H)| + |W | = n + k − q ≥ k.) Obviously S′ is a safe set. If
some w ∈ W does not belong to S′, then some component of G[V (G)\S′] contains
NG [w] and thus has size at least k + 1. This contradicts that S′ is a safe set. Hence
W ⊆ S holds. Let Q = S′ − W . Since |W | = k − q, we have |Q| = q. Let X be the
unique component of G[V (G)\S′] that contains vertices of C . Since S′ is a safe set,
|X | ≤ k. As before, we have |X | = |X ∩ C | + |X ∩ I | = n − q + m − |E(H [Q])|,
and thus |E(H [Q])| ≥ (q

2

)
. This implies that Q is a clique (of size q). ��

By Lemma 6.1, s(G) = cs(G) holds for every split graph G. Thus we have NP-
completeness also for the connected safe set problem.

Corollary 6.4 The problem of deciding cs(G) ≤ k is NP-complete even for split
graphs.

6.2 Planar bipartite graphs

In Connected Vertex Cover, we are given a graph H and an integer k < |V (H)|,
and our goal is to decide whether H has a connected vertex cover of size at most k.
It is known that Connected Vertex Cover is NP-complete for connected planar
graphs of maximum degree 4 (Garey and Johnson 1977). We reduce this problem to
ours for connected planar bipartite graphs of maximum degree 7.

We first show that the problem is NP-hard even if k is relatively small.

Lemma 6.5 Connected Vertex Cover is NP-complete for connected planar
graphs G of maximum degree at most 6, even if 4k − 2 < |V (G)|.
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H
v

2k − degH(v) − 2G

Fig. 7 The reduction for planar bipartite graphs

Proof In the reduction by Garey and Johnson (1977), the obtained graph H has a
vertex v with a degree-1 neighbor. We can see that there is a minimum connected
vertex cover of H that contains v.

Let d be the integer such that (5d−1 − 1)/12 ≤ |V (H)| < (5d − 1)/12, and T be
the complete 5-ary tree of depth d, which is with (5d+1 − 1)/4 vertices. Observe that
the unique minimum connected vertex cover of T includes all inner vertices and is of
size (5d − 1)/4. Note that |V (T )| is bounded by a polynomial in |V (H)|. To see this,
observe that |V (H)| ≥ 2 implies d ≥ 3. Thus we have

|V (T )|
3 · |V (H)| ≤ 5d+1 − 1

5d−1 − 1
= 52 + 52 − 1

5d−1 − 1
≤ 52 + 1.

This implies that |V (T )| ≤ 78 · |V (H)|.
Now take the disjoint union of H and T , and then add an edge between v and the

root of T . We call the obtained graph G. This graph G has maximum degree at most 6.
From the arguments above, we can see that H has a connected vertex cover of size at
most k if and only ifG has a connected vertex cover of size atmost k′ := k+(5d−1)/4.
Now we can see that 4k′ − 2 < |V (G)| as follows:

4k′ − 2 < 4k + 5d < 4|V (H)| + 5d = |V (H)| + 3|V (H)| + 5d

< |V (H)| + (5d − 1)/4 + 5d = |V (H)| + (5d+1 − 1)/4 = |V (G)|.

This implies the lemma. ��

Let H be a connected planar graph of maximum degree at most 6, and let k be an
integer such that 4k−2 < |V (H)|. We may also assume that k ≥ 5 because otherwise
the problem can be solved in polynomial time by an exhaustive search. First subdivide
each edge in E(H) once. Then, for each v ∈ V (H), join v to one endpoint of a path
Pv of 2k − degH (v) − 2 new vertices. We call the obtained graph G. See Fig. 7. Note
that G is a connected planar bipartite graph of maximum degree at most 7. For each
vertex v ∈ V (H), let Gv denote the subgraph of G induced by NG[v] ∪ V (Pv). Note
that |V (Gv)| = 2k − 1 for every v ∈ V (H).

Lemma 6.6 If k ≥ 5, then the following are equivalent:
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(i) H has a connected vertex cover of size k;
(ii) G has a connected safe set of size 2k − 1;
(iii) G has a safe set of size 2k − 1.

Proof To show that (i) implies (ii), assume thatC is a connected vertex cover of H such
that |C | = k. Let F be the set of edges in a spanning tree of H [C], and let SF ⊆ V (G)

be the set of corresponding subdivision vertices. We claim that S := C ∪ SF is a
desired connected safe set of G. Since S is connected and |S| = 2k − 1, it suffices
to show that G − S has no component of size at least 2k. Since C is a vertex cover,
no two vertices in V (H) are in the same component of G[V (G)\S]. This implies that
each component of G[V (G)\S] is contained in Gv for some v ∈ V (H) and thus has
size at most 2k − 1.

Now we show that (ii) implies (i). Let S be a connected safe set of G with |S| =
2k − 1. Let S′ be the set of vertices v ∈ V (H) such that S intersects {v} ∪ V (Pv).
Since S is connected in G, S′ is connected in H . Furthermore, |S′| ≤ k holds since
the connectedness of G[S] implies that |S| ≥ |S′| + |S′| − 1. Now it suffices to show
that S′ is a vertex cover of H . Suppose to the contrary that H [V (H)\S′] has an edge
{u, v}. That is, S∩ ({u}∪ Pu ∪{v}∪ Pv) = ∅. Letw ∈ V (G) be the subdivision vertex
corresponding to the edge {u, v}. Observe thatw /∈ S also holds since otherwise {w} is
a component of G[S] adjacent to the component of G[V (G)\S] containing Pu . Thus
G[V (G)\S] has a component that contains {u}∪ Pu ∪{v}∪ Pv ∪{w}. This component
has size at least

(2k − degH (u) − 2) + (2k − degH (v) − 2) + 3 ≥ 4k − 13 > k.

This contradicts that S is a safe set. Thus S′ is a vertex cover of H .
By definition, (ii) implies (iii). To show that (iii) implies (ii), let S be a safe set of

G such that |S| = 2k − 1. A vertex of G can belong to at most two subgraphs Gv and
Gv′ for some v, v′ ∈ V (H). Since 4k − 2 < |V (H)|, there is a vertex v ∈ V (H) such
that S does not intersect Gv . Hence, G[V (G)\S] has a connected component D of
size at least |V (Gv)| = 2k − 1. If S is not connected, then each component of G[S]
has size less than 2k − 1. Since G is connected, some component of G[S] is adjacent
to D. This contradicts that S is a safe set. ��
Theorem 6.7 The problems of deciding s(G) ≤ k and of deciding cs(G) ≤ k are
NP-complete even for planar bipartite graphs of maximum degree at most 7.

6.3 Approximation hardness

Fujita et al. (2016) presented a reduction that transforms an instance (G, k) of Inde-
pendent Set to an instance (G ′, |V (G)|−k+1) of Safe Set andConnected Safe
Set. This can be seen as a reduction from an instance (G, k′) of Vertex Cover to
an instance (G ′, k′ + 1) of Safe Set and Connected Safe Set. It is known that
approximating the vertex cover number within a factor of 1.3606 is NP-hard (Dinur
and Safra 2005). Since the reduction above is gap-preserving, we have the following
approximation hardness for our problems.
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Corollary 6.8 It is NP-hard to approximate the safe number and the connected safe
number within a factor of 1.3606.
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