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Abstract. This paper presents dynamic programming algorithms for generating optimal strip layouts of
equal blanks processed by shearing and punching. The shearing and punching process includes two stages.
The sheet is cut into strips using orthogonal guillotine cuts at the first stage. The blanks are punched from the
strips at the second stage. The algorithms are applicable in solving the unconstrained problem where the blank
demand is unconstrained, the constrained problem where the demand is exact, the unconstrained problem
with blade length constraint, and the constrained problem with blade length constraint. When the sheet length
is longer than the blade length of the guillotine shear used, the dynamic programming algorithm is applied to
generate optimal layouts on segments of lengths not longer than the blade length, and the knapsack algorithm
is employed to find the optimal layout of the segments on the sheet. Experimental computations show that the
algorithms are efficient.
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1. Introduction

In the manufacturing industry, the shearing and punching process is often applied to the
processing of parts made of metal sheet. First the sheet is cut into strips by a guillotine
shear. Then the parts or blanks demanded are cut from the strips by a stamping press.
Typically, a strip is fed into a stamping press that cuts a blank from the strip with
each stroke, moves the strip forward, and cuts the next blank. Usually the blanks are
of irregular type, and only identical blanks can appear in a strip. Where the strip area
must be less than or equal to the sheet area, some trim loss is expected. Some customers
may need blanks of different size. Those involved in mass production may want a large
number of blanks of the same size. The strips of the same blank size are called identical
strips. We refer to the two-dimensional guillotine-cutting problem of identical strips as
the GCPIS.

As shown in figure 1, there are two types of layouts for irregular blanks processed
by shearing and punching, namely the blank layout and the strip layout. A strip layout
consists of one or more sections, with the strips in each section being of the same
length and direction. The blank layout is determined at the tooling design stage. To
improve raw material utilization, the orientation of the blank to be cut from the strip
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Figure 1. Blank layout and strip layout. (a) A blank layout, (b) A strip layout of 1-section, (c) A strip layout
of 2-section.

and the strip width must be considered carefully at this stage. Although a large number
of techniques are available for generating good blank layout [1–5], it is meaningful
to develop algorithms for the GCPIS because of the two reasons below, which were
originally describe in [7].

The first reason is that applying optimal strip layout may improve material usage at
the tooling design stage. The object of the blank layout operation is to determine the
blank orientation and strip width that maximizes the utilization of the raw material. As
a blank is rotated on the strip, both the pitch between blanks changes, and the width
of the strip necessarily changes. Knowing the pitch and the strip width, the number of
blanks yielded by a sheet may be determined from the strip layout. The techniques for
determining blank layout often assume that the strips are of the same direction and length
(figure 1b). It is obvious that applying the layout with more sections and optimizing the
strip layout may improve material usage.

The second reason is that applying optimal strip layout may improve material usage
at the cutting stage. The sheet size is given when generating optimal blank layout at the
tooling design stage. In practice, the sheet size used for real cutting may differ from that
adopted at the tooling design stage. A partial sheet generated during previous cutting
processes may also be used. Because of the investment required to build the tooling,
and the great difficulty in changing blank orientation once the tooling is built, it is
not practical to change the blank layout when the sheet size changes. In this case it is
important to generate optimal strip layout to improve material usage.

A large number of techniques are available to minimize trim loss in cutting rectangular
blanks [5]. There are also a lot of papers published on generating better layouts for the
flame or laser cutting of irregular blanks [2, 6, 9, 13]. Several papers presented algorithms
to generate optimal layouts for rectangular blanks of a single size [4, 8, 10, 14]. To our
knowledge, research focused on generating optimal strip layout for the GCPIS has not
been reported.

One of the authors has presented algorithms for generating optimal strip layouts
[7, 15], where strips of different blank types are allowed to appear in a cutting pattern.
The algorithm uses dynamic programming techniques to generate optimal T-shape
patterns. A T-shape pattern includes two sections, which may be seen as the special
case of the multi-section patterns applied in this paper. T-shape patterns are appropriate
for the case where strips of different widths are demanded, for that the sheet may be
occupied more fully through nesting of strips of various widths. For the GCPIS, only
strips of the same blank type are concerned. All strips have the same width. If the
number of sections is not allowed to exceed two, the material usage will be relatively
low. This conclusion is confirmed by the example presented later.
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The GCPIS discussed in this paper includes four types of problems: the unconstrained
problem where the blank demand is unconstrained, the constrained problem where
the blank demand must be met exactly, the unconstrained problem with blade length
constraint, and the constrained problem with blade length constraint.

This paper presents dynamic programming algorithms to solve the four types of prob-
lems mentioned above. First the dynamic programming algorithm for the unconstrained
problem is constructed. Then the algorithm is extended to solve the constrained problem.
Another two algorithms are introduced to deal with the blade length constraint, one for
the unconstrained problem, and the other for the constrained problem. Computations
were performed to test the time efficiencies of the algorithms. The results indicate that
the algorithms are very efficient.

It should be noted that this paper doesn’t deal with irregular blanks and the problem
can be transformed into a rectangular placement problem where, in each strip, one
rectangle is different.

2. Normal multi-section patterns

2.1. Notation and functions

Some notation and functions to be used are listed in Table 1. Most of them will be
re-introduced where they are used for the first time. The reader may find it is more
convenient to look for the notation definitions in the table than in the text.

2.2. Some definitions

Definition 1. Initial step and succeeding step: As shown in figure 2, the feeding distance
of the strip between two adjacent punch strokes is called a step. There may be one or
more blanks in a step. A step is either an initial step or a succeeding step. The initial
step is larger than or equal to the succeeding step. The strip length direction is the same
as the strip feeding direction. In generating strip layouts, the steps and the strip width
determined by the blank layout are given and the strip length is variable. Without loss of
generality we assume one blank per step. The algorithms obtained under this assumption
are applicable when there are more than one blank in a step.

Definition 2. Strips and sections: A strip includes one or more blanks. Figure 3(a) shows
a strip in Y-direction. The strip direction is in the strip length direction. A section consists
of one or several strips of the same length. Figure 3(b) shows a section in X-direction.

Figure 2. Initial step, succeeding step and strip width.
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Table 1. Notation and functions.

l0, l1, w Initial step, succeeding step, and strip width. l0 ≥ l1

d The blank demand

L, W, Lg Sheet length, sheet width, and the maximum blade length. W ≤ L, W ≤ Lg

M Number of normal lengths between 0 and L

A The vector of normal lengths. A = {a1, . . . , aM}, where a1 = 0 and ai+1 > ai for 1 ≤
i < M

p(x) Return the maximum normal length not larger than x

L0, W0 Normalized sheet length and width, L0 = p(L), W0 = p(W)

sn The number of full sheets used to meet the blank demand (not including the partial
sheet)

dp The number of blanks to be cut from the partial sheet

N Number of the segment lengths to be considered

F(x, y) The maximum number of blanks yielded by rectangle x × y

H = {h1, h2, . . . ,
hN}

The set of segment lengths between 0 and Lg . Its elements are arranged in ascending
order. In a division scheme the length of any segment must be an element of H

V = {v1, v2, . . . , vN} vi is the maximum number of blanks in rectangle hi × W, vi = F(hi, W), i= 1,2, . . ., N

int(x) Return the maximum integer not larger than x

max(x, y) Return the larger one in x and y

BinStrip(x) Return the maximum number of blanks included in a strip of length x. BinStrip(x) =
0, if x < l0; Otherwise, BinStrip (x) = 1 + int

(
(x − l0)

/
l1

)

SecLen(n) Return the minimum length occupied by n blanks SecLen(n) = 0, if n = 0
SecLen (n) = l0 + (n − 1) l1, if n > 0

Figure 3. A strip in Y-direction and a section in X-direction. (a) A strip in Y-direction, (b) A section in
X-direction.

The section length is the same as the strip length. The section width is the product of the
number of strips and the strip width. The section direction is the same as that of the strip
width. In the cutting process it is assumed that the sheet must be divided into sections
before the cutting of any section to produce strips. Figure 4 shows a strip in X-direction
and a section in Y-direction.

Definition 3. Full sheet, partial sheet, and segment: Figure 5(a) shows a full sheet,
which is an original stock sheet. As shown in figure 5(b), if a full sheet is divided into
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Figure 4. A strip in X-direction and a section in Y-direction. (a) A strip in X-direction, (b) A section in
Y-direction.

Figure 5. Full sheet, partial sheet, and segment. (a) A full sheet, (b) A partial sheet, (c) Three segments.

two rectangles by a cut line in Y-direction, the left one is called a partial sheet. When
the length of a full sheet is longer than the blade length, the sheet must be divided
into several segments, with the length of each segment being not longer than the blade
length. The sheet in figure 5(c) is divided into three segments.

Definition 4. Unconstrained and constrained problems: A GCPIS is either unconstrained
or constrained. The former has no constraint on the blank demand, the objective being
to include as many blanks as possible in a layout. The latter has the constraint that the
blank demand must be exact. Generally some blanks must be arranged in a partial sheet.
Assume that L is the sheet length, W is the sheet width, d is the blank demand, n∗ is the
maximum number of blanks yielded by a full sheet, sn is the number of full sheets used
to meet the blank demand (not including the partial sheet). The number of blanks to be
cut from the partial sheet is dp, which may be determined as follows:

n∗ = F(L , W ), sn = int(d/n∗), dp = d − n∗sn (1)

Here function F(x, y) returns the maximum number of blanks included in rectangle x ×
y.

We give the definition of the normal lengths below, which will be used to develop the
algorithms.

Definition 5. Assume that l0, l1, and w are the initial step, succeeding step, and the width
of the strip. x is a normal length, if

x = iw + SecLen( j), i, j non-negative integers, 0 ≤ x ≤ L
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Figure 6. Normal multi-section patterns. (a) Section 1 is an X-section, (b) Section 1 is a Y-section.

SecLen(j) is the minimum length occupied by j blanks:

SecLen( j) = 0, if j = 0; SecLen( j) = l0 + ( j − 1)l1, if j > 0

Namely, normal lengths are the combinations of strip width and the length occupied by
integral steps. Below we denote the vector of normal lengths as A = {a1, . . . , aM},
where

a1 = 0, ai+1 > ai for 1 ≤ i < M.

2.3. Normal multi-section patterns

To standardize cutting patterns and develop algorithms, we introduce some definitions
and theorems below.

Definition 6. Normal multi-section patterns: Figure 6 shows two normal multi-section
layouts. Number the sections according to their cutting order. Thus all odd sections are
in the same direction. All even sections also have a common direction perpendicular to
that of the odd sections. Section 1 may be an X-section (in X direction, as shown in
figure 6(a)) or a Y-section (figure 6(b)). A normal multi-section pattern is defined as a
pattern with all X-sections being bottom-left justified and all Y-sections being top-right
justified. A normal multi-section layout can be completely determined, if all section
widths are known. As shown in figure 6(a), the length of the first section is equal to
the sheet width. The length of the second section is equal to the difference between the
sheet length and the width of the first section.

The following theorems hold for multi-section patterns:

Theorem 1. Any multi-section layout can be transformed to a normal multi-section
layout, without decreasing the number of blanks or increasing the number of sections
in the layout.

The proof is similar to that given in [8]. From this theorem, the optimal pattern for
the GCPIS can be found by searching among normal multi-section patterns. From here
on, only normal multi-section patterns will be discussed.
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Theorem 2. Let x0 be the maximum normal length not larger than x and y0 be the
maximum normal length not larger than y. Then F(x0, y0) = F(x, y).

Proof: Suppose that the layout in rectangle x × y is optimal (figure 6). Push the right
side of the rectangle and all Y-sections towards the left until any of the following events
occurs. (1) At least one Y-section touches the left side of the rectangle. This is possible
when the first section is a Y-section figure 6(b). (2) Y-sections get in touch with X-
sections and no sections overlap. (3) The right side touches with an X-section. The
blank number in the layout does not decrease and the length of the rectangle may be
shortened to x1 through the above pushing action. If any of the three events occurs, x1

is a normal length from Definition 5. x1 ≤ x0 ≤ x holds because that x0 is the maximum
normal length not larger than x. Since F(x1, y) = F(x, y) and x1 ≤ x0 ≤ x, F(x0, y) = F(x,
y). This conclusion also holds for the rectangle width, so F(x0, y0) = F(x, y).

From Theorem 2, segment x × W may be trimmed to segment x0 × W, without
decreasing the number of blanks in it.

Definition 7. Optimal patterns and the simplest optimal pattern: An optimal pattern
yields the maximum number of blanks among all patterns. If an optimal pattern is of the
minimum number of sections among all optimal patterns, it is referred to as the simplest
optimal pattern.

3. The algorithm for the unconstrained problem

3.1. The scheme of the algorithm

The normal multi-section layout may be constructed by building strips in X or Y-
direction. It gives the recursion of dynamic programming:

F(x, y) = max{F(x, y − w) + BinStrip(x), F(x − w, y) + BinStrip(y)} (2)

Formula (2) means that two paths may lead to the pattern on rectangle x × y:

1. As shown in figure 7(a), lay an X-direction strip along the upper side of rectangle
x × (y − w). The strip is of length x and includes BinStrip (x) blanks. The new
rectangle x × y contains F(x, y − w) + BinStrip (x) blanks.

2. As shown in figure 7(b), lay a Y-direction strip along the right side of rectangle (x −
w) × y. The strip is of length y and includes BinStrip (y) blanks. The new rectangle
x × y contains F(x − w, y) + BinStrip (y) blanks.

Although applying formula (2) directly can find the optimal pattern, it may not be the
simplest optimal pattern. The following procedure may be applied to obtain the simplest
optimal pattern. Let

nx = F(x, y − w) + BinStrip (x), ny = F(x − w, y) + BinStrip(y),

and G(x, y) be the number of sections of the optimal pattern in rectangle x × y. Use Q(x,
y) to record the path leads to F(x, y). Let F(x, y) = max(nx, ny). Determine Q(x, y) and
G(x, y) as follows:
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Figure 7. Two paths lead to rectangle x × y. (a) From x × (y − w), (b) From (x − w) × y..

(1) When nx > ny, the current strip is in X-direction, let Q(x, y) = 1. If Q(x, y − w) =
2, the last strip in rectangle x × (y − w) is in Y-direction, let G(x, y) = G(x, y − w)
+ 1; otherwise, let G(x, y) = G(x, y − w).

(2) When nx < ny, the current strip is in Y-direction, let Q(x, y) = 2. If Q(x − w, y) =
1, the last strip in rectangle (x − w) × y is in X-direction, let G(x, y) = G(x − w, y)
+ 1; otherwise, let G(x, y) = G(x − w, y).

(3) When nx = ny, the direction of the current strip does not affect the number of blanks
in rectangle x × y. If the current strip is in X-direction, determine gx, the number
of sections in rectangle x × y as follows:

gx = G(x, y − w) + 1, if Q(x, y − w) = 2; otherwise gx = G(x, y − w)

If the current strip is in Y-direction, determine gy, the number of sections in rectangle
x × y as follows:

gy = G(x − w, y) + 1, if Q(x − w, y) = 1; otherwise gy = G(x − w, y)

Let G(x, y) = min(gx, gy). If gx < gy, the current strip should be in X-direction, let
Q(x, y) = 1. If gx > gy, the current strip should be in Y-direction, let Q(x, y) = 2. If
gx = gy, the number of sections in rectangle x × y does not depend on the direction
of the current strip, let Q(x, y) = 3.

3.2. The algorithm for the unconstrained problem

Assume that p(x) is the maximum normal length not larger than x. L0 is the normalized
sheet length, L0 = p(L) = aM . W0 is the normalized sheet width, W0 = p(W) = aK . The
set of normal lengths A = {a1, . . . , aM} has been obtained from Definition 5. According
to Theorem 2 and the scheme described above, the algorithm is as follows (Algorithm
A):

Step 1. Let F(x, y) = G(x, y) = Q(x, y) = 0 for x = a1, . . . , aM , y = a1, . . . , aK . Let i =
0.

Step 2. Let i = i + 1. Go to Step 9 if i > M. Let x = ai and x0 = p[max(0, x − w)].
Let j = 0.

Step 3. Let j = j + 1. Go to Step 2 if j > K. Let y = aj and y0 = p[max(0, y − w)].
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Step 4. Let nx = ny = 0. If y ≥ w, let nx = F (x, y0) + BinStrip (x). If x ≥ w, let
ny = F (x0, y) + BinStrip (y). Let F(x, y) = max(nx, ny). Go to Step 3 if F(x, y) = 0.
Go to Step 5 if nx > ny. Go to Step 6 if nx < ny. Go to Step 7 if nx = ny.

Step 5. nx > ny. Let Q(x, y) = 1. Let G(x, y) = max[G(x, y0), 1]. Let G(x, y) = G(x, y)
+ 1 if Q(x, y0) = 2. Go to Step 3.

Step 6. nx < ny. Let Q(x, y) = 2. Let G(x, y) = max[G(x0, y), 1]. Let G(x, y) = G(x, y)
+ 1 if Q(x0, y) = 1. Go to Step 3.

Step 7. nx = ny. Let gx = G(x, y0) and gy = G(x0, y). Let gx = gx + 1 if Q(x, y0) = 2.
Let gy = gy + 1 if Q(x0, y) = 1. Let gx = max(gx, 1) and gy = max(gy, 1).

Step 8. Let G(x, y) = min(gx, gy). Let Q(x, y) = 1 if gx < gy, let Q(x, y) = 2 if gx > gy,
otherwise let Q(x, y) = 3. Go to Step 3.

Step 9. The maximum number of blanks is F(L0, W0). Perform section-back-tracking to
obtain the section layout of the optimal pattern.

The function of the section-back-tracking is to return the direction and number of
strips of each section. The steps of the section-back-tracking are as follows:

Step 1. Let x = L0 and y = W0. Let mi be the number of strips and qi be the direction of
the i-th section. Let i = 1 and m1 = 0. Let q1 = 2 if Q(x, y) = 2, other wise let q1 = 1.

Step 2. Let mi = mi + 1 if Q(x, y) = qi or Q(x, y) = 3. Otherwise let i = i+1, mi = 1,
and qi = Q(x, y).

Step 3. Let y = p(y − w) if qi = 1, otherwise let x = p(x − w).
Step 4. Go to Step 5 If F(x, y) = 0. Otherwise go to Step 2.
Step 5. The number of strips and the direction of each section have been found. Output

the optimal pattern.

4. The other algorithms

4.1. The algorithm for the constrained problem

The blank demand must be met exactly for the constrained problem. The algorithm is
as follows (Algorithm B):

Step 1. Determine F(L0, W0) by Algorithm A.
Step 2. Let n∗ = F(L0, W0) in Eq. (1) and determine dp, the number of blanks to be cut

from the partial sheet. Go to Step 4 if dp = 0.
Step 3. Find n, 2 ≤ n ≤ M, so that F(an−1,W0) < dp and F(an, W0) ≥ dp. The length of

the partial sheet is an.
Step 4. Obtain the optimal pattern through section-back-tracking.

Usually two runs of the section-back-tracking are needed. The first finds the section
layout on the full sheet, and the second returns the section layout on the partial sheet.

4.2. The algorithm for the unconstrained problem with blade length constraint

In practice the length of the sheet in stock may be longer than the blade length of the
guillotine shear used. In a factory that produces airplanes, the length of the aluminum
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alloy sheets may be between 5–7 m and the blade length is within 2 m. In the cutting
process the sheet must be divided into several segments before any strip is cut. All
segment lengths must be shorter than or equal to the blade length. This problem is
referred to as the blade length problem.

Assume that Lg is the blade length, Lg < L and Lg ≥ W. Let H = {h1, h2, . . . , hN} be
the set of segment lengths considered, 0 ≤ hi ≤ Lg, i = 1, 2, . . . , N. From Theorem 2 we
know that a segment length can be trimmed to the maximum normal length not larger
than itself, without decreasing the number of blanks in the segment. Therefore, any
element of H may be set to one of the normal lengths between 0 and Lg. The following
model should be solved to find yi (i = 1, 2, . . . , N), the number of segments of length
hi in the optimal pattern:

Max z =
N∑

i=1

vi yi

s.t.
N∑

i=1

hi yi ≤ L , yi is a nonnegative integer, i = 1, 2, . . . , N (3)

Where vi is the maximum number of blanks yielded by segment hi × W. Model (3) is a
knapsack problem, the related knapsack functions are:

f (x) = max

{
N∑

i=1

vi yi ; yi nonnegative integers, and
N∑

i=1

hi yi ≤ x

}

(4)

For any given x, q(x) is to be used to determine how f (x) is achieved. The partition
of x achieving f (x) is given by x1, x2, . . . , xr = x, with xj−1 = xj − hk and k = q(xj)
for j ≥ 2. So we can obtain the segment lengths in the optimal scheme by back tracking
in q(x). Furthermore, the number of blanks yielded by the optimal pattern is n∗ = f(L).
The reader may refer to reference [3, 11] to find the method to solve model (4).

The algorithm for the optimal division of the long sheet may be simply described as
follows (Algorithm C):

Step 1. Find N so that aN = p(Lg). Let hi = ai for 1 ≤ i ≤ N.
Step 2. Perform algorithm A only once to find vi = F(hi, W0), i = 1, . . . , N.
Step 3. Solve model (4) to obtain f(x) and q(x), x = a1, . . . , aM .
Step 4. Find the segment layout of the sheet by segment-back-tracking. Find the section

layout of each segment appearing in the sheet by section-back-tracking. Output the
optimal pattern.

The process of section-back-tracking is the same as that of algorithm A. To find the
segment layout on a sheet of length Ls, the steps are as follows:

Step 1. Let x = p(Ls). Let yi = 0, i = 1, 2, . . . , N.
Step 2. Go to Step 4 if f(x) = 0.
Step 4. Let i = q(x), yi = yi + 1, and x = p(x − hi). Go to Step 2.
Step 5. The number of each segment length has been found. Output the segment layout.
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4.3. The algorithm for the constrained problem with blade length constraint

The algorithm is as follows (Algorithm D):

Step 1. Perform Algorithm C to solve the unconstrained problem with blade length
constraint.

Step 2. From Eq. (1), let n∗ = f(p(L)) = f(aM), sn = int(d/n∗), and dp = d − n∗sn. Go to
Step 4 if dp = 0.

Step 3. Find n, 1 < n ≤ M, so that f(an−1) < dp and f(an) ≥ dp. The length of the partial
sheet is an.

Step 4. Find the segment layouts of the full sheet and the partial sheet through segment-
back-tracking. Find the section layout of each segment appearing in the optimal
pattern by section-back-tracking. Output the optimal pattern.

5. The experimental results

5.1. Test of the algorithms

The computations were performed on a computer with clock rate 1.9 GHz and inner
memory 256 MB. 300 test problems were generated randomly according to the variable
ranges below:

Item Initial step and strip width Sheet length Sheet width Blank demand

Range 100–300 3000–5000 1000–1500 1000–20000

The step and width of the strip, and the length and width of the sheet are all restricted to
integers. In all problems generated, the succeeding step was determined as l1 = int(cl0),
where c is a random value between 0.6 and 1.0. The blank demands were only used for
the constrained problems. They are not necessary for the unconstrained problems. The
tests below are all on the above 300 test problems.

We use material usage to measure the quality of a pattern, which is determined by the
following equation for the unconstrained problem:

u = [nl1w/(L × W )] × 100(%)

Here u is the material usage, and n is the number of blanks in the pattern. For the
constrained problem the material usage u is determined as follows:

u = {dl1w/[(sn L + L f ) × W ]} × 100(%)

Here Lf is the partial sheet length.
(1) The unconstrained and constrained problems without blade length constraint
Algorithms A and B were used to solve the unconstrained and constrained problems

respectively. For the unconstrained problems, the average computation time of one
problem is 0.012 seconds, and the average material usage is 93.59%. The average
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computation time is also 0.012 seconds, and the material usage is 93.57% for the
constrained problems.

20 test problems and the solutions given by algorithm A are listed in Table 2, where
nb is the number of blanks in the optimal pattern, ns is the number of sections. These
problems may be useful for other practitioners to compare against the approach of this
paper.

(2) The unconstrained and constrained problems with blade length constraint
The blade length was set to 2000 for all problems. Algorithms C and D were

applied to solve the unconstrained and constrained problems respectively. The average
computation time of one problem is the same for the two algorithms, which is
0.007 seconds. The average material usage is 92.88% for the unconstrained problems,
and 92.86% for the constrained problems.

5.2. Effect of the blade length on material usage

To analyze the effect of the blade length on material usage, Algorithm C and D were
applied to the test problems. All problems were solved for each blade length. The
computational results are as follows:
Here uC is the average material usage for Algorithm C, and uD is that for Algorithm
D. The two algorithms have the same average computation time (when rounded off to
3 decimal places), which is denoted as t. The material usage increases with the blade
length.

Lg 1500 2000 2500 3000 3500 4000 4500 ≥5000

uC (%) 92.49 92.88 93.12 93.24 93.36 93.46 93.56 93.59

uD (%) 92.48 92.86 93.11 93.22 93.34 93.44 93.54 93.57

t 0.007 0.007 0.009 0.010 0.011 0.012 0.012 0.012

5.3. Potential of the multi-section patterns in saving material

1-section patterns are often used in industry. If only 1-section patterns are allowed. The
average material usage is 91.15% for the unconstrained problems without blade length
constraint. From Section 5.1 we know that the average material usage is 93.59% for
multi-section patterns, which is 2.44% above that of the 1-section patterns.

Applying multi-section patterns can improve material usage. The improvement is
stronger for smaller sheet sizes. For the strip data of the 300 test problems, the com-
putation results of algorithm A for different sheet sizes are listed below, where u1 is
the average material usage of the 1-section patterns, and um is that of the multi-section
patterns.

Sheet size 1500 × 750 2000 × 1000 2500 × 1250 3000 × 1500 4000 × 2000

u1 (%) 83.19 87.35 89.99 91.92 93.49

um (%) 86.78 90.49 92.72 94.31 95.80

(um−u1) (%) 3.59 3.14 2.73 2.39 2.31
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Table 2. Some test problems and their solutions.

No w l0 l1 L W nb ns

1 100 114 72 3019 1009 410 1

2 268 115 72 3201 1139 177 4

3 229 225 159 4246 1389 156 1

4 130 114 81 4395 1129 447 4

5 246 218 178 4941 1464 160 1

6 235 204 194 4810 1465 149 3

7 160 209 195 4227 1176 154 4

8 100 250 199 3247 1452 224 1

9 272 223 145 4323 1009 93 2

10 274 106 84 3846 1080 174 2

11 125 286 277 4562 1183 150 3

12 274 264 246 4951 1049 74 2

13 193 261 244 3979 1323 104 2

14 212 114 95 3889 1450 272 3

15 115 214 180 3449 1265 206 3

16 161 284 228 3096 1363 108 2

17 155 243 163 3587 1294 168 1

18 297 118 108 3567 1007 108 1

19 241 152 117 3015 1073 100 1

20 169 225 206 4249 1336 156 3

5.4. Solution to an example

For the strip shown in figure 1(a), l0 = 160, l1 = 132 and w = 183 respectively. Assume
that the sheet size is 2500 × 1250. Figure 8(a) shows the optimal 1-section pattern that
contains 117 blanks. Figure 8(b) shows the optimal multi-section pattern generated by
algorithm A, which contains 121 blanks in four sections. The algorithm of this paper
guarantees that the optimal pattern is the simplest one. If the maximum number of
sections is not allowed to exceed two or three, the number of blanks in the pattern must

Figure 8. Cutting patterns of the example. (a) The 1-section pattern (117 blanks), (b) The multi-section
pattern (121 blanks).
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be less than 121. That is to say, the material usage may be relatively low if there exists
constraint on the number of sections.

6. Conclusions

The algorithms for generating optimal cutting patterns of identical strips may be applied
both at the tooling design stage, and at the cutting stock stage, to improve material usage.

Four algorithms based on dynamic programming are presented, which are cable of
dealing with four types of problems often encountered in practice: the unconstrained
problem, the constrained problem, the unconstrained problem with blade length con-
straint, the constrained problem with blade length constraint. A dynamic programming
based algorithm was used to obtain the simplest optimal patterns. These patterns simplify
the cutting process, which is an important consideration in industry.

Another advantage of dynamic programming algorithms is the easiness to design and
understand, which is welcomed by practitioners.

Practical computational complexity of the dynamic programming algorithms is ac-
ceptable, however from the point of view of the theory of computational complexity,
these algorithms have non-polynomial character. A linear algorithm exists for equal
rectangular blanks [4]. Does it exist for identical strips? The existence of a polynomial
algorithm for identical strips is a topic left for future research.
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