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Abstract We propose a diagnosis procedure that agents can use to explain ex-
ceptions to contract executions. Contracts are expressed by social commitments
associated with temporal constraints. The procedure reasons from the relations
among such commitments, and returns one amongst different possible mismatches
that may have caused an exception. In particular, we consider two possibilities:
misalignment, when two agents have two different views of the same commitment,
and misbehavior, when there is no misalignment, but a debtor agent fails to oblige.
We also provide a realignment policy that can be applied in case of a misalignment.
Our formalization uses a reactive form of Event Calculus. We illustrate the workings
of our approach by discussing a delivery process from e-commerce as a case study.
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1 Introduction

Contracts are a traditional means to regulate and secure business transactions in
open electronic markets. In such markets, agents may take on different roles such
as buyers, sellers, auditors, information vendors, financial institutions and other
intermediaries. Contracts make the dependencies between the contract participants
explicit, and contain the norms that govern relevant interaction [35].
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Social commitments [47] are an increasingly common way of representing con-
tracts among software agents. A social commitment (or simply, a commitment) is
formed by a debtor agent towards a creditor agent about a specific property of
interest. In realistic environments, a commitment is associated with a deadline, telling
that its property has to be brought about within that time bound [48]. Otherwise, a
violation occurs regarding that commitment. A violation of a commitment means an
exception for its creditor.

In order to prevent a commitment violation, it is essential that agents have some
kind of control over their trading partners (e.g., the creditor agent works with a
trustworthy debtor as the contractor of its commitment). However, it is not possible
to predict the behavior of the agents in open multiagent systems. Moreover, the
environment can also be unpredictable, and cause a mismatch between the agents’
contracts even though the agents are trustworthy. Therefore, we need to monitor and
handle exceptions in order to ensure safe contract execution.

Contracts are manipulated in two phases; contract negotiation and contract
execution [26, 35]. Contract negotiation is out of the scope of this paper. Rather, we
assume that agents start executing the protocol with predetermined (and possibly
negotiated) contracts. For contract execution, we do not consider an authority
that supervises the interactions of the agents regarding their contracts. Instead,
agents may run distributed/local monitoring on the environment, and verify their
contracts accordingly. Another thing to consider about contract violation is sanc-
tions. That is, once a commitment is violated, a suitable penalty is applied to
the debtor. In order for sanctions to function properly, timely monitoring/diagno-
sis is required, since there may be deadlines associated with issuing sanctioning
procedures.

In a distributed contract-based setting, each agent keeps track of its own commit-
ments. Thus, the cause of an exception is often a misalignment between the debtor
and the creditor’s individual copies of the same commitment. Example 1 presents
such a scenario from a real-life delivery process.

Example 1 The customer, the bank, the store and its courier: a book’s online purchase.
Let us consider a scenario with a customer, Federico, who wishes to buy a copy
of a book, “Harry Potter and the Deathly Hallows” (HP7), from an online store
(Amazon). The transaction needs two additional parties: a bank (HSBC) to carry
out the payment and a courier (UPS) to deliver HP7 to Federico.

The process begins with Federico paying for HP7 using HSBC on Monday.
The contract between Federico and Amazon states that HP7 will be delivered in
five business days as of the time HSBC verifies Federico’s payment. Assume that
HSBC verifies Federico’s payment on Wednesday. Now, Federico expects a delivery
by the following Wednesday. But what if HSBC does not notify Amazon about
the verification of Federico’s payment until Friday? When Amazon receives the
notification, it infers the deadline for delivery as the following Friday (two days
later than Federico has previously inferred!). When Federico does not receive HP7
on Wednesday, he contacts Amazon to ask the reason of the delay. Amazon tells
Federico that there are two more days until the deadline. At this point, Federico
understands that there is a mismatch between their copies of the contracts. He has to
decide what to do next. One such possibility is to align his contract with Amazon’s,
by changing his deadline, and wait a bit longer.
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One key point in Example 1 is the ability of parties to reason about contractual
obligations, based on contractual clauses, i.e., implications and facts that specify the
contract, and on relevant events that occur at specific points in time. The presence
of domain-related as well as general-purpose knowledge that agents can use to make
inferences about the state of their commitments is a common setting in realistic e-
commerce scenarios. It is also important to stress that parts of such knowledge, such
as contract specifications, are agreed upon, shared, by the interested agents, whereas
other parts of it, such as knowledge about the occurrence of relevant events, depend
on observations made by agents autonomously and independently, and are thus a
potential source of mismatch.

For instance, at some point Federico becomes aware of a mismatch between
Amazon’s understanding of the commitment about HP7 and his own. In particular,
he realizes that they are inferring different deadlines. That is a typical misalignment
of commitments, due to differences between the debtor’s and the creditor’s observa-
tions [17].

Another possible mismatch can be due to the debtor’s misbehavior, e.g., Amazon
delegates its commitment to UPS but then gives a wrong deadline. Finally, a
mismatch may be caused by a simple misunderstanding among agents, e.g., Federico
receives another book instead of HP7. Schroeder and Schweimeier [45] study such
misunderstandings using negotiation and argumentation theory. In this work, we
only consider misalignment caused by different observations of the agents, and
misbehavior caused by the debtor failing to oblige.1

Among the few related works, Chopra and Singh [17] formalize commitment
alignment in multiagent systems. They consider misalignment of commitments that
arise from different observations of the debtor and the creditor. They show how the
creditor can prevent misalignments, by informing the debtor when the condition of
each conditional commitment is satisfied, so that debtor and creditor can infer the
same base-level commitments. This approach requires extra communication. If we
assume exceptions to be rare events in process executions, such a communication
overhead may be unjustified. Accordingly, we choose to verify alignment on demand,
i.e., when an exception occurs. Besides, Chopra and Singh do not formalize commit-
ment deadlines. We instead accommodate time-aware commitments.

Accordingly, we propose a distributed collaborative process to diagnose excep-
tions due to misalignment or misbehavior. When the creditor agent detects that
one of its commitments is violated, it initiates the diagnosis process by making
a diagnosis request to the commitment’s debtor. As diagnosis proceeds, agents
exchange information about relevant commitments. In Example 1, Federico makes a
diagnosis request to Amazon about his violated commitment. The diagnosis process
may involve a larger set of agents, e.g., Amazon may have delegated its commitment
to UPS. In the end, such a process results in one of the following outcomes:

1. a misalignment is found, with a possible commitment to be aligned with (if any
exists), or

2. a misbehavior is found, with the identification of a “culprit” agent.

1Here, “misbehavior” must be literally intended as a failure to function correctly. We do not mean to
imply intentionality in such failures. The question why an agent misbehaves is entirely outside of the
scope of this paper.
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There are two cases of misalignment: (1) the one described by Chopra and
Singh [17] where the creditor infers the commitment, but the debtor does not,
and (2) a temporal misalignment which we describe here, where the debtor infers
a later deadline for the commitment than the creditor. In the case of a temporal
misalignment, the agents can maintain alignment via an alignment policy described
by a set of commitment update rules. This is often the case for real-life delivery
scenarios; the customer may accept to wait a bit longer, if it is a matter of adjusting
a deadline. Alternatively, agents can start negotiating about what to do next.
That can solve both situations of misalignment and misbehavior. More elaborate
solutions are indeed possible. We do not address negotiation in this paper, and
this trivial form of automatic realignment is simply a by-product of our diagnosis
procedure.

Our diagnosis architecture includes “coupled” knowledge-bases, in which agents
store the protocol rules and contracts they agree upon. That is, a part of
a protocol formalization concerning two agents is stored in a knowledge-base
containing agreed-upon protocol rules, that are accessible by and thus shared
between these two agents. Similarly, a contract is contained in the knowledge-
base shared between its participants. In particular, these coupled knowledge-bases
contain commitment and protocol rules and facts agreed upon by the interested
parties. They do not contain an extensional description of the commitments,
e.g., the current states of the commitments. These are elaborated individually by
the agents.

Each agent has a separate trace of happened events according to what it observes.
Thus, an agent can only track down the status of its own commitments. We assume
that agents are always honest and collaborative during diagnosis. That is, when an
agent is requested to take part in the diagnosis process, it does so. It is worthwhile
stressing that identifying an agent as being a culprit for misbehavior does not neces-
sarily make that agent dishonest or malicious. The agent may have unintentionally
caused an exception, but it can still be motivated to help identifying its cause, e.g., in
order to keep its good reputation.

The procedure we propose always terminates, is sound and, if associated with
suitable agent policies, is capable of removing misalignment whenever possible. We
discuss these and other results. In order to evaluate our approach, we extend the
scenario described in Example 1 by presenting, as a case study, two different traces
of events that lead to separate diagnosis results.

We formalize the agents’ interactions in REC [5, 8], a reactive form of Event
Calculus [36]. We shall emphasize that our diagnosis framework is orthogonal to the
choice of commitment specification language. In particular, we could have used any
other specification language that enables modeling time-aware commitments with
metric time. However, REC turned out to be the simplest such language. Besides,
REC’s embedding in an existing tool for run-time commitment monitoring [9, 49]
allowed us to test our method and evaluate it empirically.

The rest of the paper is structured as follows. Section 2 reviews related work in
multiagent diagnosis literature. Section 3 describes commitments. Section 4 describes
the delivery process running example. Section 5 describes similarity relations used by
the diagnosis procedure, which is explained in Section 6. Section 7 illustrates the case
study, and Section 8 concludes the paper.
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2 Related work

Our work relates to three important research directions. The first one is towards
exception handling in contract-based multiagent systems (e.g., e-commerce and e-
business applications). A business process can be designed as a single protocol, or
a composition of protocols, each describing a certain transaction amongst some of
its participants. One of the key properties of business protocols is privacy, which is
preserved by agents’ policies [21]. In multi-party business processes, the compliance
level of agents to their protocols determines how often exceptions arise. Roughly,
compliance is related to conformance and interoperability [15, 24]. First, the agent’s
design must conform to the protocol’s standards. However, this is a necessary, but
not sufficient, condition. The agent should also be interoperable with other agents
whom it interacts with. An agent’s conformance to its protocol can be determined
regarding the path it follows in its protocol. Nevertheless, an agent can conform
to its role without following the exact protocol path it is supposed to follow, as
long as it satisfies all of its commitments. This flexibility is due to commitment
protocols.

Exception handling in business processes is a multi-disciplinary task which at-
tracts the attention of computer science, management, economics, and several other
disciplines. The MIT Process Handbook provides a knowledge source on business
processes that aims at combining the efforts developed so far by separate disciplines
[34]. It proposes a taxonomy of business processes, and proposes dependence
relations between them; (1) f low, if a process consumes the resource produced by
another process; (2) f it, if two processes together produce a resource; and (3) sharing,
if two processes consume the same resource. In this paper, we have chosen a delivery
process since it mimics the exception-prone structure we look for. The distributed
nature of the delivery protocol enables us to define role-based protocols for each
business party, and reason on exceptions with partial knowledge. The delivery
process consists of flow type dependencies. That is, the process evolves sequentially
among the participants. The details of the process are given in Section 4.

The MIT Exception Repository is an extension to the MIT Process Handbook
whose aim is to relate exception handling with business processes, and make ex-
ception expertise available to each process [33]. The repository focuses on coor-
dination based exceptions which are initiated from dependency relations among
processes. Similar to the process taxonomy, an exception taxonomy describes the
types of exceptions from the most general to the most specialized. Related with
each coordination mechanism in the process handbook is a set of exception types
described in the exception repository. Associated with each exception type, there
is an exception handling process used to recover from the exception. In contrast to
such static recovery schemes, where all the faults are predetermined at design-time,
here we deal with run-time exceptions that need to be detected and diagnosed during
execution.

The second direction is towards diagnosis. Diagnosis is a process that starts from
observing a deviation from the expected behavior of a given system, and whose pur-
pose is to identify the reason of the exception, i.e., to locate those subsystems whose
abnormal behavior accounts for the observed behavior [38]. In multiagent systems,
diagnosis is typically initiated by one specific agent, who detects an exception in
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the system, and interacts with other agents in order to isolate a problem in its own
behavior or in the behavior of other agents.

The diagnosis problem is in general a hard one. For example, component-based
diagnosis is in the worst case exponential in the number of annotated components
[7]. Multiagent diagnosis presents additional problems, depending on the setting. In
closed systems, such as teams, we may need to avoid information flooding. In open
domain, such as e-commerce settings, we may care for privacy of information and for
the trust we put on autonomous, unknown agents.

There are two fundamentally different approaches to diagnostic reasoning: heuris-
tic approaches, such as fault-based diagnosis (FBD) and diagnosis from the first
principles or model-based diagnosis (MBD) [38]. In FBD, the idea is to encode the
diagnostic reasoning of human experts in a given domain. The real-world system
is not modeled. All known faults are instead modeled. Conversely, MBD starts
from a model of the structure (components and their connections) and function (or
behavior) of the system, and a set of observations indicating an abnormal behavior.
A system is faulty if the observed behavior of the system contradicts the behavior
predicted by assuming that all of its components are correct [18].

As pointed out by Kalech and Kaminka following Micalizio et al. [40], fault-
based techniques [20, 25, 37, 41], in which faults are modeled in advance, cannot
be used for multiagent diagnosis, because the interactions in multiagent systems are
unpredictable. For this reason, multiagent diagnosis is typically model-based. This is
especially true in open systems, where the idea of social commitments is precisely to
avoid enumerating all possible ways agents can interact in order to fulfill a contract,
thus providing agents with more flexibility and opportunities [46].

Thus in recent years, the MBD approach has been applied to MAS diagnosis
by several research groups, including Console et al. [19] with applications in the
automotive industry [42], Roos et al. [44, 51] for plan diagnosis, and Kalech and
Kaminka [29, 30] for coordination failures in agent teams. These are in general
closed systems. For example, in [29], a coordination model is described by way of
concurrency and mutual exclusion constraints. The approach assumes that each agent
has knowledge of all the possible behaviors available to each team-member, i.e., their
behavior library. In this way, each observing agent creates a model of other agents
in the team. Transitions between one behavior to another are described in terms of
preconditions and termination conditions. Then, a “social” diagnosis is initiated as a
collaborative process aimed at finding causes of failures to maintain designer-specific
social relationships [31]. More specifically to the case of team-work, a diagnosis is
a set of contradictions in beliefs that accounts for the selection of different team
behaviors by different agents [29]. MBD has also been used by Ardissono et al. to
enable Web services with diagnostic capabilities [3]. Thus when defining complex
Web services, each component (a simple Web service) is associated with a local
diagnoser, whereas the complex Web service is associated with a global diagnoser
service. Differently from Web service compositions, multi-agent interaction is not
orchestrated (as in BPEL programs), but autonomous. Diagnosis exception in such
an open and flexible setting calls for new approaches, such as the one we present
here.

The final direction is towards commitment protocols and misalignment. Com-
mitments are widely used to model agent interactions. They are live objects that
change state based on occurring events or on actions being executed [47]. In its
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traditional definition, a commitment does not include a notion of time, e.g., a
deadline. That is, the content (i.e., proposition) of the commitment is a logical
formula which is not necessarily associated with time. However, time is essential
when considering whether commitments are violated or fulfilled [48]. A commitment
has three fundamental states; active, fulf illed, and violated [22, 23]. In a centralized
monitoring system where all the interactions of agents are observable, commitment
tracking is an effective way to detect protocol exceptions [8]. While the commitment
description does not need any modifications for this process, temporal considerations
are required to enable deadlines for commitments.

The Event Calculus is used for representing events and their outcomes [36].
Commitments can be created in the Event Calculus, and protocol evolution can
be observed based on actions that manipulate commitments. Event Calculus, in its
nature, is used for backward reasoning, thus it is goal-driven. But Reactive Event
Calculus [8, 48], on the other hand, is event-driven. That is, it enables forward
reasoning in time which allows commitment tracking during protocol execution. In
particular, it can tell which properties change state as a new event occurs. The SCIFF
framework combines backward and forward reasoning exactly for the purpose of
runtime verification [1]. It models the agents’ interactions through expectations
rather than commitments. However, commitments can also be modeled in SCIFF
using expectations [50]. Once commitments and deadlines are created, the tracking
procedure just runs a monitoring process based on the happened events [48]. This
monitoring process determines which commitments are violated. In addition, com-
pensation rules describe how the system will behave when commitments are violated
(i.e., their deadlines have passed). Thus, the procedure also offers a solution for the
exceptions that occur due to commitment violations. Misalignment of commitments
often causes exceptions for the involved agents [16, 17, 45] as we have described in
the previous section.

To the best of our knowledge, no existing approach to distributed diagnosis is
able to distinguish between misalignment and misbehavior, as we do in this paper.
Here, we propose a logic-based framework to track down agents’ commitments and
diagnose faults via similarity relations described over those commitments. Moreover,
we provide a means of recovery from misalignment situations, whenever possible
(e.g., extend a commitment’s deadline to a newly discovered time point).

3 Commitments in REC

We use social commitments [47] to represent agent contracts. A social commitment
is formed between a debtor and a creditor, in which the debtor is committed to
the creditor for bringing about a property. Singh [47] considers two types of social
commitments:

– c(x, y, p) is a base-level commitment between the debtor agent x and the creditor
agent y to bring about the property described by the proposition p. When this
commitment is created, it is said to be active, and x is committed to y for
satisfying p. c(x, y, p) remains active until p gets either satisfied, in which case
the commitment becomes fulf illed, otherwise, it becomes violated [52].
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– cc(x, y, q, p) is a conditional commitment between the debtor agent x and the
creditor agent y to bring about the property described by the proposition p when
the condition q holds. When this commitment is active, namely when q is satisfied,
x will become committed to y for satisfying p. Thus, a new base-level commitment
c(x, y, p) is created, and we say that the conditional commitment is detached. Note
that a conditional commitment may never be violated.

It is more realistic to consider commitments with time [48]. That is, the debtor
is committed to satisfy the property for the creditor within a predefined deadline.
In this paper, we use the Reactive Event Calculus (REC) [8] to model time-
aware commitments (i.e., commitments with temporal constraints). REC extends the
Event Calculus, which is based on Prolog,2 to monitor commitments at run-time.
REC models two types of temporal constraints on commitments: (1) an existential
temporal constraint where the property of the commitment has to be brought about
inside a time interval, and (2) a universal temporal constraint where the property of
the commitment has to be maintained valid along a time interval. In this paper, we
focus on base-level commitments with existential temporal constraints.

We use the following syntax to represent an existential base-level commitment
throughout the paper:

s(c(x, y, property(e(t1, t2), p))),

where:

– s is a label identifying the state of the commitment at a specific time point. It can
be active, fulf illed, or violated;3

– x and y are the debtor and the creditor of the commitment, respectively;
– the existential temporal constraint e(t1, t2) on the property p, which is represented

by a logic formula, means that p must be satisfied at some time t, t1 ≤ t ≤ t2.

When the commitment is first created by the create operation [52], the commit-
ment’s state s is active. It remains active until t1. After t1, if p is satisfied between
t1 and t2, the commitment’s state s becomes fulf illed as soon as p is satisfied.
Otherwise, it becomes violated as soon as t2 is past. A detailed explanation of how
REC manipulates commitment states can be found in [10].

In REC, we can express that an event initiates (or terminates) a f luent or property
of the system, by way of initiates(Event, Fluent, Time) relations (see an example in
Listing 5 below). We use the following syntax to represent a happened event:

hap(event(exec(e(x, y, χ1, . . . , χn))), t).

Each event is thus represented as an exec message between an agents x, the sender,
and y, the receiver. The event description is represented by e, and χ1 through χn

are the parameters associated with e. The time in which the event has occurred is
represented by t.

2In the sequel, we assume that the reader has some basic knowledge of Prolog.
3We use this notation for presentation purposes only. In REC, the state is also a parameter of the
commitment description, and any number of states can be accommodated.
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Fig. 1 Delivery process

4 Running example

Figure 1 shows the delivery process introduced in Example 1. We assume that the
customer has already placed the order, by direct or indirect interaction with the store,
e.g., via an e-commerce Web site. We thus focus on the subsequent phases (payment
& delivery).

In a desired execution, first the customer sends the payment to the bank regarding
its purchase from the store (pay). Then, the bank verifies the payment of the
customer (verify), and informs the store about the verification (notify verif ication).
Upon receiving the verification, the store requests the delivery of the book from the
courier (request). Finally, the courier delivers the book to the customer (deliver),
and informs the store about the delivery (notify delivery). Listings 1 through 5 show
how this process is formalized in REC, in coupled knowledge-bases. Recall that
the coupled knowledge-base of two agents contain the protocol rules and contract
descriptions involving those agents.

Listing 1 shows the REC rules shared among the customer and the bank agents.
We model the agents’ interactions as exec events from a sender towards a receiver.
The first two rules (CB1 and CB2) describe the effects of such events in terms of
fluents paid and verif ied. When the payment is sent from the customer to the bank,
the fluent paid starts to hold (CB1). Likewise, when bank verifies the customer’s
payment, the fluent verif ied starts to hold (CB2). The last parameter for both initiates
rules is a blank variable, telling that the time of event is not significant for its effect
to happen. The last rule (CB3) corresponds to the create operation described for
commitments [48, 52]. Here, the syntax of create in CB3 follows the literature; the
first parameter is the event that initiates the base-level commitment (this is the
requirement for Event Calculus), the second parameter is the debtor of the com-
mitment (a commitment can only be created by its debtor), and the last parameter is
the commitment itself. Since we deal with time-aware commitments here, the body

Listing 1 Coupled knowledge-base of the customer and the bank

% CB1: pay
initiates(exec(pay(Customer,Bank,Item)),paid(Item),_).

% CB2: verify payment
initiates(exec(veri fy(Bank,Customer,Item)),veri f ied(Item),_).

% CB3: verify commitment
create(exec(pay(Customer,Bank,Item)),Bank,

c(Bank,Customer,property(e(Ts,Te),veri f ied(Item))),Ts):-
Te is Ts + 3.
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of the rule handles the time constraints associated with the commitment. That is,
when the customer sends the payment for an item to the bank, then the bank will be
committed to verifying that payment in three time units (without loss of generality,
we use days as the time unit from now on). Lines starting with % are comments.

Listing 2 shows the REC rules shared among the bank and the store agents. The
only rule, BS1, is similar to CB2, the only difference being the receiver. That is, the
bank notifies the store about the verification of the customer’s payment.4

Listing 2 Coupled knowledge-base of the bank and the store

% BS1: verify payment
initiates(exec(veri fy(Bank,Store,Item)),veri f ied(Item),_).

Listing 3 shows the REC rules shared among the customer and the store agents.
The only rule CS1 describes the commitment between them. The semantics is that
when the bank sends the payment verification, then the store will be committed to
deliver the item in five days.5

Listing 3 Coupled knowledge-base of the customer and the store

% CS1: verify–deliver commitment
create(exec(veri fy(Bank,_,Item)),Store,

c(Store,Customer,property(e(Ts,Te),delivered(Item))),Ts):-
Te is Ts + 5, holds_at(in_stock(Item,Store),Ts).

Listing 4 shows the REC rules shared among the store and the courier agents.

Listing 4 Coupled knowledge-base of the store and the courier

% SD1: send for delivery
initiates(exec(request(Store,Courier,Item)),requested(Item),_).

% SD2: deliver
initiates(exec(deliver(Courier,Store,Item)),delivered(Item),_).

% SD3: send–deliver commitment
create(exec(request(Store,Courier,Item)),Courier,

c(Courier,Store,property(e(Ts,Te),delivered(Item))),Ts):-
Te is Ts + 3.

The first two rules (SD1 and SD2) describe the events for the request of a delivery,
and the delivery itself. The last rule SD3 describes the commitment between the two
agents. The semantics is that when the store requests the delivery of an item, then
the courier will be committed to deliver that item in three days.

4For the sake of simplicity, we do not indicate further conditions on Bank, Store, and Item, which
are free variables. A detailed implementation would require to express restrictions on such variables,
i.e., to define the “context” [12].
5The blank variable in the receiver location of the exec message accounts for either the customer or
the store. When the customer receives the message, it will infer the commitment. Similarly, the store
will infer the commitment when it is the receiver of that message.
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Courier

Store

Bank

Customer

Fig. 2 Commitments in the delivery process at time 6.0

Listing 5 shows the REC rules shared among the courier and the customer agents.
The only rule DC1 is similar to the rule SD2, in which the only difference is
the receiver.

Listing 5 Coupled knowledge-base of the courier and the customer

% DC1: deliver
initiates(exec(deliver(Courier,Customer,Item)),delivered(Item),_).

For illustration purposes, the commitment rules contain the parties Customer,
Bank, Store, and Courier. These parties represent the roles that agents will enact
during the protocol’s execution. The real contracts, however, should define explicitly
which agents are involved in the contract, e.g., they should include a specific customer
name. Such definitions could be written modularly in REC, by resorting to the
concept of role [11].

We have implemented the diagnosis framework in the j-REC tool for run-time
monitoring6 which embeds a tuProlog reasoner.7 We could thus run experiments in
a simulated environment. In this paper, we only show some excerpts of the whole
code. A running prototype with a full implementation can be downloaded from a
dedicated Web page.8

Figure 2 demonstrates a snapshot of the agents’ commitments in the delivery
process. The snapshot is taken at time 6.0. You can see that the bank has already
fulfilled the commitment towards verifying the customer’s payment. Upon receiving
the verification of payment, the store has created the commitment towards delivering
the book to the customer. In addition, it has delegated the commitment to the
courier.

6http://www.inf.unibz.it/~montali/tools.html#jREC
7http://sourceforge.net/projects/tuprolog
8http://mas.cmpe.boun.edu.tr/ozgur/code.html. See Appendix B for further information.

http://www.inf.unibz.it/~montali/tools.html#jREC
http://sourceforge.net/projects/tuprolog
http://mas.cmpe.boun.edu.tr/ozgur/code.html
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5 Commitment similarity

Chopra and Singh [17] propose a stronger-weaker relation for commitments using
the commitments’ conditions and propositions (i.e., properties). However, we do not
focus on the properties of the commitments. Instead, we make comparisons based
on the temporal constraints associated with their properties (i.e., deadlines), and the
agents involved (i.e., debtor and creditor). Accordingly, we propose the following
similarity levels for commitments. We consider two commitments about the same
transaction (e.g., payment and delivery of a certain book) to be relevant to each
other. A commitment’s property suffices to identify a specific transaction. Thus the
following definition:

Definition 1 (Relevance) Commitment c1 = s1(c(x1, y1, property(e(t1, t2), p1))) is
relevant to commitment c2 = s2(c(x2, y2, property(e(t3, t4), p2))) if property p1 is
identical9 to property p2.

Example 2 Table 1(a) shows an example of relevance; c1 and c2 are relevant since
their properties are identical (even though their state, debtor, creditor and temporal
properties may differ).

Remark 1 Relevance is an equivalence relation, i.e., it is reflexive, symmetric and
transitive.

Definition 2 (Cover) Commitment c1 = s1(c(x1, y1, property(e(t1, t2), p1))) covers
commitment c2 = s2(c(x2, y2, property(e(t3, t4), p2))) if c1 is relevant to c2, t1 ≥ t3,
and t2 ≤ t4.

Definition 3 (Extension) Commitment c1 = s1(c(x1, y1, property(e(t1, t2), p1))) is an
extension of commitment c2 = s2(c(x2, y2, property(e(t3, t4), p2))) if c1 is relevant to
c2, t1 < t3, and t2 > t4.

Example 3 Table 1(b) shows an example of cover; c3 covers c4 since they are relevant
to each other, and the time span of c3 is within that of c4. That is, if the customer
wants delivery to be performed between times 3–10, then he will also accept delivery
between 5–8. Conversely, c4 is an extension of c3, in which the customer may not
accept an extended deadline for delivery.

Definition 4 (Forward-shift) Commitment c1 = s1(c(x1, y1, property(e(t1, t2), p1)))
is a forward-shift of commitment c2 = s2(c(x2, y2, property(e(t3, t4), p2))) if c1 is
relevant to c2, t1 ≥ t3, and t2 > t4.

9In this work, by “identical” we mean literally (syntactically) identical. This choice is dictated by
our intention to keep our focus on temporal and delegation aspects of misalignment. In future
versions, the framework could be extended to encompass more elaborate similarity relations, such
as subsumption and part-of relations, and others based on edit distance [45].
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Table 1 Similarity relations

(a) c1 = active(c(courier, store, property(e(7.0,10.0), delivered(book))))

c2 = violated(c(store, customer, property(e(3.0,8.0), delivered(book))))

(b) c3 = active(c(store, customer, property(e(5.0,8.0), delivered(book))))

c4 = active(c(store, customer, property(e(3.0,10.0), delivered(book))))

(c) c5 = active(c(store, customer, property(e(5.0,10.0), delivered(book))))

c6 = violated(c(store, customer, property(e(3.0,8.0), delivered(book))))

(d) c7 = active(c(courier, store, property(e(5.0,8.0), delivered(book))))

c8 = active(c(store, customer, property(e(3.0,8.0), delivered(book))))

(e) c9 = active(c(courier, store, property(e(7.0,10.0), delivered(book))))

c10 = violated(c(store, customer, property(e(3.0, 8.0), delivered(book))))

(f) c11 = active(c(courier, store, property(e(4.0,7.0), delivered(book))))

c12 = active(c(store, customer, property(e(5.0, 10.0), delivered(book))))

Definition 5 (Backward-shift) Commitment c1 = s1(c(x1, y1, property(e(t1, t2), p1)))
is a backward-shift of commitment c2 = s2(c(x2, y2, property(e(t3, t4), p2))) if c1 is
relevant to c2, t1 < t3, and t2 ≤ t4.

Example 4 Table 1(c) shows an example of forward-shift; c5 is a forward-shift of c6

since they are relevant to each other, the starting point of c5’s time span is no less
than that of c6, and its end point (deadline) is strictly greater than c6’s deadline.
Conversely, c6 is a backward-shift of c5.

Note that forward-shift is not the inverse of backward-shift. For instance, c4 from
Example 3 is a backward-shift of c5 from Example 4, but c5 is not a forward-shift
of c4.

Remark 2 The following properties hold for the relations introduced so far. Cover
is reflexive, asymmetric, and transitive. Extension, forward-shift, and backward-shift
are all anti-symmetric and thus non reflexive, but they are transitive.

Lemma 1 Any two commitments ci and cj that are relevant to each other, are in one
(and only one) of the four temporal relations specif ied in Def initions 2–5. In other
words, if commitment ci is relevant to commitment cj, then one and only one of the
following relations holds:

– ci covers cj;
– ci is an extension of cj;
– ci is a forward-shift of cj;
– ci is a backward-shift of cj.

(one option excludes the other ones).

Proof There are 13 possible (exclusive) relations between two time intervals accord-
ing to Allen [2]. We show that our temporal relations cover all of those. Let us now
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enumerate each possible case; below [t1, t2] and [t3, t4] are the temporal constraints
of ci and cj, respectively.

1. t2 < t3: ci is a backward-shift of cj,
2. t1 > t4: ci is a forward-shift of cj,
3. t1 = t3 and t2 = t4: ci covers cj,
4. t2 = t3: ci is a backward-shift of cj,
5. t1 = t4: ci is a forward-shift of cj,
6. t1 > t3 and t2 < t4: ci covers cj,
7. t1 < t3 and t2 > t4: ci is an extension of cj,
8. t1 < t3 < t2 < t4: ci is a backward-shift of cj,
9. t3 < t1 < t4 < t2: ci is a forward-shift of cj,

10. t1 = t3 and t2 < t4: ci covers cj,
11. t1 = t3 and t2 > t4: ci is a forward-shift of cj,
12. t1 > t3 and t2 = t4: ci covers cj,
13. t1 < t3 and t2 = t4: ci is a backward-shift of cj.

The proof that the relations above are mutually exclusive trivially follows their
definitions. ��

Lemma 1 states that we can compare any two relevant commitments in terms of
the (temporal) similarity relations we propose, and that we can partition the set of
relevant commitments based on such relations. Let us now introduce the notion
of delegatee, which we need in the following definitions regarding commitment
delegation.

Definition 6 (Delegatee) The debtor-creditor couple (x1, y1) is a delegatee of the
debtor-creditor couple (x2, y2) if (a) x1 �= x2 and y1 = y2, or (b) x1 �= y2 and x2 = y1.

Figure 3 demonstrates the delegatee relation. There are two cases; (a) the debtor
of the commitment delegates it to a new debtor (the debtor of the former com-
mitment has no longer the responsibility), (b) the debtor of the commitment gets
involved in a new commitment with another agent towards the same property, this
time it is the creditor of the new commitment.

(a) new debtor for the same creditor (b) debtor is the new creditor

Fig. 3 Delegatee
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Example 5 As an example of case (a), consider the following scenario: the store is
committed to the customer for delivering the book. Now assume that the store does
not currently have the book in stock. Thus, the store delegates its commitment to
another store, and informs the customer about the new commitment. For case (b),
consider again that the store has the commitment to the customer, but this time it
needs a courier in order to deliver the book to the customer. Thus, it gets involved
in another commitment with the courier towards delivery. The latter commitment is
again a delegation of the former commitment.

Some authors [17, 52] propose a more restricted definition of delegation which
is limited to case (a). There, when a delegation occurs, only the debtor of the
commitment changes. Definition 6 extends the notion of delegation by case (b).
This provides a way to trace a set of delegated commitments when diagnosing an
exception (e.g., identify the sequence of delegations). The first case does not support
this by just looking at the commitments themselves. That is, if the commitment is
delegated several times, it is not possible to keep track of the delegation sequence.

Remark 3 Delegatee is anti-symmetric and thus non reflexive. It is also not transitive.

The delegatee relation only makes sense when embedded in a commitment, as
described next.

Definition 7 (Delegation) Commitment c1 = s1(c(x1, y1, property(e(t1, t2), p1))) is
a (proper) delegation of commitment c2 = s2(c(x2, y2, property(e(t3, t4), p2))) if c1

covers c2, and (x1, y1) is a delegatee of (x2, y2).

Definition 7 describes commitment delegation; commitment c2 is delegated to
agent x1. The delegation of a commitment usually has the same state as the com-
mitment itself.

Example 6 Table 1(d) shows an example of delegation; c7 is a delegation of c8 since
c7 covers c8, and the debtor-creditor couple of c7 is a delegatee of that of c8.

Alongside with proper delegations of commitments there may be “improper”
delegations, which may cause an exception. The exception is usually due to an agent
failing to bring about a property within a given time interval. Such improper delega-
tions may give rise to exceptions because they extend in one way or another the time
interval specified in the initial commitment. We distinguish between three different
types of improper delegation: forward-shift delegation, extension delegation, and
backward-shift delegation.

Definition 8 (Forward-shift delegation) Commitment c1 = s1(c(x1, y1, property(e(t1,
t2), p1))) is a forward-shift delegation of commitment c2 = s2(c(x2, y2, property(e(t3,
t4), p2))) if c1 is a forward-shift of c2, and (x1, y1) is a delegatee of (x2, y2).

Definition 9 (Extension delegation) Commitment c1 = s1(c(x1, y1, property(e(t1, t2),
p1))) is an extension delegation of commitment c2 = s2(c(x2, y2, property(e(t3, t4),
p2))) if c1 is an extension of c2, and (x1, y1) is a delegatee of (x2, y2).
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Example 7 Table 1(e) shows an example of forward-shift delegation; c9 is a forward-
shift delegation of c10 since c9 is a forward-shift of c10, and the debtor-creditor couple
of c9 is a delegatee of that of c10.

Definition 10 (Backward-shift delegation) Commitment c1 = s1(c(x1, y1,
property(e(t1, t2), p1))) is a backward-shift delegation of commitment c2 = s2(c(x2,
y2, property(e(t3, t4), p2))) if c1 is a backward-shift of c2, and (x1, y1) is a delegatee
of (x2, y2).

Example 8 Table 1(f) shows an example of backward-shift delegation; c11 is a
backward-shift delegation of c12 since c11 is a backward-shift of c12, and the debtor-
creditor couple of c11 is a delegatee of that of c12.

Remark 4 Delegation, forward-shift delegation, and backward-shift delegation are
all anti-symmetric and thus non reflexive, they are also not transitive.

Lemma 2 Any two commitments, ci and cj, such that ci’s debtor and creditor are
delegatees of cj’s debtor and creditor, are in one (and only one) of the four delegation
relations specif ied in Def initions 7–10. In other words, if ci = si(c(xi, yi, p)), cj =
sj(c(xj, yj, q)), and (xi, yi) is a delegatee of (xj, yj), then one and only one of the
following relations holds:

– ci is a delegation of cj;
– ci is an extension delegation of cj;
– ci is a forward-shift delegation of cj;
– ci is a backward-shift delegation of cj.

(one option excludes the other ones).

Proof The proof trivially follows from Lemma 1 and from Definitions 7–10. ��

Thanks to Lemma 2, we can partition the set of possible commitments linked by
delegation to a given commitment based on their mutual temporal relations.

Listing 6 shows some of the REC rules for the similarity relations.

6 Diagnosis process: architecture, procedure, and properties

The purpose of diagnosis is to investigate the state of commitments in the system,
and return a possible cause of violation; either a misalignment or a misbehavior.
Throughout this section, we provide the details regarding our diagnosis process.

Let C be the set of all commitments in the system and A be the set of all agents
in the system. When a diagnosis process is initiated by an agent A ∈ A, we are
interested in identifying the cause of violation of a specific commitment C ∈ C. We
denote by CA ⊆ C the set of commitments A is aware of. By definition, C ∈ CA.

With respect to Definition 1, CC
A ⊆ CA is the set of all and only the commitments

that are relevant to C. Moreover, members of CC
A that are a delegation of C by

Definition 7 belong to CCX
A ; those that are a forward-shift of C by Definition 4 belong

to CCf
A , and those that are a forward-shift delegation of C by Definition 8 belong to
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Listing 6 Commitment similarity in REC (excerpt)

% S1: relevant
relevant(c(X1,Y1,property(e(Ts1,Te1),P)),

c(X2,Y2,property(e(Ts2,Te2),P))).

% S2: forward–shift
fshift(c(X1,Y2,property(e(Ts1,Te1),P1)),

c(X2,Y2,property(e(Ts2,Te2),P2))):-
relevant(c(X1,Y1,property(e(Ts1,Te1),P1)),

c(X2,Y2,property(e(Ts2,Te2),P2))),
Ts1 > Ts2, Te1 > Te2.

% S3: delegatee
delegatee((X1,Y),(X2,Y)):- X1 X̄2. delegatee((X1,Y),(Y,Y2)):- X1 Ȳ2.

% S4: forward–shift delegation
fshift_delegation(c(X1,Y1,property(e(Ts1,Te1),P1)),

c(X2,Y2,property(e(Ts2,Te2),P2))):-
fshift(c(X1,Y1,property(e(Ts1,Te1),P1)),

c(X2,Y2,property(e(Ts2,Te2),P2))),
delegatee((X1,Y1),(X2,Y2)).

CCf X
A . By definition, CCX

A ⊂ CC
A and CCf X

A ⊂ CCf
A ⊂ CC

A, while C ∈ CC
A by reflexivity

(see Remark 1) and C /∈ CCf
A , C /∈ CCX

A because forward-shift and delegation relations
are anti-symmetric (see Remarks 2 and 4).

For ease of reference, we summarize our notation in Table 3 (see Appendix A),
and graphically illustrate the relations among commitments in Fig. 4.

Definition 11 below formally defines the concept of diagnosis. A diagnosis process
starts from a violated commitment C, and aims to identify the reason behind that
violation, either as a misalignment among C and a relevant commitment c, or as
a misbehavior of the debtor x of a relevant commitment. The outcome of such a
process is what we call diagnosis.

Definition 11 Given a set of agents A, an agent A ∈ A, and a violated commitment
C ∈ CA, we call diagnosis of C by A an atom δ ∈ {misalignment(c), misbehavior(x)},
for some c ∈ C ∪ {∅}, or x ∈ A.

Fig. 4 Commitment relations
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To denote that a given atom δ represents such a diagnosis, we write 〈A,A〉
d(C)

� δ,

or simply A
d(C)

� δ when the set of agents in the system is clear from the context.
Sometimes it is useful to focus the diagnosis on a specific set of commitments. This
happens when some of the commitments relevant to C have been found not to be
relevant to the diagnosis process. Thus to prevent unnecessary iterations and ensure
that the diagnosis process always terminates, we keep track of already diagnosed
commitments for exclusionary purposes.

We will write A
d(C)

�� δ to indicate that δ is a diagnosis of C which excludes a given
set � of commitments from the set of commitments relevant to C.

While Definition 11 describes the generic outcome of a diagnosis process, we are
interested only a diagnosis that actually identifies the reason of C’s violation. We call
it a correct diagnosis. The two possible outcomes of a correct diagnosis are:

1. Misalignment: When we are in the presence of a (correct) misalignment diagno-
sis, one of the following applies:

(a) there is a commitment that is relevant to C, such that its creditor infers the
commitment but its debtor does not,

(b) there is a violated commitment that is relevant to C, such that its debtor
infers that the commitment is active (i.e., forward-shift or extension).

In case (a), the debtor’s and creditor’s event traces are misaligned. In particular,
debtor does not infer the creditor’s commitment because it does not have the
event in its trace that would create such a commitment (e.g., the bank never
informs the store about the customer’s payment, thus the store is not committed
to deliver).
In case (b), the debtor infers the creditor’s commitment with a shifted deadline
(e.g., the bank indeed informs the store, but at a later time than the customer).
Both cases are considered as misalignments in our diagnosis process, since the
debtor is not directly responsible for the violation of the commitment.

2. Misbehavior: When we are in the presence of a (correct) misbehavior diagnosis,
one of the following applies:

(a) there is a violated commitment that is relevant to C, such that its debtor
infers the commitment, and the debtor has not delegated the commitment,
or

(b) there is a violated commitment that is relevant to C, such that its debtor
infers the commitment, and the debtor has delegated the commitment
without respecting its deadline (i.e., forward-shift delegation or extension
delegation).

In case (a), the debtor also infers the violated commitment. Since the debtor has
not delegated the commitment to another agent, it has the full responsibility for
the violation (e.g., the store does not deliver in time).
In case (b), the debtor has not violated the commitment itself since it has dele-
gated the commitment to another agent. Nevertheless, it is still responsible for
the violation since the deadline of the commitment is shifted during delegation
(e.g., the store gives the delivery package to the courier too late).
Thus, both cases are considered as misbehaviors in our diagnosis process.
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Definition 12 describes correct diagnosis formally taking into account the
above cases.

Definition 12 A correct diagnosis of C ∈ CA by A ∈ A is a δ such that A
d(C)

� δ and:

1. (a) if δ = misalignment(∅), then
∃x, y ∈ A, c = violated(c(x, y, property( e(t1, t2), p))) ∈ CC

A, such that

– c ∈ Cy (c is known to its creditor, y), and
– CC

x = ∅ (c is not known to its debitor, x);

(b) if δ = misalignment(c), c ∈ C, then
∃x, y ∈ A, c = violated(c(x, y, property( e(t1, t2), p))),
c′ = s(c(x, y, property( e(t3, t4), p))) ∈ CC

A, such that

– s ∈ {active, fulf illed},
– c ∈ Cy (c is known to be active or fulfilled to its creditor, y),
– c′ ∈ Cx (its debitor, x, considers it violated), and
– c′ is a forward shift or an extension of c (thus the misalignment);

2. if δ = misbehavior(x), then
∃x, y ∈ A, c = violated(c(x, y, property( e(t1, t2), p))) ∈ CC

A, such that

– c ∈ Cx ∩ Cy (both debtor and creditor know c is violated), and either

(a) CcY
x = ∅ for all Y ∈ A (the debtor, x, has not delegated c to anyone), or

(b) Ccf Y
x ∪ CceY

x �= ∅ for some Y ∈ A (x has delegated c using wrong
deadlines).

Note that Definition 12 describes diagnosis by looking at the multiagent system as
a whole, i.e., it gives an account of what has gone wrong in the system, by considering
all the commitments and the agents, and tell what a diagnosis should be in each case.

We will now propose a procedure that can achieve this result in a distributed way,
in which no agent has a global view.

Figure 5 describes the architecture used to perform such distributed diagnosis.
Agents are equipped with local/private knowledge-bases and may possess other
reasoning capabilities, not shown in the figure. Agents are connected to others
through the coupled knowledge-bases. Recall that we use such knowledge-bases
to represent knowledge shared by agents pairwise or group-wise, such as protocol
rules, commitment rules and 2-party contracts. However, the actual instances of
commitments (e.g., an active commitment of the store towards delivery) are not
stored within those knowledge-bases, but they are instead inferred based on the
existing knowledge at run time and on suitable monitoring capabilities. Each agent
individually monitors the state of commitments within its own scope. To this end,
it may use a REC engine such as j-REC, or any other suitable run-time monitoring
application equipped with a commitment theory and a domain representation.

For example, the customer can run its REC engine to track down the state of
its commitment for delivery, to make sure that nothing is wrong. If it detects that
the commitment is violated, it can verify whether its violated commitment is aligned
with the other agents’ commitments. In such a case, the customer initiates a diagnosis
process to find out what has happened. The diagnosis process may involve a number
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Fig. 5 Diagnosis architecture

of other agents depending on where the exception originated from. We cannot
determine a priori who will be involved; if all agents in A or only a subset.

The diagnosis process will step through a series of diagnosis requests among
agents in A until one of the outcomes in Definition 12 is reached and returned back
recursively to the initiator. In each iteration, the diagnosing agent processes through
its commitments, identifies the ones that are relevant to the subject commitment, and
checks to see if it can find a relation among them that fits one of the cases as described
in Definition 12. If so, the diagnosis ends with a result. Otherwise, it means that
the agent has delegated the commitment faultlessly (i.e., there is nothing wrong the
current diagnosing agent’s actions). Now, the agent delegates the diagnosis process to
the delegatee of the commitment. Recall that we do not allow multiple delegations of
the same commitment to several agents. Thus, an agent can delegate its commitment
to a single agent only. Thus, the next iteration of diagnosis always continues with
only one branch.

Definitions 13–18 specify the diagnosis process declaratively.

Definition 13 (Misalignment diagnosis without further evidence)

CC
A \ � = ∅

A
d(C)

�� misalignment(∅)

If no commitment is found that is relevant to C, diagnosis identifies a misalignment
as described in case (1a) of Definition 12. This is the case when the debtor does not
infer the creditor’s commitment at all. Note that there is no candidate commitment
for realignment in this case.
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Definition 14 (Misalignment diagnosis following forward-shift)

c ∈ CCf
A ∪ CCe

A \ � ∧ CC∗X
A \ � = ∅ ∧ {c = active(C′) ∨ c = fulf illed(C′)}

A
d(C)

�� misalignment(C′)

If a commitment C′ is found that is a forward-shift or an extension of C, and such a
commitment is not violated, but instead still active, or even fulfilled, this means that
there is a temporal misalignment between the creditor’s and the debtor’s copies of
the same commitment.10 The debtor may be intending to bring about the property
of the commitment. Alas, too late! The diagnosis returns the debtor’s copy as a
candidate for alignment as described in case (1b) of Definition 12.

Definition 15 (Misalignment diagnosis following wrong delegation)

c ∈ CCf X
A ∪ CCeX

A \ � ∧ {c = active(C′) ∨ c = fulf illed(C′)}
A

d(C)

�� misalignment(C′)

Similar to Definition 14, if agent A finds a commitment C′ which is still active,
or already fulfilled, it means that C′ has been delegated away. Again, there is a
possibility of recovering from the violation (e.g., the creditor may not mind the
delay). The diagnosis returns the debtor’s copy as a candidate for alignment.

Definition 16 (Misbehavior diagnosis following failure to meet deadline)

violated(C′) ∈ CC
A \ � ∧ CC∗X

A \ � = ∅
A

d(C)

�� misbehavior(A)

If an agent finds a violated commitment relevant to C, but no delegation of it, it
means that the debtor failed to fulfill the commitment in time, and that it is no one
else’s responsibility. Thus, diagnosis returns the debtor as a culprit as described in
case (2a) of Definition 12.

Definition 17 (Misbehavior diagnosis following wrong delegation)

violated(C′) ∈ CCf X
A ∪ CCeX

A \ �

A
d(C)

�� misbehavior(A)

If a violated commitment is found that is a forward-shift delegation, or an
extension delegation of C, this means that the debtor has delegated its commitment
without respecting its deadline. Accordingly, diagnosis reports the debtor as a culprit
as described in case (2b) of Definition 12.

10A diagnosis process is always initiated following the violation of a commitment. Thus, the
backward-shift of a violated commitment will also be violated, and cannot cause a misalignment. For
this reason, we do not inspect backward-shift-related commitments in the diagnosis process. More
about this topic in Section 8.
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Definition 18 (Propagation of diagnosis following successful local check)

c ∈ CCX
A ∪ CCb X

A \ � ∧ X
d(C)

��∪c δ

A
d(C)

�� δ

Definition 18 covers a last case, in which a violated commitment is found, that is
either a delegation or a backward-shift delegation of C. This means that the debtor
has correctly delegated its commitment, but the debtor of the delegated commitment
(delegatee) has not fulfilled the commitment as it should have. Diagnosis continues
with the delegatee. Recall that we allow only a single delegation of the same
commitment. Thus, diagnosis continues with one branch only. To prevent infinite
loops, the next agent to continue diagnosis will exclude those commitments in �,
since they have already been inspected.

To execute such a diagnosis process, agents only need to be able to infer the state
of commitments at run-time, and have basic inference capabilities such as simple
operations with sets. Importantly, since each inference rule involves only one agent
making an inference about the state of its commitments, and possibly a request
to another specific agent (the delegatee of one of its commitments), it is possible
to implement the diagnosis process in a distributed way. In particular, a j-REC
implementation of such a process is available (see Appendix B).

Let us now analyze and discuss the behaviour and outcomes of the diagnosis
process. Let M1 be any method that implements a diagnosis process following
Definitions 13–18. The following properties hold for M1:

Property 1 (M1 terminates) We consider two cases for termination: (1) there does
not exist any circular chain of delegations, and (2) there exists a circular chain of
delegations. Termination for the former case is trivial since the number of iterations
is bounded with the number of agents in the system. For the latter case, consider
the following circular chain of delegations among the commitments; c1 = c(x, y, ...),
c2 = c(z, x, ...), ..., cn−1 = c(w, u, ...), cn = c(y, w, ...). After each agent takes one
diagnosis turn, agent y is requested to diagnose on commitment cn. Now, y cannot
request a further diagnosis from agent x on c1 since c1 is already contained in the set
of commitments that are previously diagnosed on (by Definition 18).

Property 2 (M1 makes a correct diagnosis) If M1 returns a misalignment, then a
misalignment has occurred in the system. Similarly, if M1 returns a misbehavior, then
a misbehavior has occurred in the system. In other words, M1’s outcome satisfies the
conditions stated in Definition 12. However, the other direction is not always true.
That is, if a misalignment has occurred in the system, M1 may return a misbehavior if
it is also the case that a misbehavior has occurred prior to the misalignment. Similarly,
if a misbehavior has occurred in the system, M1 may return a misalignment if it is also
the case that a misalignment has occurred prior to the misbehavior. This is intuitive
as we try to deal with the first possible reason for the exception.

We provide a notion of restricted completeness for M1, in the sense that our
diagnosis process only identifies the first exception (either a misalignment or a
misbehavior) that has possibly occurred in a chain of delegations. An alternative
would be that, Definitions 13–18 would exhaustively account for every possible
exception that may have occurred during the process. However, the motivation
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behind our reasoning is that once an exception is identified, it does not seem
interesting to look for further misalignments or misbehaviors. As a matter of fact,
every other exception that occurs afterwards can be considered as a consequence of
the first one. Since M1 identifies that first exception (i.e., the most significant one),
we say that it is complete in that sense.

The conditions of Definitions 13–18 are also mutually exclusive. Therefore, the
following property holds:

Property 3 (M1 is deterministic) Let us now discuss the outcomes of this diagnosis
process in case of misbehavior or misalignment. In the case of a temporal misalign-
ment, M1 returns a commitment C′ which is the reason of the misalignment. If that
is the only reason of violation in the system (i.e., if there are no other misbehaviors
nor misalignments), a simple way to achieve realignment is the following Policy
P1. Agents following P1 will align their violated commitments with the one that is
presented as the outcome of the diagnosis procedure, by following these commitment
update rules:

– Alignment with forward-shift or extension: If the agent has commitment c1, and
the diagnosis process has proposed a commitment c2 which is a forward-shift or
an extension of c1, then the agent will replace its commitment c1 with c2.

– Alignment with forward-shift delegation or extension delegation: If the agent has
commitment c1 = s1(c(x1, y1, property(e(t1, t2), p1))), and the diagnosis process
has proposed a commitment c2 = s2(c(x2, y2, property(e(t3, t4), p2))) which is
a forward-shift delegation or an extension delegation of c1, then the agent will
replace c1 with c3 = s2(c(x1, y1, property(e(t3, t4), p2))).

The adoption of Policy P1 amounts to an implicit acceptance of a delayed commit-
ment fulfillment.

The two final results below are a consequence of P1’s soundness, determinism and
(restricted) completeness results.

Property 4 (M1 and P1 provide a means of alignment) This is true when a single
misalignment has occurred in the system, and no misbehaviors have occurred prior
to that misalignment. In that case, if all agents involved in the diagnosis process adopt
P1, once M1 terminates and all applicable P1 rules have been applied, there will be
no more violated commitment in the system.

Example 9 Assume that the agent has violated(c(store, customer, property (e(3.0,
8.0), delivered(book)))), and it is presented with a forward-shift delegation of
this commitment, active(c(courier, store, property(e(7.0,10.0), delivered(book)))).
Then, the agent will update its commitment to active(c(store, customer, property
(e(7.0, 10.0), delivered(book)))) following the rule for alignment with forward-shift
delegation.

Example 9 describes a case where the store makes a delegation to the courier
without respecting the deadline of the customer’s commitment. When such cases
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occur in real life, the customer often chooses to adapt to the new deadline discovered.
This is a means of alignment for the exception faced.

The update rules we propose provide a sample policy that agents can adapt
in order to realign their commitments with other agents. This ensures that no
commitment violations occur due to misalignment. Policy P1 can also be combined
with a form of compensation, e.g., the agent will adopt the commitment update rules,
in exchange for a monetary compensation. The compensation may also apply in the
case of a propagated diagnosis process. For example, the customer has asked the
store to diagnose its violated commitment. The store, in turn, has asked the courier
for a diagnosis. As a result, assume that the courier has identified a misalignment.
Now, both the store and the customer may realign their commitments regarding the
courier’s commitment. In such a case, who will get the compensation? This is an
interesting issue that we plan to investigate when considering recovery scenarios.

Property 5 (M1 “finds the culprit”) This is true when a single misbehavior has
occurred in the system, and no misalignments have occurred. In that case, M1 returns
an answer δ(X), X ∈ A, such that there exists an alternative possible trace of events
in X’s execution which will lead to no violation.

7 Case study

Next, we present two separate traces of happened events from the delivery process,
each leading to a different outcome of diagnosis. We assume that all agents adopt P1,
whenever there is a misalignment issue.

7.1 Case I: misalignment

Figure 6 shows the trace of events for the first case. This case represents a misalign-
ment of commitments between the customer (Federico) and store (Amazon) agents.

pay(federico,hsbc,hp7)
1.0

verify(hsbc,federico,hp7)
3.0

verify(hsbc,amazon,hp7)
5.0

request(amazon,ups,hp7)
7.0

deliver(ups,federico,hp7)
10.0

deliver(ups,amazon,hp7)
10.0

Fig. 6 Trace of events for Case I
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The misalignment is caused by the late notification of the bank (HSBC) agent. Let us
review the trace of events. Federico sends the payment to HSBC at day 1, regarding
its purchase of HP7 from Amazon. At day 3, HSBC verifies Federico’s payment.
However, HSBC sends the notification of Federico’s payment to Amazon at day 5.
This is where the misalignment occurs between Federico and Amazon. Recall that
their commitment is triggered by HSBC’s confirmation of payment. Then, Amazon
requests the delivery of HP7 from the courier (UPS) agent at day 7. Finally, UPS
delivers HP7 to Federico at day 10. At the same time, UPS notifies Amazon about
the delivery.

Let us now track the commitments of agents in time. At day 3, Federico infers
c1 = active (c(amazon, f ederico, property(e(3.0, 8.0), delivered (hp7)))). At day
5, Amazon infers c2 = active (c(amazon, f ederico, property(e(5.0, 10.0), delivered
(hp7)))). Notice the deadline shift between those two commitments. At day 7, both
Amazon and UPS infer c3 = active (c(ups, amazon, property(e(7.0, 10.0), delivered
(hp7)))). At day 9, when Federico runs its REC engine, it detects that c1 has been
violated. Figures 8 through 11 in Appendix B show the j-REC output for this instance.

Since there is a commitment violation, Federico initiates the diagnosis process
with a diagnosis request for Amazon, i.e., by asking Amazon to find an answer δ

such that

amazon
d(c1)

�∅ δ.

According to the output of its monitoring facility, Amazon finds c2, which is a
(still active) forward-shift of c1. Things could still be OK for Amazon if Amazon had
delegated the task with a correct deadline. Unfortunately, this is not the case. Based
on its records, Amazon verifies that an active commitment, c3, is a forward-shift
delegation of c1. Thus, Amazon will immediately inform Federico of a misalignment
following wrong delegation (see Definition 15): δ = misalignment(c3). Federico then
updates its commitment c1 with c3 via the alignment policy P1, and waits for the
new deadline. At day 10, the updated commitment is fulfilled since UPS makes
the delivery.

7.2 Case II: misbehavior

Figure 7 shows the trace of events for a case of misbehavior, which is diagnosed via
a propagation of the diagnosis request. Let us review the trace of events. Federico
sends the payment to HSBC at day 1, regarding its purchase of HP7 from Amazon.
At day 3, HSBC verifies Federico’s payment, and sends the notification to Amazon.
Then, Amazon requests the delivery of HP7 from UPS at day 5. UPS delivers HP7
to Federico at day 10, and notifies Amazon about the delivery. This time, however,
UPS should have delivered earlier. Thus, this is where UPS violates its commitment
by disrespecting its deadline.

Let us track the commitments of the agents in time. At day 3, both Federico
and Amazon infer c1 = active (c(amazon, f ederico, property(e(3.0, 8.0), delivered
(hp7)))). At day 5, both Amazon and UPS infer c2 = active (c(ups, amazon,
property(e(5.0, 8.0), delivered (hp7)))). Similar to the first case, Federico detects that
c1 is violated when it runs its REC engine at day 9.
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pay(federico,hsbc,hp7)
1.0

verify(hsbc,federico,hp7)
3.0

verify(hsbc,amazon,hp7)
3.0

request(amazon,ups,hp7)
5.0

deliver(ups,federico,hp7)
10.0

deliver(ups,amazon,hp7)
10.0

Fig. 7 Trace of events for Case II

Federico initiates the diagnosis process with the diagnosis request

amazon
d(c1)

�∅ δ.

Accordingly, Amazon will find a violated commitment c1, and a correct delegation c2

of c1, which is also violated. This eliminates all the diagnosis cases in M1, except the
last one. Thus, Amazon redirects the diagnosis request to UPS (see Definition 18):

ups
d(c2)

�{c1} δ.

UPS finds that c2 is violated. Since there is no delegation of c2, UPS is the cause of
the exception (by Definition 16). The answer δ = misbehavior(ups) is passed from
UPS to Amazon, and from Amazon back to Federico. Figures 12 through 15 in
Appendix B show the j-REC output for this instance.

8 Discussion and future work

In this paper, we have mainly studied diagnosis of exceptions when the commitments
of agents are misaligned with each other. Among the set of possible causes for
misalignment [16, 17, 45], we are interested in the temporal aspects. That is, we aimed
at fixing misalignments that are caused by conflicts in the commitments’ deadlines.
We have argued that a conflict of deadlines among two relevant commitments may
be caused either by individual observations of agents that are in conflict with each
other (i.e., misalignment), or by a delegation that does not respect a previously
established deadline (i.e., misbehavior). We have proposed commitment similarity
relations that can be used to verify if two commitments are aligned in time. A more
comprehensive account of delegation similarity is presented in a companion paper
[27]. In the case of misalignment, the agents can update their commitments based on
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the alignment policy we have proposed. Providing an update of contract deadlines is
an effective way of compensation that mimics real-life situations very closely. While
this constitutes one step of diagnosis, we also provide the culprit agent in the case of
misbehavior.

Alignment in commitment protocols has been thoroughly investigated by Chopra
et al. [13, 16, 17]. Their work accounts for constitutive protocol specifications that are
regulated by commitments. In other words, once the commitments are fulfilled, then
the protocol is assumed to be successful. Baldoni et al. [4], however, draw attention
to the regulative side of commitment protocols. In their work, they propose (causal)
rules among commitments that will further constrain an agent’s behavior during the
execution of a protocol.

Among others, the most similar work in commitment alignment to ours is that of
Chopra and Singh’s [17]. The key points regarding our formalization and theirs are:

– There are no temporal constraints on commitments in Chopra and Singh’s
formalization. However, without an explicit notion of time, it is hard to capture
the scenarios that are presented in this paper.

– Chopra and Singh propose a strength relation for commitments based on their
properties (conditions and propositions). They also handle asynchronous mes-
saging and have mechanisms of cancel and release of commitment, which we do
not. Currently, we consider only base-level commitments with single properties.
However, we focus on the similarity relation for commitments since it provides
a basis for verifying alignment. On one hand, the similarity relation takes into
account the deadlines associated with commitments when verifying alignment
in time. On the other hand, it takes into account the agents associated with
commitments when tracing for delegations.

– Chopra and Singh propose a solution for misalignment by ensuring that the cred-
itor of a commitment informs the debtor when the condition of the commitment
is brought about. So, the debtor of the commitment will also infer the same base-
level commitment the creditor infers. We believe that this solution may be an
overkill in large-scale e-commerce applications. Under normal conditions, the
execution will proceed as desired and the agents will infer the same commitments
most of the times. Thus, it may be more efficient to verify alignment if something
goes wrong (i.e., in the case of an exception). Moreover, when deadlines are
involved, a delay in such a notification message will also cause a similar misalign-
ment between the debtor and the creditor’s individual commitments.

Agents’ goals are also important when considering the commitments in a protocol
[14, 43]. Agents try to manipulate (e.g., create or delegate) their commitments with
each other in order to satisfy their goals. An agent’s goal can be an achievement goal,
or a maintenance goal [43]. In this paper, we have in a way dealt with achievement
goals. That is, the existential temporal constraint on a base-level commitment
corresponds to an achievement goal, in which the debtor of the commitment has
to satisfy a property for the creditor within a deadline. What we have not dealt
with here are maintenance goals, which can be represented by universal temporal
constraints on commitments. That is, the debtor of the commitment has to ensure
that the property of the commitment is valid throughout a certain period of time.

There are other settings, different from e-commerce as we experiment here, that
monitoring and diagnosis is essential in identifying exceptions. Kalech and Kaminka
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[29, 30] consider diagnosis of exceptions arising from disagreements due to different
observations in multiagent teamwork, e.g., in robotics or in a combat-field setting.
Agent death, or unreachable agents, is an important issue in such settings in the
sense that an unreachable agent will obviously not participate in the diagnosis. Since
we assume that our diagnosis process needs the collaboration of the agents that are
involved in the mismatch, it is not possible to diagnose cases of agent death [32].

Mallya and Singh propose similarity relations for protocol states [39], not directly
for commitments. However, some of the similarity relations involve the similarity of
commitments in order to make reasoning possible on states. Specifically, creditor-
similarity relation is very similar to our delegation relation; it aims at identifying
similar states that differ only in some commitments that are delegated. On the
contrary, their primary aim is completely different. They try to extend protocols via
the similarity relations (e.g., merge two protocols). We, on the other hand, diagnose
exceptions based on similar commitments.

In order to demonstrate how our approach works, we have extended a delivery
process description [28] by involving temporal constraints, and formalized it in REC
[8, 48]. We have designed and presented two different exception cases according to
the two possible outcomes of our diagnosis procedure. The forward-shift relation
we have proposed is the main cause of exceptions triggered by misalignment. In
particular, forward-shift can further have different levels. Table 2 shows three
commitments; both c2 and c3 are forward-shifts of c1. For diagnosis purposes, each
one is considered as misalignment. However, assume that the current time is 4.0 and
the customer has the commitment c1; it wishes to understand whether the delivery
will take place at time 8.0. If the store has the commitment c2, then the customer may
think that an exception is probable. But, there is still a chance that delivery will take
place at time 8.0, since 8.0 is within the temporal interval of c2. On the other hand,
if the store has the commitment c3, then the customer can understand that there is
no chance of delivery taking place at time 8.0. This type of reasoning can be used
to predict exceptions, e.g., prognosis. As for future work, we plan to investigate how
our similarity relations can be used for prognosis. In addition, we plan to extend our
commitment similarity relation to cover the strength relation of Chopra and Singh.
This will also allow us to investigate cases where multiple delegations are possible
for the same commitment. We plan to look at the Tropos framework for complex
delegation schemes [6].

The backward-shift and the backward-shift delegation relations we propose here
are not operational for diagnosis purposes. Since a diagnosis process is always
initiated after a commitment violation is detected, the backward-shift (delegation)
of the violated commitment will also be violated, thus cannot cause a misalignment.
However, when prognosis is also involved, backward-shift (delegation) may also be
the cause of a misalignment. For example, the customer may not wish to receive the

Table 2 Levels of forward-shift

c1 = active(c(store, customer, property(e(3.0,8.0), delivered(book))))

c2 = active(c(store, customer, property(e(5.0,10.0), delivered(book))))

c3 = active(c(store, customer, property(e(9.0,14.0), delivered(book))))
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delivery earlier than a specific date. We will investigate such cases when we consider
prognosis. Another possible direction for future work is to decide what to do next
with the culprit agent identified (e.g., recovery). We are currently working on how
to proceed with such diagnosis via the exchange of happened events. That is, the
agents should reason both on the similarity among events and the relevance between
commitments and events in order to find a suitable recovery.
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run experiments.

Appendix A Notation

Table 3 Notation used for diagnosis process

Symbol Description

C The domain of commitments

A The domain of agents

CA The set of commitments that agent A is aware of

CC
A The set of commitments in CA that are relevant to C

CCe
A The set of commitments in CA that are an extension of C

CCf
A The set of commitments in CA that are a forward-shift of C

CCb
A The set of commitments in CA that are a backward-shift of C

CCX
A The set of commitments in CA that are a (proper) delegation of C to X ∈ A

CCeX
A The set of commitments in CA that are an extension delegation of C to X ∈ A

CCf X
A The set of commitments in CA that are a forward-shift delegation of C to X ∈ A

CCb X
A The set of commitments in CA that are a backward-shift delegation of C to X ∈ A

CC∗X
A CCX

A ∪ CCeX
A ∪ CCf X

A ∪ CCb X
A

CA The set of all commitments (CA = ⋃
A∈A CA)

CC
A The set of commitments in CA that are relevant to C

Appendix B Implementation and testing

A running prototype with a full implementation can be downloaded from
http://mas.cmpe.boun.edu.tr/ozgur/code.html. Below we display some screenshots of
the testing done on the case studied presented here, using the j-REC tool. The
code also contains a commitment-based definition of the diagnosis method. We
use commitments to model collaboration. In particular, each agent is committed
to answer (faithfully) to a diagnosis request within a certain deadline. Different
evolutions of commitments related to the business (as shown in the pictures below)
and to the diagnosis can be tested by trying various sequences of event histories,
such as those contained in each eventTrace.txt file of each agent’s folder. The j-REC
tool only needs Java. For simplicity, there is one customized version of j-REC Tool

http://www.inf.unibz.it/~montali/tools.html#jREC
http://mas.cmpe.boun.edu.tr/ozgur/code.html
eventTrace.txt
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Fig. 8 Case I: j-REC output for customer

in each of 4 agents (federico, hsbc, amazon, and ups). The simplest way to run the
example is to execute java -jar CMon.jar (or double-click on the CMon.jar
file icon) on a selected agent folder.

Fig. 9 Case I: j-REC output for bank
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Fig. 10 Case I: j-REC output for Store

Below is a screenshot of j-REC showing a version of Case I with compensation by
P1 following diagnosis. The compensated commitment c1 is shown in orange color by
the time Federico accepts to switch to a new commitment, with an extended deadline.

Fig. 11 Case I: j-REC output for courier
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Fig. 12 Case II: j-REC output for customer

To run tests such as this one, select tab (Model) from the left-hand side
menu and copy-paste the KB of your agent of choice (e.g., file Customer
(federico)/model.txt). Then hit the Run, and copy-paste on the right-hand

Fig. 13 Case II: j-REC output for bank
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Fig. 14 Case II: j-REC output for store

box called trace the desired evolution of events. Once the events are in place, select
Start and then Log from the bottom. Use Stop to restart and Export to save the
output on a file.

Fig. 15 Case II: j-REC output for courier
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