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Abstract It is now common to construct an extended static
checker or software verification system using an SMT
theorem prover as the underlying logical verifier. SMT prov-
ers have improved significantly in performance over the last
several years. However, their usability as a component of
software checking and verification systems still has gaps.
This paper describes investigations in two areas: the report-
ing of counterexample information and the testing of vacuity,
both of which are important to realistic use of such tools for
typical software development. The use of solvers in verifica-
tion is more effective if the solvers support minimal unsat-
isfiable cores and incremental construction, evolution and
querying of satisfying assignments; current solvers only par-
tially support these capabilities.

Keywords Specification · Verification · Static checking ·
Vacuity checking · JML · ESC/Java · ESC/Java2 · Spec#

1 Introduction

The goal of a static program checker is to assure, without exe-
cuting a program, that the program will behave as expected,
where the expectations are measured by explicit and implicit
specifications. Implicit specifications are provided by lan-
guage rules, e.g., that forbid numerical divide-by-zero opera-
tions. Explicit specifications are provided by humans and are
a statement of the constraints on input, output, and resource
requirements, such as that the output of a subroutine will be a
sorted array or that the screen display will accurately reflect
the content of a database. Human-readable documentation
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is a form of specification, but one that is inaccessible to the
computer. Specifications that are also computer readable can
be checked automatically. There are other aspects of a pro-
gramming and operating environment that also need to be
correct, but in this paper we will only consider the match
between a program and its specifications.

The design of verification systems for practical software
has improved significantly in the past several years, encour-
aged by improvements in logical encoding [1,2], competi-
tions on prover performance [3,4], and increasing coverage
of programming and specification features. An additional
important dimension is the way in which such tools provide
information to the user. The logical information available
to the user comes indirectly from a back-end prover, so the
capabilities of the prover can restrict the potential of any
user interface. Since most of a user’s time may well be spent
in correcting programs and their specifications, the amount,
kind, and presentation of helpful information are important
to a usable tool.

This paper describes two kinds of information that are
needed to diagnose problematic programs and specifications:
counterexample information and vacuity checking. Good
counterexample information is needed in the case that a pro-
gram does not satisfy its specifications; vacuity checking
determines when a program satisfies its specifications
because the specifications are trivially true. In both cases,
having appropriate capabilities that are currently missing
from available provers enhances both speed and quality of
the information available to programmers.

The paper makes the following contributions. Section 2
provides background on the use of SMT solvers in soft-
ware verification. Section 3 assesses the currently available
counterexample information, describes how to translate this
information such that it is more helpful to debugging speci-
fications, and identifies changes in SMT solvers that would
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Fig. 1 The steps of software verification

further aid counterexample presentation. Section 4 presents
six methods of checking for vacuous assumptions, exper-
imentally measures their relative performance using three
different SMT solvers, and presents conclusions regarding
useful improvements in SMT solver functionality. Section 5
summarizes the paper’s observations and describes future
work.

2 Background: the design of static program checkers

2.1 Static analysis systems

Although static analyzers for program checking and soft-
ware verification can be designed in many ways, a common
architecture consists of the following pieces, as illustrated in
Fig. 1.

• A specification language corresponding to the target pro-
gramming language. Some specification languages are
independent of programming language, such as Z [5].
However, it is now more common to have a specification
language closely related to the programming language.
Then, the concepts of the specification language are sim-
ilar to those of the programming language, aiding learning
and reducing errors. Thus, e.g., Eiffel [6] has its own built-
in specification language, JML [7–9] is used for Java, the
Spec# [10,11] language for C#, Anna [12] for Ada, and
ACSL [13] for C. Specification languages provide syntax
to express invariants (what must always be true of classes
and data structure), preconditions (stating what must be
true before calling a method), frame conditions (stating
what may be changed by a method), and postconditions
(stating what will be true on exiting a method).

• A programming-language-dependent front-end that is
responsible for parsing source code files and retrieving
library contents to build a type-checked AST that repre-
sents the program and its specifications. This is equivalent
to the front-end that is used by a compiler and requires the
same capabilities: scanning and parsing of source files,

reading of binary files, name resolution, symbol table
management, and type attribution.

• (Optional) A program transformer that converts the AST
into a language-independent intermediate representation.
Though some tools use a tool-specific representation or
translate directly from an AST to verification conditions
(VCs), it is increasingly convenient to use a language- and
tool-independent intermediate representation. Such a rep-
resentation enables reusing software components such as
VC generators in multiple tools or for multiple languages.
Two intermediate languages that are used for multiple
programming languages are BoogiePL [14] and the Why
language [15].

• A VC generator that creates the logical statements that
must be proved to assure that the program matches its
specifications. Ideally, VC generation is independent of
the theorem prover to which the VCs are presented. In
practice, theorem provers have different capabilities and
different underlying logical systems, so that the form of
the logical statements must, to some extent, be tailored
to their destination. One common logical language sup-
ported by many provers is the SMT-LIB [16] language.
However, this language is more suited to writing bench-
marks than to interactive use during software develop-
ment.

• A theorem prover that can pronounce given logical state-
ments as true or false. There are by now many such prov-
ers. Some are meant as hidden batch back-end tools, e.g.,
Simplify [17], Yices [18,19], CVC3 [20], and Z3 [21];
others, such as PVS [18,22] and Isabelle [23], are inter-
active proof development environments.

Typically, these architectural components are bundled into a
unified system. Some currently supported systems are Spec#
for C# programs, ESC/Java2 [24] for Java, Why [15] for C
or Java, and KeY [25,26] for Java.

However, the linear flow outlined above does not reflect
an important requirement: a system must be effective at both
identifying and explaining problems. Program or specifica-
tion issues identified by the back-end prover must be com-
municated with as much relevant information, expressed in
the programmer’s terms, as possible. But the translation to
intermediate language, to VC, to the prover’s logic, and then
to the results of the prover can lose the information needed in
order to provide useful feedback in the source code context.

2.2 The structure of VCs

In order to see how the back-end theorem prover can aid in
the program and specification debugging process, we need to
understand the way in which VCs are generated. We use the
basic block formulation proposed by Barnett and Leino [27].
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In this procedure, a program method is transformed into an
equivalent set of basic blocks. The basic blocks comprise the
nodes of a directed acyclic graph. That is, control flows from
a start block, through the graph, with branching and joining,
until an end block is reached. Each block itself corresponds
to a non-branching sequence of program statements. A par-
ticular execution of the program, with specific input values,
will correspond to a particular path through the graph.

A basic block contains a translation of its bit of program
code into a series of assumptions and assertions. The assump-
tions encode the various conditions that may be assumed in
that block. For example, the preconditions of the method
will be assumptions at the beginning of the starting block;
a branch condition (or its negation) will be an assumption
at the beginning of a block representing an alternative of a
branch. The assertions encode conditions that must be true
if the program is correct, namely, the requirements derived
from the specifications.

The details of translating a program into basic blocks are
described elsewhere [27] and are not repeated here. However,
the next subsection contains two examples that illustrate the
process. The translation includes applying program transfor-
mations to remove cycles (from loops and goto statements)
and applying dynamic single assignment and passification to
convert program variables into logical ones and imperative
program assignments into logical conditions.

In the end, the VC for a method can be expressed as

(∧k Qk) ⇒ B0 (1)

where each Qk is an equality of the form

Bk = ((∧ j Ak j ) ⇒ ((∧m Tkm) ∧ (∧i∈Fk Bi ))). (2)

The indices k and i range over all blocks; the Qk are called
block equations, the Bk are boolean block variables, the Akj

are assumptions, the Tkm are assertions, Fk is the set of indi-
ces of blocks that follow block k, and index 0 corresponds
to the program start block (which does not follow any other
block).1 The block equations encode the logic of the program:
given the block equations, the variable for the start block (B0)
is true if and only if the program matches its specifications.

2.3 Examples

Although basic blocks and block equations are described in
detail by Barnett and Leino [27], this subsection presents two
examples that will assist readers in visualizing basic blocks
and the resulting VCs.

1 This actually differs slightly from the original basic block formula-
tion in order to simplify the presentation; here, basic blocks are divided
into subblocks such that assertions only occur at the end of subblocks.

Fig. 2 Java code demonstrating a simple conditional statement

Fig. 3 Basic blocks for the code in Fig. 2

Fig. 4 Block equations corresponding to Figs. 2 and 3

The first example, Figs. 2, 3 and 4, shows the blocks and
block equations resulting from a simple conditional state-
ment. There are some things to note.

• Program variables (e.g., i) are converted to logical vari-
ables (i@0, i@1, i@2). In single-assignment form, a new
logical variable is used each time the program variable is
assigned a new value.

• When control flows join, such as at the end of an
if-statement, a new logical variable is used to hold the
value of a program variable that may have different
assignments in the different branches of the program.
(In some cases, such as here, an existing logical variable
could be reused for this purpose.)

• A special variable is used for the return value.
• Assignments become assumptions about the value of a

new logical variable; the postcondition is represented as
an assertion.
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Fig. 5 Java code demonstrating a loop, with a bug

Fig. 6 Basic blocks for the code in Fig. 5

The VC, here, is (Q0 ∧ Q1 ∧ Q2 ∧ Q3) ⇒ B0. The reader
may enjoy proving that this is true (even though the postcon-
dition uses > instead of ≥). Note that many assignments of
values to the logical variables, such as i@0 = 10, i@1 =
11, i@2 = 12, satisfy the VC because the assumptions are
false. It is only assignments that make all the relevant assump-
tions true that are critical—they may or may not satisfy the
assertions as well.

A second example, in Figs. 5, 6 and 7, shows how pro-
grams with loops become acyclic. At the point where the
control flow from the end of the loop joins the control flow
from statements preceding the loop, the loop variable and
variables that are changed in the loop body may have a vari-
ety of values. In fact, the basic block transformation allows
them to have arbitrary values, constrained only by the loop
invariant. This is implemented by introducing new logical
variables (i@1 and sum@1) for those program variables.
The only assumption about the values of these new logical
variables is the loop invariant. The loop invariant is checked
prior to entering the loop, and the logical translation of the

Fig. 7 Block equations corresponding to Figs. 5 and 6

loop body checks that if the loop invariant holds at the begin-
ning of a loop, it also holds at the end. No blocks follow the
loop body in the basic block formulation. It is incumbent on
the loop invariant to accurately state the consequences of the
loop body and to constrain the values of the loop index, so
that appropriate conclusions can be drawn about the effect
of the loop as a whole. (For brevity, we omit discussion of a
loop variant assertion that is used to verify termination.)

This example has a bug. The postcondition incorrectly
states that the result should be 0. This is in fact correct for
j <= 1. But the assignment

j@0 = 2, sum@0 = 0, i@0 = 0,

i@1 = 2, sum@1 = 1, $resultV alue = 1

is a counterexample for the VC. Block variables B4, B2, and
B0 are false.

Alternately, if the sum within the loop invariant is
(\sumintk; 0 <= k&&k <= i; k), the loop invariant
is initially true, but would not hold after the first iteration
through the loop; a counterexample would then be

j@0 = 2, sum@0 = 0, i@0 = 0, i@1 = 0,

sum@1 = 0, i@2 = 1, sum@2 = 0.

Block variables B3, B2, and B0 are false.
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3 Counterexample information

3.1 The anatomy of a failed verification

If a program does not meet its stated specifications, then the
VC for the program will not be true. The implication in (1)
is false only when the block equations hold and B0 is false
for some assignment of values to the logical variables. Any
block variable is false only when all of the assumptions of
the block (the Akj for that Bk) are true, but either the Bz for
some succeeding block is false or some assertion Tkm for that
block is false. By induction, we can see that the VC will be
false only when there is an assignment of values to variables
that makes a sequence (beginning with B0) of assumptions
true but the following assertion false.

It is the task of the back-end prover, given a VC (and
associated supporting axioms), to pronounce the VC valid or
invalid. This is typically performed by seeking a satisfying
assignment for the negation of the VC. If such an assignment
is found, the VC is invalid, and the assignment serves as a
counterexample to the validity of the program.

3.2 Presenting counterexample information

To be helpful to the user in correcting the program or the spec-
ifications, the counterexample information should be avail-
able in some appropriate form. Current systems, however,
present this information in the context of the back-end prover,
generally as a partial dump of the logical context of the
prover. For example, the ESC/Java [28] and ESC/Java2 [24]
tools use Simplify [17] as the back-end prover. Counterex-
ample information is presented as a list of internal logical
variables and their values; Fig. 8 shows a sample Java pro-
gram with JML annotations and the resulting counterexample
output; Figs. 9 and 10 show parts of the corresponding out-
put from the Yices and CVC3 tools. In each tool, there is an
attempt to limit the information to “relevant” variables by
some heuristic. Also, logical variables are added to the VC
to encode the control flow within the satisfying assignment.
Thus, some tools are able to state the branch taken at each
branch point, given the satisfying assignment. Nevertheless,
the variables are simply listed with their values and the var-
iable names are the encoded names of the logical variables
used in the prover, including many that relate to the inter-
nal logical encoding. It takes knowledge of how the prover
functions, how the VC is structured, and how the logical var-
iable names are formed from the program variables in order
to interpret the counterexample. Even then, the process of
understanding the counterexample sufficiently to be able to
begin debugging the specification is tedious and difficult.

The Spec# system builds on this same philosophy, but
embeds the user interaction in an IDE, an improvement in

Fig. 8 Java example with JML specifications and counterexample
information from ESC/Java2

user-friendliness. The trace information is shown overlaid on
the program itself within the source code editor, and the few
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Fig. 9 Sample counterexample information from Yices

Fig. 10 Sample counterexample information from CVC3

variables whose values are selected to be shown are translated
back into program variable names. However, an insufficient
set of values is selected from the counterexample, and the
user is not able to explore the counterexample in any way.

Other systems (e.g., Why or KeY) provide a view of the
proof process from the point of view of a formal logic expert.
There is an explicit view into the VCs generated by a pro-
gram; there are means to attempt a variety of provers on
specific subgoals, and means to inspect which subgoals are
proved, which are not, and so on. These tools target a user
familiar with the details of the formation and proof of VCs.

None of these systems provide means to query the coun-
terexample in the context with which the programmer is most
familiar—the software code itself and its control flow. A typ-
ical bug is subtle and requires investigating program values
and their ramifications at various points in the program. The
counterexample information is crucially valuable, but it can
be used effectively only if presented more accessibly.

3.3 Improved presentation of counterexample information

We can improve the understanding of the counterexample
information by presenting it in the context of a program’s
source code and control flow. In particular, we can trace
through the program, statement by statement, according to
the values of variables in the counterexample, reaching the
false assertion. The counterexample provides enough infor-
mation to retrace the control flow and to give the values of
variables and subexpressions along the way. Specific prov-
ers return differing amounts of information, but appropriate
queries to the prover, if supported, can supply the values of
any desired program variables and subexpressions. Present-
ing this information in association with the source code and
with the details obtained by this pseudo-execution provides
the user with a clear picture of the erroneous state of the
program, rather than the flat view of a subset of the logical
variables provided currently.

A control-flow-oriented presentation is used in other con-
texts. Tools that use symbolic execution have natural access
to the control path that leads to a problematic state, and pre-
sentations of that control path are used even in commercial
tools [29]. Similarly, tools (e.g., the JACK tool [30]) that
give the user visibility to the proof obligations that the user
may need to interactively prove can show the statements of
a program that contribute to the proof obligation. Here, the
contribution is to provide a similar capability for counter-
example information.

First, we note that the basic block formulation contains
within it the needed control flow information. A satisfying
assignment that serves as a counterexample will have B0 false
and will correspond to a path through the acyclic graph that
ends with the assertion that is false under this assignment.
The block variable Bk for each block on this path will be
false. The relevant execution path can be found by tracing
through the directed acyclic graph of blocks, either forward
from the start block or in reverse from the block containing
the false assertion, to find the appropriate sequence of blocks
with false block variables in the satisfying assignment. Note
that the values of logical and block variables that are not
part of this chain of blocks may have arbitrary assignments.
Hence, it is not sufficient to search for any block with a false
block variable—only those that form a path from start to false
assertion are relevant.

A small, constructed example of this procedure is shown
in Fig. 11. The assignment i@0 = 0, j@0 = 0 is a counter-
example for the VC (a satisfying assignment for the negation
of the VC); in particular, it sets B0, B1, and B3 false, and
B2, B4, and B5 true. Both assertions are false, but the rele-
vant control flow path is from block B0 to B1 to the assertion
in block B1. Since block B3 follows from block B2 and the
block variable B2 is true, it is irrelevant to the counterexam-
ple that B3 is false. Sometimes a false block such as B3 is
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Fig. 11 Java code demonstrating a simple conditional statement

infeasible (never executed), in which case the fact that it is
false is misleading; other times (such as in this case) there
may be other counterexamples (e.g., i@0 = 1, j@0 = 0)
in which B3 is feasible and that identify other program or
specification errors.

Second, we need to retrieve the values of expressions and
assignments for each program variable at arbitrary points
along the control flow path. Those values are readily avail-
able for program variables corresponding to specific logical
variables that are included in the counterexample informa-
tion. However, sometimes one wants to query the value of a
subexpression, such as the index of an array element assign-
ment or the return value of a function call for which no spe-
cific logical variable is defined or returned by the prover. For
these subexpressions, we can proceed as follows:

• To obtain the value of a desired expression expr, assert to
the prover the negated VC and the additional equation X
= expr, where X is a new variable name. Multiple expres-
sions can be queried using an appropriate conjunction.

• If the original negated VC was satisfiable, the logical con-
text will still be satisfiable and the value of X will be the
desired value of the subexpression.

However, resending to the prover the entire negated VC
each time we wish to query the value of a subexpression is
inefficient. We prefer to query the existing state of the prover
after it has generated a satisfying assignment. Most current
provers do allow incremental addition of new constraints to
an existing logical context. In such an incremental mode,
one would assert the negated VC to the prover and check
for satisfiability; then one would assert the new equations,
recheck for satisfiability and inspect the new counterexam-
ple for the values of the desired expressions. However, there
is no guarantee that the recheck will find the same satisfying
assignment, even though the original assignment will still
be satisfying. We can simulate the situation that the satis-
fying assignment stays the same (augmented with the new
variables) by asserting the entire counterexample back to the
prover, along with the new queries. This still gives a satisfy-
ing assignment but results in one that has the same values on
all variables that have already been reported.

With this ability to query a counterexample for the values
of arbitrary subexpressions, a text-based interface or a GUI
can provide the user the ability to explore the implications of
a counterexample, in the context of the program text, rather
than the user simply receiving a list of the values of mostly
irrelevant variables.

This capability allows reverse debugging as well. A static,
logic-based approach as described above naturally retains
a record of state changes and provides symbolic informa-
tion about any previous state. Within generally available run-
time debuggers, one can usually set breakpoints and inspect
the current state of a stopped program. However, one typ-
ically cannot look back to previous program states. (There
are research debuggers that have provided reverse stepping
by taking snapshots of the state or logging state changes; e.g.,
GDB intends to add support for reverse debugging in 2009,
and Cook [31] and later ODB [32] implement this feature for
Java.)

In order to efficiently execute the above procedure, a back-
end solver needs to have the following capabilities:

• the ability to add additional constraints to a current logical
context, checking for satisfiability as new groups of asser-
tions are added, extending the current satisfying assign-
ment incrementally, if possible;

• the ability to query a satisfying assignment for the implied
value of variables or expressions, without the current
assignment changing (although it may perhaps be aug-
mented).

The first item above is fairly standard in SMT solvers,
though rechecking for satisfiability may cause a completely
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Fig. 12 An example of
improved counterexample
information from OpenJML.
The @L notation indicates a line
number. A remaining confusing
aspect is Yices mapping of
user-defined types (e.g., object
references) to integers

new check to be performed, rather than building on the results
of the previous check. The second item is less common. The
SMT-LIB API, currently under development, is also a place
where such functionality should (and is beginning to) be pres-
ent, though that standard would then need to be supported by
functionality in actual tools.

A few other aspects should be mentioned that are quite
straightforward to provide (although they are not in current
tools).

• The assumptions and assertions that make up a basic
block program are generated by a variety of source code
constructs. By recording the source of specific assump-
tions and assertions, information returned by the prover
about them can be portrayed in the context of the source
code. For example, both assignments and branch con-
ditions generate assumptions about variables, but, as in
Fig. 12, with the right internal information, the presenta-
tion can be appropriately different.

• Similarly, the logical variables used by the prover are typ-
ically a cryptic encoding of various pieces of information:
the variable name, its declaration location, and the loca-
tion of its most recent update (as you can see in Fig. 8).
Without detailed knowledge, these names are inscrutable
to the programmer. Translating them back into the context
of the program’s source code and succinctly displaying
the relevant information are essential for easy understand-
ing. (SMT-LIB [33] allows for annotations of this sort in
its concrete syntax, but this capability has not yet been
integrated into verification systems.)

• In this paper, counterexample information is shown in tex-
tual form. Within a visual source-code editor, the appro-
priate parts of the control flow can be suitably highlighted.

• Finally, though not discussed here, a tool can perform
additional analysis (e.g., dependency analysis) of the
counterexample information and the content of the pro-
gram’s assumptions and assertions in order to identify
more precisely the aspects of a program that lead to the
counterexample.

These techniques were implemented for experimentation
in the OpenJML tool, a JML and ESC implementation built
with OpenJDK [34] and Yices as the prover. Figure 12 shows
the generated counterexample information for the same code
as in Fig. 8. Subexpression information is shown for just a
few expressions for space reasons; also, column information
is omitted. With this presentation, it is more evident that the
problem with the code occurs when the argument of m(int
k) has the same value as the length of the array a.

4 Vacuity checking

Vacuity checking is a second area in which improved prover
capability is needed in order to support a better user experi-
ence. Vacuity checking verifies that if a prover pronounces
that a program meets its specifications, it is not because the
specifications are trivially satisfied. If the preconditions of
a method are inconsistent (equivalent to false), then any
subsequent assertion will be deemed valid by the theorem
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prover, i.e., will be vacuously true. Similarly, if an inadver-
tently false assumption is included in the text of a program,
any subsequent assertions will be deemed valid.

Vacuous assumptions are, of course, human errors. But
without additional checks, a program with vacuous assump-
tions is reported to be just as valid as one that correctly meets
its specifications. This is a well-known problem in model
checking, e.g. [35,36]; there is also some initial work in the
context of static analysis [37]. In requirements modeling, this
task is also known as consistency or satisfiability checking,
e.g. [38,39]. In the case of a formal requirements model, one
can check for global consistency by finding an instance that
satisfies all the constraints of the model. The fundamental
logical task is similar to that needed for software verifica-
tion, but the formulation of the satisfiability task is different
in the two applications.

Note first that if a VC for a module is invalid, there is
no need to do vacuity checking. Rather, vacuity checking is
called for when the VC is reported as valid. Second, a mod-
ule may have many assumptions. Most methods of check-
ing for vacuous assumptions require that each assumption be
checked individually (or at least each assumption sequence
must be tested individually). Hence, multiple vacuity check-
ing tests would be run for a given program module and
the performance of the checker is important. The follow-
ing sections describe a number of ways to check for vacuous
assumptions and compare their performance.

4.1 Methods of vacuity checking

4.1.1 A-InsertAssert. The assert false technique

The traditional test that is performed in program checking
systems is to insert an appropriately placed assert false state-
ment within the program and then recheck the program. The
inserted assertion is placed after the assumption in
question, or perhaps after a sequence of assumptions within
a basic block. If the assert false triggers an assertion viola-
tion, then any assumptions prior to that assertion are at least
not vacuous; however, if no assertion violation occurs despite
the explicit assert false, then that assertion is never logically
reached, and there is likely a problem.

Though testing each assumption individually gives the
most precision, one can begin by testing each basic block
individually. In this case, one inserts an assert false state-
ment at the end of each block in turn. If the assertion causes
the VC to be invalid, then the assumptions in that block are
not vacuous; if the VC is still valid, then the assumptions in
the block need to be tested individually.

This method of inserting test assertions has been a manual
idiom in ESC/Java2 and is applied automatically by some
tools, e.g. [37]. It requires a separate reformulation of the

VC and a separate test of satisfiability for each assumption
or block being checked.

4.1.2 B-TruncAssert. The truncated assert false technique

Method A-InsertAssert of the previous subsection can be
improved by noting the following: none of the statements
following a false assertion are needed. If the assertion is exe-
cuted, execution will stop because it is false, and nothing after
it is ever executed. If the assertion is not executed (and the
VC is reported as still valid), then nothing after it is executed
either. Hence, we can shorten the program by eliminating any
statements within the basic block after the point of inserting
the false assertion; we can also ignore any other basic blocks
that follow only the block containing the inserted assertion.
This is the technique used by Janota et al. [37] in their reach-
ability analysis.

In this way, the VC generated from the module augmented
with the inserted assertion is simpler than the original VC and
may be more quickly tested. In particular, the preconditions
of a method are translated as assumptions that begin a VC.
Those preconditions must also be tested for vacuity; when
a false assertion is placed after them, the entire body of the
method can then be ignored.

4.1.3 C-PushPop. The push-pop technique

Techniques A-InsertAssert and B-TruncAssert require
repeated testing of similar VCs. For example, each VC will
contain a large background predicate that states many defi-
nitions and theorems about the logical behavior of the oper-
ations and constructs of the programming language. Logical
statements encoding the properties of classes referenced by
the module under test also need to be generated and presented
to the theorem prover. It seems inefficient to repeatedly gen-
erate and test VCs with largely the same content.

Most SMT solvers have a checkpointing capability. That
is, the state of the logical context can be saved (“pushed”),
further operations performed, and then the saved state can be
restored (“popped”). This can be used for vacuity testing as
follows:

• Choose a new logical variable name, e.g., assumption-
Number.

• Assign a unique positive integer to each assumption to be
tested.

• Insert after each assumption to be tested the assertion
assert assumptionNumber != M, where M is the number
of that assumption.

• Generate the resulting VC; present it to the solver.
• Then repeatedly, for N equal to 0 and for N equal to each

of the integers assigned to assumptions, do the following:
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◦ save the state
◦ add the assumption assumptionNumber = N to the

solver’s logical state
◦ test the resulting VC for validity
◦ restore the state.

Now,

(a) When the equality assert assumptionNumber = 0 is
added to the logical state and tested, the VC is equivalent
to the VC of the original program. With this assignment
of 0 to the variable assumptionNumber, all the inserted
assertions are true, and the truth of the original VC is
unchanged.

(b) When the equality assumptionNumber = M is added to
the logical state and tested, the VC is equivalent to the
original VC with a single assert false after the assump-
tion numbered M.

Consequently, this procedure performs the same tests as
Technique A-InsertAssert, but without needing to restart the
SMT solver for each test. Note that the optimization of testing
each basic block rather than each assumption can be applied
here, but the optimization of Technique B-TruncAssert can-
not.

4.1.4 D-Retract. The retraction technique

Another capability of some solvers is to be able to retract
specific logical statements presented to the solver. With this
technique, we do not need to repeatedly save and restore the
entire logical state. Rather, we proceed as follows:

• Choose a new logical variable name, e.g., assumption-
Number.

• Assign a unique positive integer to each assumption to be
tested.

• Insert after each assumption to be tested the assertion
assert assumptionNumber != M, where M is the number
of that assumption.

• Generate the resulting VC; present it to the solver.
• Then repeatedly, for N equal to 0 and for N equal to each

of the integers assigned to assumptions, do the following:

◦ add the logical statement assumptionNumber = N to
the solver’s logical state

◦ test the resulting VC for validity
◦ retract the statement just made.

This also replicates all of the tests of individual assump-
tions performed in Technique A-InsertAssert. As for Tech-
nique C-PushPop, the optimization of testing each basic block

rather than each assumption can be applied here, but the
B-TruncAssert optimization cannot.

4.1.5 E-Search. The search technique

The techniques so far described test each assumption by
inserting a false assertion, one at a time. It is possible to
combine some of these tests and have the solver decide which
ones might be false. Consider the following technique:

• Choose a new logical variable name, e.g., assumption-
Number.

• Assign a unique positive integer to each assumption to be
tested.

• Insert after each assumption to be tested the assertion
assert assumptionNumber != M, where M is the number
of that assumption.

• Generate the resulting VC; present it to the solver.
• Then repeatedly, do the following:

◦ test to see if the VC is valid
◦ if the VC is valid, then all remaining assumptions are

vacuous (and the iteration ends)
◦ if the VC is invalid, the counterexample demonstrat-

ing invalidity will have an assignment for the variable
assumptionNumber. The value of assumptionNumber
will correspond to one of the assumptions. Since the
assertion corresponding to that assumption is false,
that assumption is not vacuous.

◦ add the logical statement assumptionNumber != N to
the logical context and repeat.

This procedure allows the solver to choose which of the
inserted assertions is false. The most common case is that
all of the assumptions under test are non-vacuous; in that
case, the total number of prover invocations is the same as in
any of the previous techniques. If there are multiple vacuous
assumptions, the total number of tests will be reduced.

4.1.6 F-UnsatCore. The unsatisfiable core technique

When a negated VC is unsatisfiable, some provers (e.g.,
Yices) can also report a subset of given assertions that, by
themselves, are unsatisfiable. This set is called an unsatis-
fiable core. If an assertion to the prover is not part of the
unsatisfiable core, then it is irrelevant to the proof of validity.
So suppose we add, after an assumption to be checked, the
program assertion assert X; in addition, we separately
assert to the prover a statement equivalent to X = true (X
being a previously unused variable name). Since X is true, the
VC is logically equivalent to the original VC, so we can build
in this assertion when the VC is first constructed. However,
if the assertion X = true turns out to be irrelevant (i.e., it
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is not part of the unsatisfiable core), then it does not matter
whether X is true or false, and there must be something vac-
uous prior to the assertion. This allows a test for vacuity with
only the overhead of generating the unsatisfiable core and
without needing to do additional checks for satisfiability.

There is a hitch, however: the core may not be minimal.
If the core is not minimal, then there may still be irrelevant
assertions in the given core. Consequently, anything left in
the core, including any non-vacuous assumption (which, one
hopes, is all of them), still needs to be tested individually.
Accordingly, it would be particularly advantageous to know
that the reported core is minimal.

Thus, the quality of information available (efficiently) to
the user can be enhanced if SMT solvers have these capabil-
ities:

• When reporting that a logical context is unsatisfiable, a
prover also reports an unsatisfiable core;

• The prover also reports that the core is minimal, when it
can do so efficiently.

4.2 Performance of vacuity testing techniques

In typical use, vacuous assumptions will be inadvertently
introduced into a specification, detected by an appropriate
tool, and then corrected. A typical program module will con-
tain many implicit or explicit assumptions. Most of the time,
nearly all assumptions will be non-vacuous. Hence, the effi-
ciency of checking vacuity is important to a productive soft-
ware development workflow.

The performance of the techniques described in the pre-
vious section was measured as follows:

• The OpenJML tool was used to translate sample Java pro-
grams into VCs with testable assumptions.

• Three different SMT solvers were assessed: Simplify,
Yices, and CVC3. However, the performance compari-
sons always compare different techniques using the same
solver; different solvers were not compared against each
other.

• Since most existing code is either not annotated with
user assumptions or has already been checked for vacuity,
these performance tests were performed on constructed
programs that contained dead code from unused condi-
tional and switch statement branches. The scale of the
test programs was varied to provide performance checks
across a range of time scales and locations of the vacuous
assumptions.

• Each measurement was repeated at least three times; com-
parisons were made against the median baseline time (the
baseline was usually the A-InsertAssert technique).
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Fig. 13 Ratio of times for Technique B-TruncAssert to A-InsertAssert
versus the time by Technique A-InsertAssert (filled circles Yices, open
circles Simplify, and asterisks CVC3 provers)

These test scenarios are atypical of common programming
environments in two ways.

• The test programs are simpler than most programs would
typically be, with less dependence on other modules. I
expect that using more complex programs would accentu-
ate the value of the optimizations described in the sequel.

• The test programs contain assumptions mostly from
branch and loop statements; typical vacuous assumptions
are also (perhaps more) likely to arise from incorrect axi-
oms and invariants.

4.2.1 Technique B-TruncAssert versus A-InsertAssert

Figure 13 shows the ratio of times using the B-TruncAssert
technique to A-InsertAssert, as a function of the time using
Technique A-InsertAssert. Recall that the difference between
these two techniques is that in Technique B-TruncAssert, the
VC is truncated after known false assertions. The comparison
shows that, particularly for longer running tests, the trunca-
tion can save up to 60% of the running time. The savings
is greater for Simplify and CVC3 than for Yices, prompting
the conjecture that Yices may implement this optimization
internally.

4.2.2 Technique C-PushPop versus A-InsertAssert

Figure 14 shows the ratio of times using the C-PushPop
technique to A-InsertAssert, as a function of the time using
Technique A-InsertAssert. This comparison shows a clear
improvement across all tests and provers of 30–90%. The
time saved using stored state is an improvement over the
truncation technique (Technique B-TruncAssert).
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Fig. 14 Ratio of times for Technique C-PushPop to A-InsertAssert
versus the time by Technique A-InsertAssert (filled circles Yices, open
circles Simplify, and asterisks CVC3 provers)
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Fig. 15 Ratio of times for Technique D-Retract to A-InsertAssert ver-
sus the time by Technique A-InsertAssert (Yices prover only)

4.2.3 Technique D-Retract versus A-InsertAssert

The retraction technique is only available in the Yices prover.
Figure 15 shows the performance of this technique compared
to the baseline. Most test scenarios show a further improve-
ment over Technique C-PushPop, with times that are about
10% of the baseline. Very short tests show less improvement;
presumably those times are dominated by initialization.

4.2.4 Technique E-Search versus C-PushPop and D-Retract

Technique E-Search also shows substantial improvement
over the baseline (Technique A-InsertAssert), so it is more
interesting to compare E-Search to the best techniques so
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Fig. 16 Ratio of times for Technique E-Search to C-PushPop versus
the time by Technique A-InsertAssert (filled circles Yices and open
circles Simplify provers)
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Fig. 17 Ratio of times for Technique E-Search to D-Retract versus the
time by Technique A-InsertAssert (Yices prover only)

far: C-PushPop and D-Retract. Technique E-Search could be
implemented only in Yices and Simplify; technique
D-Retract is only available for Yices. Figure 16 shows the
ratio of times using Technique E-Search vs. Technique
C-PushPop for the various tests: Fig. 17 shows the com-
parison between E-Search and D-Retract. Though E-Search
does generally better than C-PushPop, it usually is worse than
D-Retract. In fact, the comparison depends both on the prover
and on the details of the particular test.

In Technique D-Retract, we test each assumption individ-
ually with an explicit false assertion. In Technique E-Search,
we allow the prover to find an assertion which, if false, will
invalidate the VC. This more complicated problem makes
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Fig. 18 Ratio of times for Technique F-UnsatCore to D-Retract versus
the time by Technique A-InsertAssert (Yices prover only)

each prover invocation of E-Search take longer than each
prover invocation of D-Retract.

We do expect Technique E-Search to require fewer prover
invocations. However, the prover invocations that are saved
are only those for which there are vacuous assumptions. If
there are only a few vacuous assumptions, then E-Search will
require nearly as many prover invocations as D-Retract, and
therefore perform worse.

This observation parallels one made by Leino et al. [40].
Those authors found that individually testing a number of
logical assertions was faster than a single test of the con-
junction of the assertions. They conjectured that the search
techniques or quantifier heuristics are sometimes less effi-
cient when confronted with a larger, more complex logical
assertion to test. Similarly, in the situation presented here,
the more complicated VC takes longer to check than does an
equivalent but larger set of simpler assertions.

4.2.5 Technique F-UnsatCore versus D-Retract

The unsatisfiable core technique is available only in the Yices
prover. Figure 18 shows the comparison to D-Retract, the best
other technique for Yices. In the context of these tests, tech-
nique F-UnsatCore performs worse than D-Retract. In the
Yices prover, in order to obtain information about the unsat-
isfiable core, one must turn on the “evidence” option. This
degrades the performance of each validity test. Furthermore,
the results showed that the assertions being added to test
for vacuous assumptions were, nearly always, still present in
the unsatisfiable core, even when the core would have been
unsatisfiable without them. That is, the core was generally
far from minimal and sometimes no different than the entire
original assertion set. Also, in practice, we would expect there

to be few vacuous assumptions compared to the number of
non-vacuous assumptions. Thus, little benefit is gained for
the cost of generating the unsatisfiable core. A qualitative
observation is that the degree to which the reported core is
minimal depends on the details of how the VC is constructed
(as well as on the particular internal algorithms of the prover);
equivalent VCs, expressed in different but equivalent logical
forms, can result in markedly different unsatisfiable cores.

5 Concluding observations and future work

The discussion above presented improvements in the use of
verification systems for debugging programs and specifica-
tions. First, we described a novel method of presenting coun-
terexample information to the user. In this style, variable and
subexpression values are presented in a trace of the program’s
control flow, as if the program were executed given the value
assignments of a particular counterexample. This presents
the counterexample information in the programming context,
rather than in the theorem proving and VC context.

Secondly, we noted that the logical state manipulation
features of some provers allow alternate ways to do vacu-
ity checking. Performance comparisons show that vacuity
checking using saving and restoring of logical state in order
to do a number of nearly similar validity checks can save
substantial amounts of time. However, the reporting of unsat-
isfiable cores by provers (at least, by Yices) is insufficiently
minimal to provide a reliable performance improvement.
Similarly, no gain is obtained by constructing the VC tests in
a fashion in which the algorithm repeatedly reduces the set
of assumptions being checked until only the vacuous ones
remain.

Both of these innovations for user workflow benefit from
support by the underlying theorem prover. Current provers
generally have the ability to incrementally add additional
constraints to a logical context, checking for satisfiability
as new groups of assertions are added. Effective workflow
would be further helped by these additional capabilities:

• the ability to query a satisfying assignment for the implied
value of variables or expressions without the current
assignment changing (although it may perhaps be aug-
mented);

• the ability to add new constraints that are consistent with
the current assignment, without the current assignment
changing (although it may perhaps be augmented);

• for sets of logical assertions used here, Yices showed bet-
ter performance using assert and retract instead of push
and pop operations, suggesting that other provers might
implement a corresponding technique;

• when reporting that a logical context is unsatisfiable, a
prover also reports an unsatisfiable core and, when effi-
ciently possible, that it is minimal.
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These comparisons of vacuity-checking performance used
programs constructed to have infeasible assumptions or
branches. It would also be helpful to understand the rela-
tive performance on large-scale natural programs. However,
the most useful checks are those of the consistency of user-
specified assumptions, so such a study is left for future work
when there are a larger number of adequately specified (but
not error-free!) programs available. However, we can note
first that vacuity checks are only necessary if a program or
module is reported to have no bugs. Second, large portions of
a program’s specifications will remain unchanged as a pro-
gram is developed. Thus, any system that allows incremental
checks will be able to usefully avoid doing vacuity checks
on every change; once a set of specifications for a module
is developed and checked, it is reasonable to omit checking
them regularly until there is reason to doubt their consistency
or until a final pass over the program is required. Both of these
considerations will reduce the overhead of including vacuity
checking in a full verification system.

There are now a number of very capable SMT provers
available for use. This paper compared three of them, find-
ing significant differences in their response to different opti-
mizations. There is, however, no detailed information about
the internal algorithms within the various provers. Thus, one
is not able to relate these differences to differences in inter-
nal heuristics. Nor is one even able to explain why a given
prover responds as it does to simpler or more complex VCs.
Clearly, the static analysis and software verification commu-
nity would benefit from better explication of prover internals
and a better understanding of the interaction between prover
algorithms and the structure of logical assertions.

The investigations described here also inspire some addi-
tional avenues of study:

• The intuitive improvement of Fig. 12 over Fig. 8 should
be informed by field studies of actual debugging practice
and the value of various aids.

• The performance of the mechanisms described for obtain-
ing counterexample and vacuity information should be
measured on large-scale code bases.

• The counterexample information shows what value a var-
iable has. Information from the prover explaining why it
has that value would be even more useful.

• In real-world scenarios, the VCs presented to an SMT
solver include a mass of axioms, most of which will be
irrelevant to the particular proof. Both performance and
presentation need to be assessed and improved for this
situation.

The work to date in improving the back-end SMT provers
has concentrated on raw speed and accuracy against bench-
marks, driven by competitions. The discussion in this paper
points out the need for advances on another front as well:

the capabilities needed for effective support of a particular
application of the provers, namely, static program checking.
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