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Abstract. Software companies have adopted project management methodolo-
gies suitable for their organizations and have made significant efforts in suc-
cessfully applying them to improve the quality of software. In particular, a
technology that can measure and analyze software project data is essential for
effective project management and productivity improvement. Of these software
project data, software effort is the key metric to be measured, given its direct
relation to process improvement and quality but also have general management
interest. However, in practice, there have been many difficulties in actually
measuring effort data because of problems in continuous and consistent mea-
surement. Therefore, in this paper, we propose an automated software effort
measurement method that can apply during the entire software development life
cycle, to overcome these problems and to achieve improvement of effort mea-
surement outcomes. Experiments are performed to evaluate the proposed
method from the viewpoint of effort measurement accuracy. The results indicate
that the proposed method shows a significant improvement compared to the
existing methods.
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1 Introduction

Software measurement and analysis can lay the foundation for effective software
project management and can also have a significant impact on an organization’s
software development productivity [1]. Of the various software project data, the soft-
ware development effort (note that “effort” is the amount of work units (time) required
to complete any given task) is one of the most important indicators [2]. Based on the
collected effort, we estimate the software development effort at the planning stage and
perform systematic project management through the allocated effort by tasks. In order
to conduct these activities, we should basically be able to measure effort accurately
with less trouble. If accurate effort measurement is possible, then from an individual
perspective, the effective planning and processing of each assigned task are possible,
deficiencies in individual processes can be identified, and opportunities for improving
these deficiencies can be provided when performing a software development project
[3, 4]. From an organizational perspective, software project managers can easily
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identify and monitor the overall progress, and reliable effort estimation is possible
through historical data, which will directly affect the quality of the final product [5, 6].

Many companies have been making or attempting effort measurement owing to its
importance. However, the reliability of the collected effort is quite low because
developers record their individual effort by directly measuring it through additional
efforts other than development, or the effort collection process is not automated. Even
with the existing effort measurement methods, developers should make further efforts
or there are problems with accuracy. The existing effort measurement methods can be
divided into a self-report method in which developers directly record the effort data and
an automatic-report method using a software program. The self-report method has the
possibility of fabrication because each developer has to manually enter his/her own
effort or review it. Even for the automatic-report method, it is impossible to apply it to
the whole stages of the software development cycle. Further, it is very difficult to
collect accurate effort data because the method does not take into account “the time for
thought” to solve problems and to find the necessary key information during devel-
opment. Additional efforts may be required from developers to adjust this information,
which may affect primary tasks assigned to them.

Therefore, in this paper, we propose a method that enables software developers to
measure effort more accurately and automatically without additional efforts while
performing a software project. This method, which uses Windows Application Pro-
gramming Interface hooking (Windows API hooking) technology [7, 8], can collect
events of working tools and input devices that developers actually use, and measure the
actual work time by task, tool, and development phase by analyzing the collected data.
In particular, the proposed method can measure effort by considering “the time for
thought” to solve problems when developing a software product. In addition, this
method can improve the effort measurement accuracy by measuring actual effort
through extracting website information when using web browsers. Although web
browsers are generally used for a software development, it is a difficult issue to identify
the actual work time from them.

The remainder of this paper is organized as follows: Sect. 2 describes existing
studies related to effort measurement. Section 3 introduces the effort measurement
method proposed in this study. Section 4 shows the experimental results and analysis,
and Sect. 5 concludes this paper and suggests future work.

2 Related Work

Research on software effort measurement is largely divided into self-report and
automatic-report methods.

The most commonly known self-report methods are Personal Software Process
(PSP) [3, 4] and Team Software Process (TSP) [5, 6]. Software developers record
their daily effort to use in process improvement. However, there is a limitation in that
actual effort must be recorded manually by developers, and thus it is very difficult to
guarantee reliability and validity of the collected data. Although a variety of tools have
been developed to support manual data collection, such as Process Dashboard [9],
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PSP.NET [10], and WBPS [11], they still need to input data manually with additional
efforts through a context switch between development and measurement activities.

There are several types of automatic-report methods. The first type is a chunk-based
method [12–14]. This method divides 24 h per day into certain time intervals. When an
event related to a software task occurs at a specific interval, that interval is measured as
valid effort. Although the chunk-based method enables automated effort measurement, it
is not very sophisticated since it measures even one software task event at a certain time
interval as the entire work time. Further, additional reviews should be made periodically
to check if the measured effort by developers is suitable. The review activity puts a lot of
burden on developers. The second type of automatic-report method is an interval-based
method [15, 16]. It first measures events related to software tasks (e.g., compilation in
development support tools), and then measures the final effort by developing a dis-
criminant to identify actual effort within the intervals between events. This method may
be more automated than the chunk-based method, yet it can only be applied at the
implementation stage where compilation is necessary but not the whole software
development life cycle. The interval-based method can be used in combination with the
self-report method. The interval-based method measures actual effort according to effort
decision formulas. Here, if there is any additional work time recorded by developers, it
can be included as work time. In this way, the final effort is drawn by combining the
effort collected through the interval-based method and the effort recorded by an indi-
vidual developer. The last type is a task-based method [17]. The method is developed as
a software development task measurement system, called as TaskPit. It can record the
time spent for each task such as programming, testing, and documentation, by binding
between tasks and applications. In addition, it can record the amount of work and the
amount of deliverables of each task. TaskPit is helpful for effort measurement and
process improvement in a development task level. However, this mainly focuses on
grasping how developers are working, rather than achieving accurate effort measure-
ment by identifying and analyzing the actual work time in detail.

3 Personal Effort Measurement System (PEMS)

The proposed automated personal effort measurement method is named the personal
effort measurement system (PEMS). PEMS enables the members participating in a
software development project to measure effort, that is, actual work time, by analyzing
working activities on each computer while working on their computers. To this end, this
study applied API hooking provided by the Windows operating system (OS). The
Windows OS is used by many people and is run by events as an event-driven OS. Here,
hooking refers to a mechanism that can identify and monitor all events such as messages,
mouse movements, and keystrokes occurring in programs such as operating systems and
application software [7, 8]. If we create a function that acts as a hook for an application
program running on the Windows operating system, we can extract the process names of
the program or events of input/output (I/O) devices occurring in the program.
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The overall approach of PEMS using these characteristics is shown in Fig. 1. In the
following subsections, we present each step of PEMS in more detail.

3.1 Step 1: Event Identification

Step 1 is the stage of collecting the keyboard and mouse events generated from various
software tools that software project participants (named as developers) use while
working on a computer, and recording the information in a log file.

Developers use various software tools related to specific tasks assigned to them. Of
the various tools that developers run on the computer for their tasks, PEMS identifies
the process names of the tools that the developers are currently using. In other words,
PEMS identifies the process names of the tools currently activated by the developers.
Keyboard or mouse events are generated to activate and use the tools, and PEMS also
identifies the counts of these events. These identified process names and event counts
are recorded in the log file every second.

As shown in Fig. 1, process names and event counts can be collected as mentioned
above to measure effort for the usage time of various Computer-Aided Software
Engineering (CASE) tools that are used as general working tools at each stage of the
software development process. Further, even for tools that each software development
group wants to additionally include in effort measurement through discussion, project
managers can input them into PEMS to collect process names and event counts. Tools
that are not specified as working tools (tools not related to an assigned software project
task) are recorded in the log file as NULL because they are not related to effort
measurement.

Fig. 1. Overall approach
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For web browsers, unlike CASE tools, the title bar information of web browsers is
recorded in the log file in addition to process names and event counts. Using web
browsers can be an activity that is not related to an assigned task. However, there is a
strong possibility that they can be used in web search activities relevant to the task in
many ways. Thus, by collecting the titles of websites as well, PEMS was designed to
enable identifying additional effort in the next step to detect the time related to actual
work while using web browsers. In the case of web browsers, just like CASE tools,
project managers can input work-related website title information to PEMS so that it
records websites not related to work as NULL in the log file.

3.2 Step 2: Effort Measurement

Step 2 is a stage of providing the measured effort by minutely analyzing the log file
obtained through Step 1.

As shown in Fig. 1, successive computations and algorithms are constructed in the
form of an effort measurement engine to automate the analysis of the input log file.
When the log file is inputted, Event Counter continuously analyzes keyboard and
mouse event counts occurring for each process recorded in the log file every second,
and derives the measured effort.

The entire pseudocode for effort measurement is shown in Table 1. First, the
working tool of the corresponding process is determined to have performed a software
project task if the event count of a specific process is greater than 0. Then, one second
is assigned to actual effort for the working tool, because the log is recorded in every
second, as described in Step 1. In the case of web browsers, although only websites
related to the work can be recorded in the log file, it is also necessary to analyze further
whether the search engines used for the tasks performed the search for the actual work.
Note that the search words used in the general search engines are presented in the title
bar of web browsers. Thus, by analyzing the title bar recorded in the log file, the
execution time of web browsers is assigned to actual effort if the terms or names related
to software project tasks are included in the title bar information.

Next, if event counts for a specific process are equal to 0, it can be determined that
developers are usually taking a breakwithout using the working tool of the corresponding
process.However, it can also be determined that they are thinking to solve a problemwhile
they are using the working tool for the process. We designate “time for thought” (T) to
measure even these occurrences as actual effort. If the event count of the corresponding
process is continually 0 for less than or equal toT, the time for the event counts is allocated
to actual effort of the working tool of the corresponding process. If the event count of the
corresponding process is continually 0 for more than to T, the time for the event counts
exceeded T is classified as a break time rather than actual effort. When the developers
return from a break and start working again, actual effort is measured again. In practice,
T should be customized to obtain the best measurement results in software companies.

The final effort is derived by collecting all effort of the working tool of each
process, as presented in Table 1. The derived effort is visualized in the form of graphs
and tables by Graph Generator to easily identify effort by each tool, each task, and each
development phase. In particular, the working tools that perform similar functions are
grouped and represented together by CASE Tool Checker when it effort visualized by
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Table 1. Pseudocode for effort measurement

Pseudocode

Require: a log file derived from Step 1
Ensure: effort from the log file

1: Map(process_name, Effort)
2: i
3: idx_timei

4: cumulative_effort
5: event_counti

6: T

7: idx_time1 = 0;
8: CP = process_name1;

9:for i = 1 to EOF do

10: if event_counti > 0 then
11: if CP == process_namei then

12: idx_time(i+1) idx_timei + 1; 

13: else
14: Map(CP, cumulative_effort for CP + idx_timei);

15: idx_time(i+1) 1;

16: CP process_namei;

17: end if

18: else if (continually)event_counti == 0 for T then

19: idx_time(i+1) idx_timei + 1;

20: else if (continually)event_counti == 0 for > T then
21: Map(CP, cumulative_effort for CP + idx_timei);

22: idx_time(i+1) 0;

23: else if i == EOF then
24: Map(CP, cumulative_effort for CP + idx_time(i+1));
25: end if

26:end for

(Comments)
1: // a Map data structure to save effort
2: // index of (process name, (website info), event count) in the log file
3: // temporary variable to calculate effort of the ith process name(process_namei)
4: // total effort cumulated by idx_timei (initial value is 0)
5: // the number of keyboard and mouse events for the ith process name
6: // the time for thought 
8: // CP is a current process
9: // EOF is End Of File
11: // In case that the existing process name is continued
12: // 1 is one second
13: // In case that the existing process name is changed
18: // Identification of the time of thought
20: // Identification of a break time
24: // i in idx_time(i+1) is an index value just before EOF
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tasks and development stages. For example, using the category “Search”, the measured
effort from various search engines is represented by integration. This allows users to
easily and intuitively understand the results of effort measurement at a glance, and to
analyze these results from various angles.

4 Experiment

4.1 Experimental Design

In order to verify the performance of PEMS for software development tasks, we
conducted a tool development project for algorithmic problem-solving using a hash
structure. Experiments were performed on three participants who have one year work
experience as software developers in a CMMI level 3 [18] software company. They are
skilled in programming languages, such as Java (J2SE, J2EE, J2ME), C#/.NET,
Python, HTML5. In our experiment, PEMS were compared with the self-report
method, the chunk-based method, and the interval-based method, which are mentioned
in Sect. 2. Task-based method could not applied because the specific algorithm for
effort measurement was not expressive enough to implement and experiment it.

For the self-report method, apart from the three participants, three more self-report
record monitoring personnel were assigned to supervise effort measurement recording
of the participants. This is intended to reduce the possibility of bias mainly arises from
self-reporting and to improve the reliability of effort measurement results.

For the existing methods, the chunk-based method that is the basis of this study and
the interval-based method were implemented as program modules and activated with
PEMS during our experiment. The time interval of the chunk-based method was set as
one second to make fair comparison with PEMS.

4.2 Experimental Results

The experimental results for participants A, B, and C are shown in Fig. 2. The x-axis of
the graph represents the tools each participant used while performing the project. Web
browsers used in the search for solving problems while conducting tasks include
Internet Explorer, Chrome, and Microsoft Edge. The y-axis of the graph represents
effort expressed in seconds. The table below the graph describes the exact numerical
values for each graph item. SR is the self-report method, IbM is the interval-based
method, and CbM is the chunk-based method.

As shown in Fig. 2, PEMS shows a more accurate effort measurement than the
existing methods based on SR. In addition, PEMS shows outstanding results of effort
measurement for all tools represented on the x-axis, and the effort differences between
PEMS and SR is minimal. Because PEMS can be affected by T, we also present the
effort measurement results in the variation of T (T = 10 and T = 15), as provided in
Fig. 2. The results show that the concept of T applied in this study affects the actual
effort measurement and the measured effort increases gradually a little as T increases.
We additionally analyzed the log file by setting from T = 5 to T = 50, and the best
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T for Eclipse were 5 for the participant B (SR: 3,068, PEMS: 3,059) and 15 for the
participant A (SR: 3,002, PEMS: 2,953) and C (SR: 3,720, PEMS: 3,658).

Note that the results of Web browser and Adobe (Acrobat) are zero in IbM. This is
because IbM can be only applied for the implementation tools that include a compile
function for source codes.

Fig. 2. Experimental results from three participants in the variation of T

Table 2. Effort measurement accuracy from the participants (%, T = 15)

Participant A Participant B Participant C
SR vs.
PEMS

SR vs.
IbM

SR vs.
CbM

SR vs.
PEMS

SR vs.
IbM

SR vs.
CbM

SR vs.
PEMS

SR vs.
IbM

SR vs.
CbM

Eclipse 98.37 61.96 39.77 114.05 76.27 58.87 98.33 67.74 48.82
Web b. 89.76 0.00 35.48 63.59 0.00 16.22 61.11 0.00 22.40
Adobe 91.67 0.00 26.67 73.11 0.00 3.89 52.50 0.00 14.44

378 Y.-S. Seo and H.-S. Jang



Table 2 presents the accuracy rates of effort measurement based on the numerical
values represented in Fig. 2. The rate is derived by dividing the measured effort of each
method by that of the self-report method. The best accuracy rate of PEMS is 98.37%
for Eclipse of Participant A, which is 36.41% and 58.59% higher than the results of the
existing methods.

5 Conclusion

Measuring effort accurately is one of the most challenging issues for software project
management. Thus, this study proposed PEMS that could automatically measure effort
without additional efforts from participants during the entire software development life
cycle. Using API hooking, process names and keyboard/mouse events currently run-
ning on the computer were identified. Based on the log file that records them, a more
accurate effort measurement was possible through Effort measurement engine of
PEMS. In particular, we achieved a more accurate effort measurement by reflecting the
time for thought in effort measurement and by analyzing the utilization of website
information for software development tasks.

Although there were considerable encouraging results in this study, we will conduct
further studies on the following issues. By actually applying the proposed method to
small- and medium-sized companies, we will investigate the generalization of our
results. In addition, we will develop a more accurate and automated effort measurement
method on computers that use operating systems other than Windows.
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