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Abstract. In this paper, we have discussed several code replication detection
methods and tools in different dimensions. This review has provided an
extensive survey codec clone detection techniques and tools. Starting from clone
perceptions, classification of clones and an overall assortment of selected
techniques and tools is discussed. This paper covers the whole paradigm in
clone detection and presents open research avenues in code clone detection.
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1 Introduction

Code segments usually occurs due to replication from one place and then rewrite them
in to another section of code with or without variations/changes are software cloning
and the copied code is called clone. Various researchers [1–5] have reported more than
20–59% code replication. The problem with such copied code is that an error detected
in the original must be checked in every copy for the same bug. Moreover, the copied
code expansions the effort to be done when augmenting the code [5, 8]. However, the
code quality analysis (improved quality code), replication identification, virus recog-
nition, facet mining, and bug exposure are the other software engineering tasks which
require the mining of semantically or syntactically identical code segment to facilitate
clone detection significant for software analysis [6]. Fortunately, there are a number of
comparison and evaluation studies which are related to numerous clone detection
techniques. Recently, Rattan et al. [7], has presented a methodical survey on clone
detection while Roy et al. [8] has presented an qualitative comparison and evaluation of
clone detection tools and techniques. Bellon et al. [9] has presented an extensive
quantitative assessment of six clone detectors which is based on large C and Java
programs for clone detection. Further, the potential studies have evaluated the clone
detection approach in other context [10–15].

In this paper, we have provided a comprehensive review on presently accessible
clone detection approaches and tools. We will start with the basic introduction of code
clones after that classify and compare the techniques and tools in two different ways.
Foremost, the classification of clone types and their techniques and subsequent cate-
gorization of clone detection tools. The remaining of the paper is structured as follows.
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The Sect. 2 presents the taxonomy of code clones. The Sect. 3 related to various clone
detection methods. The Sect. 4 explores the code clone detection tools. Research gaps
are discussed in Sect. 5 and finally, Sect. 6 concludes the paper.

2 Classification of Code Clones

Figure 1 characterizes the taxonomy of code clones. It can be categorized on the basis
of three aspects which are illustrated below. Clone classifications are used for
expansion reengineering and detection methods. On the basis of clone classification, we
have reiterated on the most prominent types of clone, which eventuates at the time of
reengineering. In the following, code clones are assorted on basis of three facets such
as: (1) similarities between two code segments, (2) clone instance position in program,
and (3) refactoring opportunities with the replicated code.

The similarity based clones are mainly of two types such as: (1) two code segment
can be identical on the basis of similarity of their program content and (2) it can be
similar in their functionalities without being textually identical. However, textual sim-
ilarity based clones are of three types as type-1 (similar code segment without modifi-
cation except for modification in whitespace and comments) type-2
(structurally/syntactically similar copied code, except for changes in names of function
identifiers, variables, types), and type-3 (identical code fragment with or without further
modifications; statements were changed, added or removed). The syntactic elements are
to be measured in this taxonomy which has been altered by the programmer after
replication. For instance, the methods which are same except the name or the methods
which are identical for the types of parameters integrated in high-similarity code clones.
The type-4 (similar computation but different structure) clone based on similar
functionalities.

The similarity between two functions is of three types which are based on four points
of comparisons such as name of the function, layout of the code, lexis in the functions
and control flow of the functions has been given by Mayrand et al. [3]. A taxonomy for
clone methods proposed by Balazinska et al. [16] with 18 different categories which
considers each group of clone methods on the basis of differences existing between

Fig. 1. Classification of code clones.

656 P. Gautam and H. Saini



them. The categories specify the amount of contents of the method has been copied and
also what type of syntax elements have been altered. At the first level, two categories
based on general similarities such as identical and external changes.

The second instances, the token variations and method aspects based on three cat-
egories. The third point based on the significance of the particular token in method body
and, moreover the fourth phase is based on token-sequence distinction in function body.
The three distinct types of clones such as exact clones, parameterized clones, and clones
which have other pervasive features illustrated by Bellon and Koschke [9, 17, 18] for
accomplish a good assessment between different detection tools. The objective of this
categorization is to analysis the detection and classification adequacy of different clone
detection tools. A clone topology with one supplementary type (type-4) presented by
Davey et al. [19] which is based on the Bellon and Koschke [9, 17, 18]. In addition to
this, the authors [18] detected type-1 to type-3 clones and the detection of type-4 leaving
it as future work. Kontogiannis [20] details four types of clones, which are based on
functional scheme of replication such as exact clones, the clones which are similar
except for analytically replaced with variable names as well as data types; the third is
clones with further adaptations. The fourth is clones with statements have been added or
deleted.

Further, classification is related to location and similarity of code clones. This
categorization is based on place distinctions as well as physical expanse between clone
instance positions. The refactoring opportunities or impediments based on the fact that
the code segments which are located in the same file, same function or in files from
different directories can be improved without affecting their external behavior by using
refactoring. The clone instances in object oriented system are to be found at specific
position in the class hierarchy. The rudimentary parsing technology is sufficient for
extracting such type of assortments for a clone pair. The illustrations of such types of
classifications provided by various authors are as follows. A hierarchical categorization
of software clones which are consists of three partitions using two aspects such as
locations and functionality given by Kapser and Godfrey [21]. The first classification of
clones is based on their substantial position in the program text. Second, clones tax-
onomy is based on the type of realm in which they are located and third is function to
function code clones. Monden et al. [22], has described how to simplify the relation
between software quality and code by using module-based categorization of code
clones and they have also provided taxonomy of modules.

Finally, the refactoring opportunities based classifications discussed the simplicity
to extort the copied code from the refactoring perspective. The classifications of such
kinds of differences are based on methods which have been defined outside of the
copied code fragment and the uses of variables. The context analysis has been proposed
by Balazinska et al. [16] to complete the difference analysis of code clones for
computer-assisted refactoring. Fanta and Rajlich [23] proposed an approach of
reengineering scenarios to eliminate clones, which is based on automated restructuring
tools. The object-oriented systems (in SMALLTALK) investigated by Golomingi [24]
and the author have also provided a clone relationship scenarios taxonomy based on the
class hierarchy relationships of the methods which consists of duplicate code frag-
ments. Basically, there are four types of clone and each type is classified as shown in
Table 1 below.
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Table 1 characterizes four types of clones as well as their sub-types. The similarity
based taxonomy such as text based (type-1 to 3) and function based (type-4). Type 1
clone has been categories as follows. (1) The exact clone (similar code except some
variations in comments), Type 1, 3, 4 as (2) the structural (it is based on level of
similarity), Type 1,2,3,4 as (3) function (subset of structural). Type 2 as (1) renamed
(modification in copied code), (2) parameterized (renamed clone with renaming). Type
2, 3 as (3) near-miss (slight modifications in copied fragment but syntactic structure
remains same). Type 3 as (1) gapped (add, delete, modify some portion between
segment), (2) non-contiguous (Like near-miss, and gaps are allowed between code
fragment). Type 3, 4 as (3) reordered (some statement have been reordered). Type 4 as
(1) intertwined (making two segments in to one segment).

3 Code Clone-Detection Techniques

The clone detection techniques can be analyzed on the basis of code clone properties.
There are variant code clone properties which are shown in Fig. 2.

Figure 2 depicts some clone properties such as normalization means apply a
number of refinements as remove white space, comments etc. before actual compari-
son. The source representation, it is the result after the transformation. In the com-
parison phase the granularities are used for a particular technique. Comparison
algorithms play a vital role in detection of dissimilar types of code clones. The com-
plexity based on the types of comparison algorithms as well as types of transforma-
tions. The clone similarity means different kinds of clones can be identified by different
techniques. The granularity can be fixed or free. The language independency property

Table 1. Summary of clone taxonomy.

Type 1 Type 2 Type 3 Type 4

Exact clone Renamed clone Near-miss clone Structural clone
Structural clone Parameterized clone Gapped clone Function clone
Function clone Near-miss clone Non-contiguous clone Reordered clone

Function clone Reordered clone Intertwined clone
Structural clone Semantic clone
Function clone

Fig. 2. Various types of code clone properties.

658 P. Gautam and H. Saini



verified language sustain of a detection tool. The output aspect indicates what kind of
output will be occurred as clone pair or clone classes or both. Clone refactoring
indicates restructuring existing code without changing its external behavior. The lan-
guage paradigm implies programming paradigm which is targeted for the particular
method of interest.

3.1 Classification of Code Clone Detection Techniques

There are following types of clone detection techniques.

(1) The text/string based approach: In this method, the source fragments are analyzed
as subsequence of text. The two segments are compared textually with each other
on the basis of different transformations like white space, newline and removing
comments etc. to locate sequences of same strings. Several researchers have
proposed numerous string/text based techniques for clone detection. The lexer as
well as line-based string matching algorithm on tokens for the line of text used by
Baker [27, 28] with the help of a tool named as Dup. It also used special
parameter for identifying clones (which have different variables names).
Although, it was not able to detect clone written in different style and it could not
support exploration and navigation between the copied codes. Koshke et al. [18]
has overwhelmed this problem by using tokens and non-parameterized suffixes.
Although, authors were unable to detect the exact and parameterized clones as
well as they could not make a distinction between them. Moreover, the clones
(text based tool) which is proposed by Koshke et al. [18] does not check whether
the identifiers had been renamed consistently. Karp-Rabin fingerprinting algo-
rithm used by Johnson [25] for clone detection as well as to measures the fin-
gerprints of a text for all length substring of the source code. The whole text is
partitioned in to a set of substring because of each character in this technique is
consists of at least one substring and then raw transformation [30] is applied for
matching of those substrings. However, the limitation of this technique is that to
keep 50 lines match resulting in to diminish large number of false positive. The
island grammar technique used by Cordy et al. [29] for identifying syntactic
constructs. Moreover, the author also provided the detection of near miss clones
for HTML web pages. The constraints of this technique is that it was unable to
normalize any code and it used smallest comparison. The string-based dynamic
pattern matching algorithm which is language independent proposed by Ducasse
et al. [2]. Further, this technique could not identify meaningful clone resolution in
language-independent manner due to the cohesiveness of the code. The latent
semantic indexing [31] based approach proposed by Marcuss [26]. This approach
detect the clones by extremity its comparison domain within comments and the
identifier in spite of compare whole source code. It cannot detect such types of
clones which have same structure nevertheless the identifiers name is different. All
of the detection approach which have been discussed above shows that it does not
apply transformation on the source code, the recent approach which has been
proposed by Ducasse et al. [2] has used several transformation on the raw source
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code. Although the cost of text based approach is awfully less except the code
having identifier changes, line split, amputation of parenthesis, type, etc. cannot
be analyzed and identified whether it is a cloned code or not.

(2) The lexical/token-based approach: The token based approaches are also called
lexical approach. In this technique, the whole source code is divided in to tokens
by lexical analysis and then all the tokens are formed in to a set of token sequence.
Finally, the sequence is scanned for identifying duplicated code. One of the
foremost tool of token based approach named as CCFinder proposed by Kamiya
et al. [32]. Foremost, the lexer partitions each line of text in to tokens and
subsequently forms a single token sequence and moreover, the suffix tree
matching algorithm is used to find similar sub-sequences of token sequence.
Although, Dup is also a token-based approach tool in the sense that it is also used
lexer for tokenization as well as for comparisons based on suffix tree matching
algorithm proposed by Baker [27, 28]. CP-Miner [34, 35] has been introduced to
overwhelm the problem of CCFinder and Dup, in which a frequent subsequence
mining technique is used for clone detection rather than sequential analysis in
CCFinder and Dup. A plug-in in visual studio based approach which detects
clones in Java and C# and it was not able to handle defects from programmer side
itself proposed by Juergens et al. [36]. However, the same approach for C ++ and
C# was proposed by Kawaguchi et al. [37] and it could not overcome the problem
as in [36].

(3) The syntactic/tree-based approach: In this approach, the program is represented in
the form of abstract syntax tree (AST) rather than creating tokens for each
statement and with the help of tree matching algorithm similar sub-tree is searched
in the same tree. One of the initial AST-based tool named as CloneDR proposed
by Baxter et al. [38]. It creates AST with the help of compiler generator and then
compares its sub tree by using metrics which is based on hash functions.
Although, it was not able to detect identical clones. To overcome this problem, the
Bauhaus has provided a ccdiml [39] tool by avoiding the uses of hashing and
similarity metrics. However, it was incompetent to verify the renamed identifiers.
Yang [40] has presented one of the grammar based approach. It is used for finding
the syntactic variations between the two versions of the same program by creating
their parse tree and then apply dynamic programming technique for identifying
similar sub tree. Wahler et al. [41] explored the approach to detect the exact and
parameterized clone. This approach foremost convert the AST into XML and
subsequently used frequent item set data mining technique [33] for extracting the
clones. Evas and Fraser [42] provided a further abstraction of this approach by
finding near miss clones as well as exact clones by using only AST leaves rather
than whole AST. Even though, it could not detect much of the exact clones. A tool
named Clone Tracker in Java was developed by Duala Ekoko et al. [43]. How-
ever, it was unable to identify post programming due to the numbers of false
positives. A clone management tool in Java which has amplified the time for clone
detection proposed by Nguyen [44]. However, aforementioned researches shows
that gapped clones could not be find by the AST as well as it could not detect
clones if the statements are reordered and does not follow the data flow. The
limitations of AST can be easily overcome by the use of PDG-based technique.

660 P. Gautam and H. Saini



(4) The semantic/PDG-based approach: The AST based problems was overwhelmed
by the program dependency graph (PDG) [45–47]. The PDG approach used the
data flow and control flow [50] for clone detection semantically and syntactically.
PDG-DUP is one of the most prominent PDG-based clone detection approach
proposed by Komondoor and Horwitz [45, 48]. It is based on program slicing
technique for identifying PDG sub graph without changing its semantics behavior.
Further, the same slicing based clone analysis approach accomplished by Gal-
lagher and Lucas [49]. They compute program slices on all the variables of a code
but could not find any analysis outcome. An iterative approach within PDG
proposed by Krinke [46] for identifying maximal similar sub graph but it cannot
be used on any type of system to find the clone. According to the several
researchers who are using the PDG have concluded that PDG-based techniques
can find non-contiguous clones but it cannot be applied to large systems and it
will require more time for code clone detection.

(5) The syntactic/metric-based approach: In metric-based methods dissimilar metrics
are assembled such as number of functions, number of lines etc. from code
segments and then evaluates that metrics in spite of assessments of source code
directly. Mayrand et al. [3] computed metrics from expression, layouts and control
flow for each function elements of a program and then similar metrics returned as
software clones. However, some metrics are not identified in that case they used
intermediate representation language (IRL) for exemplifying each function of
code. It detects function-based copy-paste instead of segment-based copy-paste
which occurs recurrently. The feasible matches identified by an abstract pattern
tool which is based on markov model provided by Kontogiannis et al. [4]. The
authors used metrics for clone detection which is extorted from an AST of the
code and then match detection is done by using dynamic programming. However,
it was unable to identify copy-pasted code rather than it only measures similarity
between the codes. Further, the identical approach used by Di Lucca et al. [51] for
acquisition the similarity between the static HTML pages by evaluating their level
of similarity, which is performed by computing the Levenshtein distance of the
code [52]. eMetrics tool is used for detecting function clones and then detected
clones are clustered according to refactoring opportunities by Calefato Lanuible
[53, 54]. Moreover, the mined code is checked manually for finding that is a true
positive or not yet it could not be executed on vast systems. So, the authors
concluded that metric-based approach can identify simply clones from the code.

(6) The semantic/hybrid approach: There are numerous hybrid methods for code
clone detection. The hybrid approach is a collection of several approaches and it
can be classified on the basis of preceding techniques. The tree and token
based-hybrid approach proposed by Koschke et al. [18] for finding type-I (exact)
and type-II code clones. In this approach authors generate suffix tree for serialized
AST nodes which is sequentialzed in preorder traversal and then by using suffix
tree based algorithm comparisons is performed on the tokens of the AST nodes in
place of AST nodes. The Microsoft’s new phoenix framework [55], was also used
for the detection of function level clones with the same approach. It can detect
exact function clone as well as parameterized clone with identifier renaming not
data type changes. The analogous approach proposed by Greenan [56] with the
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sequence matching algorithm for the detection of method level clones. Jiang et al.
[57] explored AST in Euclidean space for computing the vectors as well as group
these vectors on the basis of similarity through the Locating Sesitive Hasing
(LSH) [58]. A dynamic pattern matching as well as characterization based hybrid
approach is provided by Balazinska [59] in which method of each bodies are
computed with quality metrics and then evaluated identified clusters by using
Patenaude’s [60] metric-based approach. A dynamic change tracking and reso-
lution in Java language based novel approach explored by DeWit [61]. Further, it
was unable for data flow detection as well as data flows although, it detects the
clones at the programmer’s level. In addition to this, several other approaches for
the clone detection in other context have been proposed in [10–15]. All these
approaches mainly emphasized on the detection of type-1, type-2, and type-3
clones. However, aforementioned comprehensive survey has been presented
graphically in Fig. 3.

4 Comparisons of Clone Detection Tools

The software clone detection tools are multivariate and their abstraction entails a
methodical scheme for recounting their property. In this section, we indexed the dif-
ferent clone detection tools presented in the literature in a tabular form as shown in
Table 2. The Table 2 illustrates the assessments of various tools and techniques. In this
table, the first column represents the author name, 2nd column refers to the tools name,

Fig. 3. Comprehensive survey of code clone detection techniques.

Table 2. Comparisions of Clone detection tools

Author Tools Techniques Supported-language Domain

Baker [1, 26] Dup Line/Text based C, C++, Java CD/Linux
Kamiya, et al. [24] CCFinder Transformation/Token

comp. with suffix tree
C, C++, Java,
COBOL etc.

CD/Windows/NT

Bellon [8] Ccdiml
(Bauhaus)

AST/Tree Matching C, C++ CD/Linux

Krinke et al. [38] Duplix PDG, graph Matching C? CD
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the 3rd column signifies the proposed technique, 4th column imply whether the tool
supported languages and 5th column shows the domain of the tools.

5 Open Research Issues in Code Clone Detection

There is no code clone detection technique for the detection of non-trivial code clone,
which is also ideal in terms of portability, scalability, precision and recall. Every tool
has its own limitations, making it difficult to define which is realistic for clone
detection. The type-1 as well as type-2 clone can be easily detected in comparison of
type-3 and type-4. The PDG based-approach can only detect type-3 and type-4 clone
but the shortcoming of this algorithm is that it produces many variants of the same
clone, thereby taking longer time to process a program. Thus, it is essential for such
type of technique and tool that may overcome the limitations of existing techniques for
clone detection.

6 Conclusion

The code-clone detection is an emerging issue in the software ecosystem which
degrades the software’s comprehensibility as well as maintainability. Therefore, its
analysis and detection is necessary for improving the quality, structure and design of
the software system. In this paper, discussion in terms of attributes based clone cate-
gorization, classification of clone detection tools as well as approaches such as text
based, token based, tree based, PDG based, metric based and hybrid technique on the
basis of their property and sub-property. However, numerous algorithms have been
developed based on aforementioned approaches, but sill now the detection of clone
with accuracy and efficiency is a potential issue. There are various algorithms for clone
detection in which some algorithms are less efficient when a large system is to be
compared as well as some algorithms detects only a particular type of clone. This paper
presents an extensive comparison of tools and techniques as well as research gaps in
clone detection so that one can easily select an appropriate method according to the
requirement and can analyze opportunities for hybridizing various techniques that may
overcome the existing research gaps in clone detection algorithms.
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manuscript.
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