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Abstract Developing software is knowledge-intensive activity, requiring extensive
technical knowledge and awareness. The abstract part of development is the social
interactions that drive knowledge flows between contributors, especially for Open
Source Software (OSS). This study investigated knowledge sharing and propaga-
tion from social perspective using social network analysis (SNA). We mined and
analyzed the issue and review histories of three OSS from GitHub. Particular
attention has been paid to the socio-interactions through comments from contrib-
utors on reviews. We aim at explaining the propagation and density of knowledge
flows within contributor networks. The results show that review requests flow from
the core contributors toward peripheral contributors and comments on reviews are
in a continuous loop from the core teams to the peripherals and back; and the core
contributors leverage on their awareness and technical knowledge to increase their
notoriety by playing the role of communication brokers supported by comments on
work items.
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1 Introduction

Open source communities can be perceived as knowledge-sharing ecosystems in
which contributors learn from the community and from each other [1]. They share
both domain and technical knowledge through contributions to the source code
repositories or by reviewing source code from one another. Interactions between
contributors, which can be materialized by looking to co-edited files [2], constitutes
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the backbone of socio-technical perspective which has gained increased attention
over the past decade [3–5]. Social Network Analysis (SNA) has been used to
capture and understand such information about relations among people [6] with the
aim at enhancing team performance and software product quality.

Previous research has shown that there are expert reviewing technical contri-
butions involved in most OSS projects [7]. However, this past research does not
explain how developers identify experienced contributors to review their code and
how awareness and knowledge are spread through the contributors’ community.
Many open source (OSS) projects adopt the practice of code reviews to increase the
quality of their software products [8]. Collaboration on code review aims not only
to improve the quality of code changes made by contributors [9], but also for the
purpose of knowledge transfer and awareness [10, 11]. If we could explain the
propagation of knowledge flows within contributor networks throw code source
reviews, we can enhance the quality of the code and improve the signal to noise
ratio of comments on commits which decrease teams’ performance. One way of
locating reputed domain expert, to ask for reviewing a piece of code, is to build
contributors networks and analyze it.

Historically, SNA has been known to be effective in many areas [12]. In this
paper, we examine the socio-technical interactions for three OSS. Using histories of
version control data, we constructed contributors’ networks based upon which files
are commonly modified by contributors. Using network analysis, we can uncover
details of knowledge sharing and the circulation of knowledge flows between the
core and peripheral contributors. Our research questions can be summarized as
follows:

RQ1. Is there a Relationship between Contributors’ Network and Knowledge
Sharing?
RQ2. Does the network position of contributors affect the review process and the
number of comments on GitHub projects?
RQ3. Does the Socio-Technical analysis make knowledge transfer an actionable
concept?
RQ4. What Kind of Knowledge is transferred?

The main contributions of the paper are as follows:

• A thorough Social Network Analysis of three OSS projects that provides
insights into socio-interaction of contributors and their knowledge sharing;

• A view of knowledge circulation through code review practice along with the
kind of knowledge that is transferred;

• An exploration of how SNA metrics can inform to answer whether or to what
extent an open source community has a good underpin knowledge and aware-
ness sharing mechanisms;

• An understanding of whom are requesting code review; whom are commenting
on reviews; and whom are performing reviews according to their network
position and degree.
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Paper organization. The remainder of the paper is organized as follows.
Section 2 presents related work and background. Section 3 introduces our
SNA-basedmethod for identifying knowledge flows. Section 4 describes the selected
projects from GitHub and data collection process. Section 5 provides our study
results. Section 6 discusses our finding and points out practical implications. Sec-
tion 7 discloses the threats of validity. Section 8 concludes and outlines future work.

2 Related Work and Background

Considering people at the heart of OSS projects, SNA in software development
teams shows that social networking contains tremendous information that can be
leveraged for purposes such as: defects prediction [3, 13], teams’ organization and
coordination [14], team productivity [15], and tools or techniques for the purpose of
studying developer communities [1, 4]. We first summarize related work according
to these three different perspectives. Then we introduce previous work on knowl-
edge sharing and propagation. Finally, we present what we know about SNA
measures.

Defects Prediction—Rigby and Storey [16] examined manually hundreds of
code reviews across five high-profile OSS projects aiming to investigate the
mechanisms and behaviours that developers use to find code changes they are
competent to review. They found that the Apache project adopted a broadcast-based
style of code review, meaning increasing the awareness of new changes, but
annoying the community with a high amount of irrelevant notification. Baysal et al.
[9] studied the factors that influence the outcome of the review process and found
that review positivity (i.e., the proportion of accepted patches) can be influenced by
non-technical factors such as organization.

Furthermore, a recent qualitative study at Microsoft [10] showed that identifi-
cation of defects is not the only motivation for code review, but sharing knowledge
among team members is also considered as a very important motivation of modern
code review. This related work indicates that our findings are not specific to the
open source community but can be applied within commercial organizations.

Organization and Coordination—Recently, there has been considerable
interests and work on improving the coordination between software team’s mem-
bers [17]. Knowledge dependencies drive the need to coordinate software process
activities. Saying that an SNA approach can support identification of coordination
needs by identifying previous collaboration and communications. Social Network
metrics arise as a response to those questions such as who should do what, when it
is required.

Productivity—It has been reported that higher socio-technical congruence
usually correlates with higher developer productivity [15] and reduces integration
failures [17]. Both researchers and OSS projects leads could use STC to diagnose
project members’ collaboration and improve team coordination [18].
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Social Knowledge Sharing—Prior work has shown that social networking
contains plenty of information that can be leveraged for other purposes [14]. For
instance, the socio-cultural learning theories state that people learn from each other
through observation, interaction and communication [19]. Seeing learning through
its social aspect emphasizes the fact that OSS projects are increasingly growing.
Contributors are part of a community of practice, organization, and belong to a
group of people where there is competence knowledge already established. Source
code review practice and comments are seen as ideal vehicles for leveraging tacit
knowledge and learning.

3 SNA-Based Knowledge Flows

According to SNA [20], a Network consists of a set of nodes and a set of edges.
Thus, we represent contributors as nodes as shown in Fig. 1. Connections,
between those nodes, are weighted and represented based on the number of files the
pair has collaborated on.

When two contributors are directly connected by an edge they are adjacent. The
number of adjacent connections for a given contributor is called the Degree of that
contributor. As illustrated in Fig. 1, C3 has a degree of 3 and C4 has a degree of 1.

Geodesic path refers to the shortest social distance between two contributors
represented such as adjacent and unique connections. While networks’ diameter
refers to the longest path between two contributors.

3.1 Contributor Network Metrics

Connectivity metric measuring direct connections between nodes. SNA has come
up with three distinct structural properties to measure the centrality of a given node.

Centrality metrics measure how closely contributors are indirectly connected to
each other in the network. SNA measures the centrality based on two metrics:
closeness and betweenness.

Closeness refers to the average distance from a node to any other node in the
network. For example, Closeness for C1 = (1 + 1 + 2)/3 = 4/3 noticing that the

Fig. 1 An example of
Contributors’ Network with
four nodes
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shortest paths from C1 to (C2 and C3) are each 1 and the shortest path from C1 to C4

is 2. For instance, Fig. 1 shows that C3 has the maximum possible degree
(3) meaning that it is central in this network. While C1 and C2 have a degree equal
to 2; and C4 has a degree of 1 meaning that this contributor is peripheral in this
network.

Betweenness is another centrality metric calculated for a given node as the
number of shortest paths that include this node divided by the total number of
shortest paths in the network. In the example of Fig. 1, we have a total of 6 shortest
paths. Saying that the betweenness of C1 and C2 is 3/6, while the betweenness of C3

is 5/6.

4 DataSets

We focus our study on three large and rapidly evolving open-source systems which
are highly stared projects from GitHub. Our choice of projects was based on the
following criteria: (i) project should be among the 100 most stared projects;
(ii) should be still under active development; and (iii) involving at least 250 con-
tributors. Table 1 summarizes the characteristics of our selected projects including
the programming language, the total number of developers, number of releases;
number of lines of code; number of requested reviews; and the total of commits.
Table 2 shows the characteristics of each network.

For each project we queried the GitHub API with the query https://api.github.
com/repos/<owner>/<repo>/commits?page=<n>, where <owner> is a GitHub

Table 1 Overview of the studied systems

Overview Commits
Language Contributors Releases LOC Request

review
Total

Angular.
Js

JavaScript 1403 161 369.574 349 7534

Docker Go 1314 129 670.722 2399 22318
JQuery JavaScript 250 134 62.566 10 6050

Table 2 Metric of the networks

Clustering
coefficient

Network
centralization

Avg. # of
neighbours

#Nodes Network
density

Network
heterogeneity

Angular.
Js

0.897 0.918 66.428 1393 0.048 1.674

Docker 0.874 0.794 81.385 1314 0.062 1.582
JQuery 0.834 0.725 61.179 244 0.252 0.837
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user account and <repo> is the name of the repository. Hence, we extracted the
commits data for each project including details such as the programming language
used, the time period covered, the number of commits and developers, information
about releases as well as the number of edited files.

Once the commits and edited files were linked, we were interested by all requests
of reviews for each project. Since our study is focused on knowledge sharing
between contributors, we also extracted all comments on each code review. Our
query retrieves open and closed issues (i.e., state = all), along with labels tagged as
‘need review’. Figure 2 summary interval times needed to close code review
requests.

5 Study Results

RQ1. Is there a Relationship between Contributors’ Networks and knowledge
sharing?

We were interested to find the position of contributors within the contributors’
network, that are asking for code reviews, commenting on code reviews, and car-
rying out reviewing activity. Figure 3 shows a comparative between Angular and
Docker projects. We represent in red colour contributors’ network on top of which
we map sub-networks. For instance, Fig. 3a1 illustrates the social network of
Angular (red colour) and a sub network of contributors that requested code review
(blue colour). One can observe the differences between the two projects in terms of
density and position of requesters of code reviews.

Figure 3b1–2 show the mapping of the contributors who have commented on
code reviews (green). And finally, Fig. 3c. compares the relative network position
of contributors that carried out the code reviews.

We found that core contributors act such as knowledge brokers and
boundary spanners across comments loops not only from the periphery to the

Fig. 2 Time required to close a request for code reviews
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core, but also from the core to the periphery. We pay a close attention to how core
contributors (experts) influence communication patterns through comments on code
reviews and issues in OSS projects as well as transferring and spreading knowledge
to peripherals.

RQ2. Does the network position of contributors affect the review process and the
number of comments on GitHub projects?

We found a strong correlation between the position of contributors in the
Network (Degree) and the number of comments on code reviews. Figure 4

Fig. 3 Comparing different networks of Angular and Docker Projects. a1 Angular project
Contributors Network which requested a code review, a2 Docker project Contributors Network
which requested a code review, b1 Angular Network of commenters on code review, b2 Docker
Network of Commenters on code review, c1 Angular Network of Contributors that Resolve and
close the code review, c2 Docker Network of Contributors that Resolve and close the code review
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illustrates the trend of communication in the Angular project. One can also notice
that more the Degree is highly likely the contributors are active in transferring their
knowledge and awareness to other contributors. For instance, surprisingly in
Angular project we have identified 16.7 % of contributors such as core1 developers
that generate 81.6 % of communication against 83.3 % of peripheral developers
generating only 18.4 % of the comments flow.

RQ3. Does the socio-technical analysis make Knowledge Transfer an actionable
concept?

Core contributors are communication brokers that have awareness and both
technical and domain knowledge. SNA allows us to identify central core con-
tributors. We segregate contributors according to the degree of centrality they have.
Our analysis shows that we can go further with SNA metrics and patterns that can
support studying knowledge flows in OSS communities similar to previous studies
that attempt to predict software failures based on SNA metrics [13].

Figure 5 shows a comparative of the betweenness centrality metric as well as the
distribution of degree for contributors.

Table 3 summarizes SNA metrics for each network. Those metrics help to
understand the nature of the project as well as the architecture. For instance, we
observed a high density for Docker project probably meaning cohesive architecture
of this project.

Table 4 shows intrinsic SNA metrics emphasizing characteristics of interactions
between contributors such as degree and centrality metrics (betweenness and
closeness).
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Fig. 4 Mapping the Contributors Centrality Degree Metric with the Number of Comments

1We define a Degree threshold > 500 to filter on core developers which are marked as central in
our SNA analysis.
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6 Discussion

Review assignments are not sufficient to explain comments flows in a project.
Figure 6 shows the distribution of contributors pre-assigned for code reviews
(yellow) within the overall contributors’ network. Nerveless, we have seen quite lot
of code reviews carried out by other contributors with different degrees of cen-
trality, which is not necessarily problematic but may indicate areas where the

Fig. 5 Comparing networks metrics of Angular and Docker Projects. a1 Angular Betweenness
metric, a2 Docker Betweenness metric, b1 Angular Degree Metric, b2 Docker Degree Metric

Table 3 Network SNA mertics

Projects Density Centrality Avg. neighbours Clustering coef.

JQuery 0.252 0.725 61.197 0.834
Angular 0.048 0.918 66.428 0.897
Docker 0.062 0.794 81.385 0.874

Table 4 Contributors SNA metrics

Projects Degree Betweenness Closeness Clustering coef.

JQuery [1–236] Median = 48 [0–0.8] [0.46–0.97] [0–1]
Angular [1–1343] Median = 38 [0–0.16] [0.35–0.96] [0–1]
Docker [1–1122] Median = 38 [0–0.08] [0.41–0.87] [0–1]
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review assignment was not supported by either awareness or cross-functional
knowledge or the distribution of domain knowledge in the core team. OSS Team
leads can optimize the team configuration when forming new teams, especially for
the code review activity.

The core contributors are assumed to be structurally more central, in the con-
tributors’ networks, than other contributors. They have enough either awareness or
knowledge about the product to manage other developers’ contributions.

RQ4. What kind of Knowledge is transferred?

We manually classify comments according to technical or domain knowledge.
Another category emerged throughout our classification process: Awareness. The
majority of knowledge transfer is about Awareness (46.3 %), then technical
(34.5 %) generating large contributors’ debates and domain knowledge (19.1 %).
For example, contributor 13286 in Angular project commented on an implementing
approach that he perceived as an anti-pattern:

[I’m not quite sure why you’re against this. The job of ‘inject’ is to inject a function, as its
name implies. Not inject a function and eliminate its return value. I would argue, instead,
that is an anti-pattern of function decorators. It’s confusing and unnecessary….] 13286.

7 Threats to Validity

Construct Validity—In this paper, we adopt co-edited files as a heuristic to build
the graph of contributors’ networks. We do not consider the time frame such as
co-edition within one month or under releases. In fact, we could rely on comments
for SNA instead of co-edited files. However, focusing only on comments will hide
the big analysis of all socio-interactions. Furthermore, our heuristic based on file
co-edition does not consider the amount of LOC the contributors make. However,
file editing is considered by many studies as a fine-grained enough indicator of
developers’ collaboration [2]. Furthermore, we assume that all communications
occur with either review requests or comments within the review process. We

Angular Docker JQuery

Fig. 6 Assigned contributors for reviewing source code
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cannot assume that developers on GitHub are not using an external social media or
mailing list to communicate.

Internal Validity—We are aware that we might miss transitive dependencies
between technical elements. For instance, changing the framework on which
depends many files is unseen such as a technical interaction. Moreover, software
development is dynamic, and as contributions are made over time, the nature of the
socio-interaction changes. We mitigated this threat by studying multiple open
source projects, using different languages, within the GitHub community. Fur-
thermore, our analysis is time-agnostic. Since contributors are changing over time,
the number of core developers may vary as well. We plan to conduct a temporal
analysis of core contributors in future work to get more insights on how those
contributors rich their actual position in the Network.

External Validity—In this study, we choose three projects which therefore might
limit the generation of our results. However, we choose carefully mature and
long-lived projects running in different languages and with an amount of contributors
ranging from 250 to 1403. We filtered away projects that have fewer than 250 con-
tributors or fewer than 1,000 edited files to remove projects that are immature or
without an underpinning socio-technical interaction, and thus alleviate potential bias.

8 Conclusion

In this paper, we have performed Social Network Analysis on three open source
projects. We showed how knowledge is transferred between core contributors and
peripherals when using code review activity. We build contributors’ networks based
on co-edited files and then we build sub-networks for contributors requesting code
reviews, commenting on, and those performing the code reviews. SNA visualization
makes the identification of the structural interactions analysis of those networks
possible. We found that there is a strong correlation relationship between the degree
centrality of contributors and their implication on knowledge and awareness transfer.

By understanding the knowledge flows between OSS collaborators,
socio-technical interactions structure, OSS communities gain an increased ability to
facilitate code reviews in their projects. We hope this will lead to software projects
with more efficient knowledge transfer, less overhead of review assignment, and
increased leverage of the software quality and teams’ performance.
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