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Abstract. Although Model-Based User Interface (MBUI) design approaches 
have been suggested and researched over a long period of time, the advantages 
of adopting them into the development of Adaptive User Interface (AUI) have 
not stood out. We believe that it is due to the lack of an integration of the Re-
quirements Engineering (RE) process, and methodologies for Model-based AUI 
development. Since RE provides a solid base to the development of software, 
requirements of AUI have to be preceded appropriately in the development 
process. Previously, we suggested a RE method for AUI reflecting the  
viewpoint of Self Adaptive System (SAS). In this paper, we elaborate on our 
previous method grounded on a model-based approach. The proposed method is 
illustrated with an example scenario, which makes adaptations of the user  
interface at run-time by conforming to the context of users. Finally, an  
evaluation of our method is provided by a case study at the end of the paper. 

Keywords: Adaptive User Interface (AUI) · Model-Based User Interface  
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1 Introduction 

Due to the widespread popularity of mobile devices, demands of end users to be pro-
vided with personalized and customized services have been tremendously raised these 
days. For achieving such a personalization of services, a system should fulfill dynamic 
requirements varying in different contexts at runtime. One of these attempts to support 
such runtime personalization is realizing the use of Adaptive User Interface (AUI). 

AUI is a user interface (UI) that has the ability to adapt itself by reasoning a suita-
ble presentation of the service according to a situation at run-time. Realizing AUI is 
considered a difficult challenge because a system needs to monitor and analyze the 
context data of a user and his or her environment at run-time without any decisions 
made by human. It demands several pre-defined rules and a knowledge base to make 
proper adaptations of UI to satisfy diverse user demands. 
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Adaptable UI requires user input on such things including preference, physical  
capability, etc. The system then makes suitable UIs based on the user inputs. For  
instance, imagine a system that requires user input on whether the user is visually 
impaired or not, and then uses the response as a parameter for the proper adaptation. 
If the user has difficulty seeing, a voice-guided UI might be provided to the user in 
this case. Another example is that the UI that changes itself depending on the device 
type, such as display size. The system may choose a suitable version of UI for current 
display size of the device amongst already designed UIs. Even though the system 
could figure out the display size of the current device, it would be categorized as mak-
ing a choice based on user inputs among the design templates during the design time. 

AUI, on the other hand, contains the intention of generating a design at run-time 
rather than choosing a design at the design time. Instead of requiring user inputs, it 
examines the context of the user itself. Therefore, AUI reduces the burden of the user 
to respond in advance, unlike Adaptable UI. Furthermore, it makes reasoning about 
the situation and adapting the UI at run-time possible. 

2.2 Model-Based User Interface (MBUI) Design  

MBUI approaches have been proposed for decades as a way of achieving a technical 
basis for realizing AUI. The key concept is to separate UI development in multiple 
layers. One insightful paper addressing this concept is [7], which suggested the mod-
el-based UI framework with three layers: an Abstract UI, Concrete UI and a Final UI.  

Abstract UI describes what the user actually works with the system. Currently, in 
the interactive system research area, researchers use a Task model and Domain model 
for description of Abstract UI. A Task model represents a task flow of user interac-
tions, and a Domain model describes the knowledge of UI components which later 
can be used for adaptation. 

Concrete UI describes more specific graphical representation based on Abstract UI. 
In this layer, the UI is dependent on platform or devices. It can be represented as a 
high-level user interface description languages (UIDL) such as UIML[2], 
UsiXML[3], etc. It can contain several UI design alternatives since it is written in 
high level. 

Final UI describes final UI design decision. In this layer, high-level Concrete UI 
design is specified in more details. One of the examples of Final UI is a choice be-
tween ‘radio button’ or ‘select box’, in case the Concrete UI denotes ‘graphical selec-
tion’ as a high-level design decision.  

Although an MBUI approach has been suggested and researched over a long period 
of time, the advantages of adopting it in the development of AUI did not stand out 
enough. A model-based approach in UI development focuses on solving device com-
patibility, but does not mention how they could be used in the development of AUI. 
We insist that this problem is caused by a lack of the RE process and methodologies 
for AUI. Currently, the requirements are addressed only in Abstract UI and the mod-
els in this layer provide much too abstract requirements. For this reason, detailed re-
quirements that should exist according to specific domains are ignored and not ad-
dressed properly. 
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2.3 Requirements Elicitation Method for Adaptive User Interface 

Requirements elicitation is the first step in drawing the needs of users and various 
stakeholders. Since AUI requires motives triggering UI adaptation and several logics 
for monitoring the context at runtime, it is obvious that the requirements for AUI 
should be clearly elicited and well defined. 

In fact, UI development has not been considered in the RE area well, as it has been 
regarded more in the domain of HCI area. Also, researchers of MBUI have developed 
different methodologies and terms that make it difficult to integrate that research into 
a software engineering perspective. One example is that researchers of developing 
Interactive System use different methodologies like a ‘Task model’ and ‘Domain 
model’ instead of RE for handling the goal and flow of UIs. Although there exist 
some research using those methodologies as a basis for RE [8], they do not expand its 
coverage towards AUI. There continues to be a lack of research addressing adequate 
RE methodologies for AUI. 

For this reason, our previous work focused on how to elicit initial requirements of 
AUI [4]. We proposed guidelines for eliciting AUI requirements using well-known 
concepts from SAS research.  

Our previous paper introduced a 3-step requirements elicitation process including 
‘AREA – BASE – CONSEQUENCE’, focusing on AUI development in the domain 
of the mobile application. In the first step ‘AREA’, we considered context, property 
and constraints of the domain. Then we re-defined the term ‘MAPE-K Loop’ [9], 
‘Self-* Properties’ [10], and their elements considering the contents of AREA for 
making them proper to the domain of mobile application. During the second step 

 

 
Fig. 4. Requirements Elicitation Method for AUI 
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‘BASE’, developers should use each element of MAPE-K Loop ‘Monitor’, ‘Analyze’, 
‘Plan’, ‘Execute’ and ‘Knowledge’ as criteria for eliciting functional requirements. In 
this way, requirements could be elaborated more upon according to different domains. 
During the last step, ‘CONSEQUENCE’, re-interpreted Self-* Properties are used as a 
guideline for eliciting quality attributes. These elements could be the minimum quali-
ty attributes for achieving an adaptivity. That is, Self-Configuring, Self-Healing, Self-
Optimizing, Self-Protecting should at least be elicited.  

Previously, our work did not address how to bridge elicited requirements to MBUI 
design approaches. If we integrated the merits of MBUI, we could exploit many bene-
fits of an MBUI approach in the development of AUI. In this reason, we extend our 
previous method by introducing a model-based approach in the paper. 

3 Model-Based Engineering for AUI Requirements 

3.1 Adopting Model-Based Approach to AUI Requirements 

Fig. 5 shows how we can adopt the notion of model-driven development into RE. 
Three layered modeling from [7] is adopted to RE, respectively: Abstract Require-
ments for AUI, Concrete Requirements for AUI, and Final Requirements for AUI.  

Abstract Requirements for AUI represent domain-independent AUI requirements 
while Concrete Requirements for AUI represent domain-specific requirements of 
AUI. Final Requirements for AUI mean detailed variation on UI elements. 

 

Fig. 5. Model-based Requirements Engineering for AUI 
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3.2 Proposing an Extended Method for AUI 

In this section, we propose an extended requirements elicitation method for AUI by 
bringing a model-based approach into RE. Our previous work is restructured with a 
three-layered model-based notion in this paper. Fig. 6 gives an explanation of our 
approach. Our method guides software engineers to specify AUI requirements with 
three layers according to the level of abstraction. 

 
Fig. 6. Extended Requirements Engineering Method for AUI 

A. Abstract Requirements for AUI 
Abstract Requirements for AUI are described with the highest upper-level goals. 
These requirements might correspond to the initial rough requirements with 
goals and intentions. The requirements at this point are general, and not tailored 
to specific machine or domain. Therefore, we can say that they are kept inde-
pendent on the specific domain, and it can be reused when the AUI should be 
adopted into other domains or machines with similar purposes.  
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B. Concrete Requirements for AUI 
Concrete Requirements for AUI are dependent on the certain areas where soft-
ware belong. In this layer, software engineers should consider the characteristics, 
unique features, and standards of the specific domain area. When the software 
engineer finds out the application domain area of software, the next thing to do is 
to define each element of the MAPE-K Loop and interpreting each property of 
Self* Properties, according to the domain. The elements of MAPE-K Loop are 
Monitor/Analyze/Plan/Execute, and these are used as the criteria to verify 
whether functional requirements are elicited well or not, in the perspective of a 
self-adaptive system. The elements of Self-* Properties are Self-Configuring, 
Self-Healing, Self-Optimizing, Self-Protecting, and these are consequences of 
elicited requirements which can be used to verify whether quality attributes are 
elicited in the perspective of self-adaptive system well or not. Each element of 
Self-* Properties also should be specified in the step. 

Following the criteria based on MAPE-K Loop and Self-* Properties,  
software engineers can elicit AUI requirements easily. In addition, these  
requirements would be elaborated on to comply with the criteria. In this step, re-
quirements should be more concrete than the previous step, but must not be too 
specific as to disturb the modification of adaptation rules. Concrete requirements 
for AUI should make room for the changeable part for the adaptation so that it 
preserves modifiability. 

C. Final Requirements for AUI 
We mentioned that the requirements that are specified in the previous steps do 
not contain too specific of requirements, such as detailed adaptation rules or UI 
elements to be adapted, in order to make a room for changeable parts. In this fi-
nal layer, detailed requirements that can be expected to be changed later are spe-
cified and analyzed. Final Requirements for AUI are domain/machine-dependent 
requirements, and these can also cause changes of the quality attributes. There-
fore, quality attributes specified complying with Self-* Properties might be 
changed accordingly. Related quality attributes are connected and traced through 
higher layers. 

 
The three steps above, which are divided by the level of abstraction, enable the se-

paration of the concerns in the requirements. Not only does it take the strong points of 
a model-based approach, it also makes it easy to trace the related requirements and 
change parts without changing the whole requirements. Moreover, this can be ex-
tended to each design level. We will later show the strengths of our method. 

3.3 Method Illustration with an Example Scenario 

For a deeper understanding of our method, we now illustrate our method with an  
example scenario. We elicit, analyze, and specify AUI requirements by following our 
model-based RE method for AUI. The results correspond to the requirements for  
implementation of the right side of Fig. 1. 
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The AUI scenario in our example is in the situation of the development of a health-
care mobile application. We assume that users might be everywhere, including both 
inside and outside of their home. Also, users might have different characteristics and 
ages, genders, characters, jobs, etc. The application can satisfy the personalized de-
mands of users by adopting AUI in the application, considering both the user’s situa-
tion and environments. 

We assume that the initial goal to achieve from AUI is to make adaptations of UI at 
runtime to conform to the context of users. For achieving our initial goal, initial re-
quirements from various stakeholders should be elicited. As one example, we would 
use the following requirement in the Abstract Requirements for AUI layer: If the user 
finds it hard to see UI clearly because of the changes of environment, AUI increases 
its usability by changing its UI. 

In the Concrete Requirements for AUI layer, in order to make unclear requirements 
clear, the characteristics and constraints in the domain area of the software are consi-
dered. For example, Table 1 represents such considerations in the development of the 
mobile application. In our previous paper, we elicited considerations of the mobile 
domain from [11]. 

Table 1. Considerations of Mobile Domain 

Consideration Description 
Sensors Available Several sensors including an accelerometer are available. 
Portability Demand It should be compatible among multiple platforms/machines. 
Usability Demand Personalized user-centric service should be provided. 
Fixed UI Elements It should use a UI library that already exists. 
Limited Resource Resources such as battery, CPU, storage are limited. 

Table 2. Re-defined Descriptions of MAPE-K Loop Elements 

MAPE-K Loop Description 
Monitor Data and its monitoring method for recognizing situation. 
Analyze Rule for analyzing situation. 
Plan Rule for adaptation. 
Execute Actual Adaptation Behavior. 
Knowledge Knowledge required for recognizing situation and adaptation. 

Table 3. Re-interpreted Descriptions of Self-* Properties Elements 

Consideration Description 
Self-Configuring Personalization according to user characteristics and situation. 
Self-Healing The ability to recover the usability when unexpected increase of UI 

complexity occurs,  
Self-Optimizing UI optimization according to machine profile and 

resource(Battery, CPU, etc.) situation. 
Self-Protecting Preventing UI crashes or defending when UI crashes. 
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MAPE-K Loop and Self-* Properties are re-defined or re-interpreted according to 
the domain. In our case, we analyze them in the mobile domain. Table 2 represents 
the re-defined descriptions of MAPE-K Loop elements considering the mobile do-
main. Table 3 represents the re-interpreted descriptions of elements in the Self-* 
Properties. 

The next step for software engineers is to specify concrete requirements according 
to the criteria that we have constructed. Table 4 contains the requirements specifica-
tion of this step. Detailed types of sensors or rules for adaptation are not specified in 
this step.  That is because those parts have high possibility to change. 

Detailed rules that have high chances of change are specified in the next step, the 
Final Requirements for AUI. In this layer, related quality attributes are revisited and 
modified. The specification of Final Requirements for AUI is represented in Table 4. 
These contain adaptation rules and situation recognition rules which can be modified 
often due to the demands of stakeholders. 

Table 4. Abstract, Concrete and Final Requirements of AUI 

Abstract 
Req. 

If the user finds it hard to see UI clearly because of the changes of environment, 
AUI increases usability by changing its UI. 

Concrete 
Req. 

Monitor Analyze Plan Self-* Property 
The AUI moni-
tors wobbles 
(shakes) 
through sensors 
that Android 
phone provides. 

The AUI ana-
lyzes data and 
determines 
whether the user 
is interrupted by 
current wobble 
or not. 

The adaptation rule is a 
UI simplicity rule that is 
performed when AUI 
determines that usabili-
ty is getting too lower. 

Self-Configuring,  

Self-Healing,  

Self-Optimizing 

Execute Knowledge
Plan is actually performed when the 
decision is triggered. 

Sensor monitoring 
interval, usability me-
trics, UI simplicity rule, 
Adaptation rule. 

Final 
Req. 

Monitor Analyze Plan 
The type of 
sensors that is 
used: Gyros-
cope 

Usability evalu-
ation algorithm: 
When gyroscope 
data is above a 
certain level, 
usability value 
decreases. 

UI simplicity rule: 
Increase text size and 
hide unimportant UI 
elements.  

Execute Knowledge
Trigger rule: When usability value 
is under a certain level, adaptation 
triggers. 

Sensor monitoring 
interval, usability me-
trics, UI simplicity rule, 
Adaptation rule. 



 Model-Based Approach for Engineering Adaptive User Interface Requirements 29 

4 Evaluation 

In this section, we design a case study for evaluating our method by following the 
case study design methodology in [12]. 

4.1 Study Questions 

Our model-based RE method for AUI in this paper also uses the advantages of using 
model-based approach in the UI development that we described in the section 2.2. We 
previously described three benefits of using a model-based approach: Reusability, 
run-time adaptability and modifiability. Our proposed method also introduces the 
traceability. In addition, this makes requirements to be easily extended to the design. 
To prove that these advantages are obtained by using our method, following questions 
are discussed. 

 Q1. Does it support reusability? 
 Q2. Does it support run-time adaptivity? 
 Q3. Does it support modifiability? 
 Q4. Does it support traceability? 
 Q5. Is it extendable to design level? 

4.2 Case Study 

Table 6 shows the evaluation of our method by answering each question. Each answer 
shows whether it is enough to support each question, and if so, the evidence that sup-
ports it. 

Table 5. Method Evaluation 

Method Evaluation Table 
 Study Question Support Evidence 

Q1 Does it support reusability? Yes 
When the domain or machine targeting is 
changed, requirements of upper layer can 
be used. 

Q2 Does it support run-time adaptivity? Yes 
It controls UI elements separately since it 
can have knowledge about adaptation. 

Q3 Does it support modifiability? Yes 

When adaptation rules should be changed, 
software engineers can change only local 
parts, instead of changing the whole part, 
because it is only related to the Final re-
quirements. 

Q4 Does it support traceability? Yes 
Requirements among layers and their 
affected quality attributes are easily found. 

Q5 Is it extendable to design level? Yes 
Design and implementation are performed 
from requirements. 
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A. Reusability 
It is reusable because it separates the concerns into three layers, and upper layers 
are still preserved when changes need to occur locally. For example in our scena-
rio, when software engineers decide to support a desktop application, they can 
reuse Abstract Requirements for the desktop application. 

B. Run-time Adaptivity 
It supports run-time adaptivity because it allows AUI to have knowledge about 
the adaptation. Unlike traditional adaptable UI, which only allows for a few ver-
sions of whole UI, our method supports the development of a lot of versions of 
AUI. That is because our method can control each UI element individually and it 
is possible to adopt more detailed adaptations. For example, UI simplicity rules 
contain knowledge about the importance of each UI element, which enables sep-
arate control of each element.  

C. Modifiability  
It is modifiable because it separates the concerns into three layers, and without 
changing the whole AUI, software engineers can change only the local part in 
question. For example in our scenario, when software engineers decide to change 
the UI simplicity rule, they can specify only the Final Requirements for AUI 
again. 

D. Traceability 
Traceability is ensured because it has been derived from requirements from the 
upper layer. For example, when Final requirements should be changed, corres-
ponding Concrete Requirements of AUI and their quality attributes are easily 
found. 

E. Extendibility to Design 
The model-based requirements can be easily extended to design and implementa-
tion. We designed the logic of the simple prototype of Android application, and 
it is shown in Fig. 1. In our design, Concrete Requirements for AUI are made to 
a Java Interface that includes Monitor, Analyze, Plan, Execute as the methods, 
and Knowledge as variables. Then, we implement FinalUI, which satisfies the 
ConcreteUI. 
 

 
Fig. 7. Extending Concrete Requirements to the Design of Java Interface 
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Through the design and implementation, we found that our method allows for ex-
tending requirements easily to design and implementation. Fig. 7 shows the possibili-
ty of extending the design. 

5 Conclusion and Discussions 

Requirements elicitation process and methodologies for AUI development have not 
been defined well so far. Although our previous work suggested a guideline for AUI 
requirements, it did not reflect the advantages of MBUI design approaches.  

In this paper, we proposed an extended RE method for AUI by adopting a model-
driven approach. We showed how our method works by illustrating case study exam-
ples. By using our method, software engineers can effectively elicit requirements in 
AUI development step by step. 

However, this paper contains several points of discussion, which can be seen as 
follows. First, the approach we suggest is still at a very high level or can be consi-
dered too general, in that many details are omitted. There remain questions about how 
to transform requirements in different layers. Furthermore, RE processes after the 
elicitation is not addressed well. In the future, we plan to focus on this question to 
elaborate our method. 

Second, the evaluation is not enough since we conducted only one case study. In 
addition, the metrics for evaluation hold some threats to its validity. We will conduct 
more case studies for a better evaluation in the future. 

Lastly, it is not clear how existing RE approaches can be integrated into the pro-
posed framework or design approaches. For example, there is already much research 
that address the model-based AUI design approach such as that in [13]. We will 
bridge our RE method to the design method of AUI by further research. 
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