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Abstract. This paper introduces the second generation of GOAL, which
is a graphical interactive tool for games, ω-automata, and logics. It is a
complete redesign with an extensible architecture, many enhancements
to existing functions, and new features. The extensible architecture al-
lows easy integration of third-party plugins. The enhancements provide
more automata conversion, complementation, simplification, and test-
ing algorithms, translation of full QPTL formulae, and better automata
navigation with more layout algorithms and utility functions. The new
features include game solving, manipulation of two-way alternating au-
tomata, translation of ACTL formulae and ω-regular expressions, test
of language star-freeness, classification of ω-regular languages into the
temporal hierarchy of Manna and Pnueli, and a script interpreter.

1 Introduction

GOAL (http://goal.im.ntu.edu.tw) is a graphical interactive tool for defining
and manipulating games, ω-automata, and logic formulae. The first generation of
GOAL (or simply the 1st gen) was formally introduced in [52] and later extended
in [51]. It is implemented in Java and built upon the classic finite automata and
graphical modules of JFLAP [40]. The main features of the 1st gen include (1)
drawing games and ω-automata, (2) translating quantified propositional tem-
poral logic (QPTL, an extension of PTL and also LTL) formulae in prenex
normal form to equivalent Büchi automata, (3) complementing Büchi automata,
(4) testing containment and equivalence between two Büchi automata, and (5)
exporting Büchi automata as Promela code. It also provides a command-line
mode and utility functions for collecting statistic data and generating random
automata and temporal formulae.

A typical usage of GOAL is for educational purposes, helping the user get a
better understanding of Büchi automata and their relation to temporal logic.
For example, the user may follow a translation algorithm step-by-step in the
tool to see how a QPTL formula is translated to an equivalent Büchi automaton.
GOAL may also be used for supplementing automata-theoretic model checkers
such as SPIN [20]. For example, the user may construct a smaller specification
automaton that is checked to be correct in that it is equivalent to a larger
reference Büchi automaton or a QPTL formula. Moreover, GOAL has been used
for supporting research and tools development [1,3,8,50,53].

This paper introduces the second generation of GOAL, which is a complete
redesign with an extensible architecture, many enhancements to existing func-
tions, and new features. The extensible architecture allows easy integration of
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Table 1. Major algorithms in GOAL. An * indicates that the implementation of the
algorithm has already been reported in [52,51].

Translation of QPTL Formulae

Tableau*, Incremental Tableau* [26], Temporal Tester* [27], GPVW* [16],
GPVW+* [16], LTL2AUT* [16], LTL2AUT+* [49], LTL2BA* [14], PLTL2BA* [15],
MoDeLLa [44,49], Couvreur’s [10,49], LTL2BUCHI [17,49], KP02 [28], CCJ09 [9]

Complementation of Büchi Automata

Safra* [41], WAPA* [48], WAA* [30], Safra-Piterman* [39], Kurshan’s [31],
Ramsey-based [5,45], Muller-Schupp [37,2], Rank-based [30,43], Slice-based [25]

Simplification of Automata

Direct and Reverse Simulation* [47], Pruning Fair Sets* [47], Delayed Simulation [12],
Fair Simulation [19], Parity Simplification [6]

Parity Game Solving

Recursive [32], McNaughton-Zielonka [36,54], Dominion Decomposition [24],
Small Progress Measure [23], Big Steps [42], Global Optimization [13]

third-party plugins. The enhancements provide many more operations and tests
on automata, more translation algorithms for QPTL (one of which supports full
QPTL formulae that are not required to be in prenex normal form), and bet-
ter automata navigation with more layout algorithms and utility functions. The
new features provide game solving and conversion, support of two-way alter-
nating automata and ∀ computation tree logic (ACTL), and more classification
information about ω-regular languages such as star-freeness. Table 1 summarizes
the major algorithms implemented in GOAL.

2 Enhanced Functions

We describe in this section how the functions of the 1st gen have been extended.

– Translation of QPTL Formulae: We have implemented five more trans-
lation algorithms for QPTL, namely KP02 [28], CCJ09 [9], MoDeLLa [44],
Couvreur’s [10], and LTL2BUCHI [17]. KP02 is the only one that supports
full QPTL by an inductive construction, while CCJ09 can translate four spe-
cific patterns of QPTL formulae to minimal Büchi automata. We have also
extended MoDeLLa, Couvreur’s, and LTL2BUCHI to allow past operators.

– Conversion between Automata: Compared to the 1st gen, GOAL now
supports many more conversions between automata, especially the conver-
sion from nondeterministic Büchi automata, if possible, to deterministic au-
tomata with Büchi [33,4] or co-Büchi [4] acceptance conditions. Moreover,
GOAL can automatically find and apply a sequence of chained conversions
to convert an automaton to another type specified by the user.

– Operation and Simplification on Automata: GOAL has five more
complementation constructions for Büchi automata, namely Kurshan’s [31],
Ramsey-based [5,45], Muller-Schupp [37,2], Rank-based [30,43], and Slice-
based [25]. With chained conversions, several Boolean operations previously
implemented only for Büchi automata can be applied to any automata
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convertible to equivalent Büchi automata. We have also implemented sim-
plification of Büchi automata with delayed simulation and fair simulation
relations based on solving simulation games [12,19].

– Test on Automata: GOAL has five more containment testing algorithms,
which are performed incrementally with a double depth-first search. Four
of them are based on determinization-based complementation constructions
[41,37,2,39], while one is based on slice-based constructions [25]. Such in-
cremental algorithms usually can find counterexamples earlier. Same as in
automata conversion, several tests implemented for Büchi automata can also
be applied to other types of automata.

– Automata Navigation: Navigation of a large automaton can be cumber-
some. To make it easier, GOAL has eleven new layout algorithms. After an
automatic layout, the user can manually arrange the states with the help of
guidelines, gridlines, and snapping to grids to make the layout even better.
GOAL also allows the user to focus on a state and its neighbors such that
the user can easily traverse a particular path of an automaton.

3 New Features

We now detail the new features of GOAL.

– Extensibility: GOAL can be easily extended with the help of Java Plugin
Framework [22]. The user may add a new menu item, command, or algorithm
with a plugin simply by extending the classes or interfaces of GOAL and
then writing a configuration file for the plugin. During runtime, GOAL will
read the configuration file and enable the third-party plugin. In fact, GOAL
itself is composed of three plugins, namely CORE, UI, and CMD, where
CORE provides basic data structures and implementations of algorithms, UI
provides a graphical interface, and CMD provides a command-line interface.

– Game Solving and Conversion:We have implemented eight game solving
algorithms of which one is for reachability games, one for Büchi games, and
six for parity games. Winning regions and strategies in a solved game are
highlighted and can be exported with the game to a file. Several conversions
between games, including the conversion from a Muller game to a parity
game [35], are implemented. To help experiments with games, the generation
of random games is provided as well. GOAL can also take the product of a
game arena (that describes the allowed interactions between a module and
its environment) and a specification automaton (resulting in a game), and
hence may be used to experiment with the synthesis process in a game-based
approach to the synthesis of reactive modules [46].

– New Types of Automata and Logics: Previously in the 1st gen, two-way
alternating automata were only used internally in PLTL2BA. Now the user
can draw a two-way alternating automaton and convert it to an equivalent
transition-based generalized Büchi automaton if it is very weak [15]. For
new logics, GOAL supports the translation of an ACTL formula [38] to a



886 M.-H. Tsai, Y.-K. Tsay, and Y.-S. Hwang

maximal model (represented as an automaton) of the formula [18,29]. Such
model can be used in model checking or synthesis. The translation of ω-
regular expressions is also available in GOAL.

– Classification of ω-Regular Languages: We have implemented an al-
gorithm for testing whether an ω-regular language or Büchi automaton is
star-free [11]. If an ω-regular language is star-free, it can be specified by a
formula in PTL, which is less expressive than QPTL. We have also imple-
mented the classification of ω-regular languages into the temporal hierarchy
of Manna and Pnueli [34]. Such classification can be used not only for edu-
cational purposes but also for helping model checking [7].

– Script Interpreter: GOAL provides an interpreter that can execute scripts
in a customized language. In the 1st gen, GOAL commands can only be
executed in shell scripts, which create a GOAL process per command. Now
a batch of GOAL commands can be written as a script and executed by a
single GOAL process to achieve better performance.

4 Remarks

With these enhancements and new features, GOAL now lives up to an alternative
source of its acronym “Games, Omega-Automata, and Logics”. Even classic
finite automata and regular expressions are also supported by GOAL. With the
new architecture, we expect that GOAL will be extended by third-party plugins.
We will also continue to extend GOAL with more algorithms, e.g., translation
algorithms for Property Specification Language (PSL) [21] and game solving
algorithms that produce better winning strategies.
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ing. In: Rovan, B., Vojtáš, P. (eds.) MFCS 2003. LNCS, vol. 2747, pp. 318–327.
Springer, Heidelberg (2003)

8. Chatterjee, K., Henzinger, T.A., Jobstmann, B., Singh, R.: QUASY: Quantita-
tive synthesis tool. In: Abdulla, P.A., Leino, K.R.M. (eds.) TACAS 2011. LNCS,
vol. 6605, pp. 267–271. Springer, Heidelberg (2011)
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and state space reduction for Büchi automata. SICOMP 34(5), 1159–1175 (2005)

13. Friedmann, O., Lange, M.: Solving parity games in practice. In: Liu, Z., Ravn, A.P.
(eds.) ATVA 2009. LNCS, vol. 5799, pp. 182–196. Springer, Heidelberg (2009)

14. Gastin, P., Oddoux, D.: Fast LTL to Büchi automata translation. In: Berry, G.,
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of LTL formulae to Büchi automata. In: Peled, D.A., Vardi, M.Y. (eds.) FORTE
2002. LNCS, vol. 2529, pp. 308–326. Springer, Heidelberg (2002)

18. Grumberg, O., Long, D.E.: Model checking and modular verification.
TOPLAS 16(3), 843–871 (1994)

19. Gurumurthy, S., Bloem, R., Somenzi, F.: Fair simulation minimization. In:
Brinksma, E., Larsen, K.G. (eds.) CAV 2002. LNCS, vol. 2404, pp. 610–624.
Springer, Heidelberg (2002)

20. Holzmann, G.J.: The SPIN Model Checker: Primer and Reference Manual.
Addison-Wesley (September 2003)

21. IEEE standard for property specification language (PSL). IEEE Std 1850-2010
(Revision of IEEE Std 1850-2005), 1–182 (2010)

22. Java Plugin Framework, http://jpf.sourceforge.net
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tool for manipulating Büchi automata and temporal formulae. In: Grumberg, O.,
Huth, M. (eds.) TACAS 2007. LNCS, vol. 4424, pp. 466–471. Springer, Heidelberg
(2007)

53. Tsay, Y.-K., Tsai, M.-H., Chang, J.-S., Chang, Y.-W., Liu, C.-S.: Büchi Store: An
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