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Abstract. The adoption of agile methods promises many advantages for indi-
vidual, team, and organizational learning. However, environmental, structural, 
and organizational/cultural constraints often find teams adapting agile software 
development methods rather than engaging in full adoption. We present results 
from two qualitative studies of teams and organizations that have, in many cas-
es, adapted agile software methods to suit their needs through the omission or 
alteration of aspects of the method. In many cases, aspects of an agile method 
that are most related to learning were those that were modified or omitted. This 
paper utilizes the results of these studies to identify common and emergent bar-
riers to learning. Often these barriers to learning exist according to organiza-
tional culture and the extent to which that culture influences attitudes, norms, 
and behaviors pertaining to learning. We present these barriers to learning and 
provide insight to the causes, effects, and potential ameliorations for these  
barriers. 
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1 Introduction 

Organizations and development teams adopting agile principles and practices are 
often faced with dilemmas governing the degree to which these practices should be 
adopted [5]. Moreover, given that many agile methods stress principles and practice 
over plan and prediction, Beck [6] asserts that, while the whole adoption of an agile 
method, such as XP, will realize a synergy that is greater than the sum or parts, strict 
orthodoxy in the use of the methods is not prescribed or mandated. As such, a wide 
range of choices, complications, and barriers exist for those who adopt an agile me-
thod. This paper is concerned with the implications of partial and modified adoption, 
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and the issues surrounding the effective utilization of agile methods as pertains to 
organizational culture and learning. 

Some of the research questions we aim to answer are: How are XP and Scrum 
practices related to learning? Which practices support learning about the customer's 
needs and how the product under development will help meet those needs, and which 
practices support skills development (improving developers' capability, their know-
ledge about tools, change/improve processes and practices etc.)? 

In this paper we share experiences from two studies, both conducted via engaged, 
action-oriented, and evidence-grounded methods, whereupon we seek to illuminate 
the issues highlighted in our research questions. This paper offers a post-hoc reflec-
tion on the outcomes of these studies as they relate to our research questions. Our first 
study focuses on the adoption issues related to individual and team learning in the 
adoption and adaptation of XP into the software practices of a small shop in Virginia, 
USA. Our second examines agile adoption and use among 58 practitioners in 23 dif-
ferent organizations, in both New Zealand and India. In both studies the analytic 
processes of Glaser’s grounded theory research techniques are used to distill the pat-
terns of attitudes and behaviors which inform our observations regarding the barriers 
to learning in the use of agile methods. 

The common patterns which emerge between the two studies suggest that barriers 
to learning can be classified into four main areas: Multiple Goals (Projects), Exces-
sive Iteration Pressure, Level of Customer Involvement, and Organizational Culture. 
As individual, team, and customer/organizational learning are each high probability 
outcomes of the utilization of agile methods, the emergence of barriers to this learning 
may be counter intuitive, given the inherent propensity for learning as a result of 
adoption [29]. However, in the two studies highlighted there were indeed various 
barriers to learning which emerged as the result of the adoption, and in some cases 
adaptation, of agile methods. 

The rest of the paper is structured as follows: Section 2 presents the related work in 
this area, followed by the Research Design in section 3. We then present the Results 
of the two studies in section 4, followed by a discussion of the results and the  
Conclusion. 

2 Related Works: Agile Methods, Knowledge and Learning 

The agile approach to software development emphasize team-work, a situated, itera-
tive and emerging solution process, and personalized knowledge capture and sharing 
[3,8, 9, 15, 18, 26, 27, 29]. Chau et al. [8] compare the strategies of agile and so-
called traditional or Tayloristic software development and discuss how agile practices 
and principles support a personalized and team based approach to knowledge sharing 
and learning in software development. 

Melnik and Maurer [25] argue the importance of direct personal relationships for 
effective knowledge exchange. Based on an experiment they argue that intermediaries 
and documentation based communication lead to distortions and information loss  
in when passing information from requirements analysts to software designers.  
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The implication is that agile software development projects must have direct personal 
interactions between different stakeholders; e.g. as expressed in the principles of cus-
tomer-on-site (XP) and frequent and direct customer contact (Scrum). 

Studies of agile practice show, however, that agile teams rarely adopt all agile 
practices, and that they will often adapt the practices they use to local circumstances 
and contexts [3, 7, 16, 17, 24, 31]. The question, therefore, arises how the adaptation, 
manifested as either non-use or modification, of particular agile practices impact 
knowledge building, sharing and learning in agile software development teams and 
projects. In this paper, we will explore this question through the analysis of agile 
practices.  

Based on Schön's [30, 31] theory of the reflective practitioner, as well as on earlier 
research about knowledge in software development, we identify three kinds of know-
ledge building, sharing and reflection in agile software development projects: 1) 
knowledge about the product being developed, 2) the skills and experience required to 
build the product, 3) and ongoing reflection on the process itself. In the next section 
we will give a brief account of the underlying theory and concepts, and elaborate on 
our understanding of the three types of knowledge. 

2.1 Knowledge and Learning in Agile Software Development 

The agile development process is iterative, with several releases of intermediate prod-
ucts towards the culmination in a final product. The process embraces change as the 
developers' and the customer's understanding of the problem and the desired qualities 
of the solution emerge. Thus, agile software development processes resemble Schön's 
[30] description of how skilled designers solve difficult problems in areas such as 
architecture, management and industrial design [2, 13, 26]. According to this view on 
design and problem solving, problems are complex and multi-faceted and the proper-
ties of the "correct" or "best" solution are not easily determined beforehand. Nor can 
the solution be found through a pre-determined set of steps; i.e. a method. To solve 
such problems, the skilled designer, the reflective practitioner, engages in reflection-
in-action, an "ongoing conversation with the situation", sketching and testing solu-
tions against his understanding - or framing - of the problem, changing and evolving 
both the problem framing, the understanding of the desired properties of the solution, 
and the solution itself, in the process [30, 31]. 

Reflection-in-action depends upon the knowledge and skills of the practitioner and 
at the same time adds to this knowledge. As the process progresses, his understanding 
and framing of the problem and the solution change and deepen. In the process, he 
draws upon his repertoire of previous problems, fragments of solutions, tools and 
techniques. The repertoire influences both how he frames the problem, his solution 
process, and the solutions he develops in the process. 

This description of design and problem solving, and how it relies on the knowledge 
and skills of the designer, resonates well with studies of software design practice. In a 
study of how software developers solve a difficult design problem, Guindon [12, 14] 
describes how previous experience and familiarity with specific programming tech-
niques and design patterns formed the designer's appreciation of the problem and 
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choice of a solution. She also observes how the designers' understanding of the prob-
lem and hence of the requirements for the solution, change and deepen as they repeat-
edly assess the evolving solution against the problem.  

The agile development process is strongly related to reflective practice as stated 
above. One should bear in mind, however, that Schön [29] discusses the problem solv-
ing behaviour of the individual practitioner, whereas agile development is carried out 
by teams of developers in close collaboration with a customer. Thus, an agile devel-
opment process must enable sharing of experience and skills within the developer 
team, as well as between the team and the customer. Agile software development prac-
tices, such as customer-on-site, frequent releases, planning game, pair programming, 
user stories, acceptance tests, and refactoring all support this goal [2, 15, 24, 26]. 

A software process that is not constantly monitored and improved risks process 
erosion [8] and  ongoing learning, reflection and improvement are an intrinsic part of 
an agile team's responsibilities [8, 31]. Schön [30] uses the term reflection-on-action 
to describe  how the practitioner reflects upon, and improves his solution process and 
its outcome. Like reflection-in-action, reflection-on-action is a personalized process 
that builds on and improves the individual practitioner's experience and expertise, but 
team-based reflection-on-action is implicitly supported by agile practices. Hazzan and 
Tomayko [14] demonstrate how the dialogue among developers and between devel-
opers and customers in agile practices such as planning game, pair programming and 
refactoring can induce team-based reflection-on-action. Likewise Babb and Nørbjerg 
[3] suggest adding techniques and tools to agile development practices in order to 
explicate reflection-on-action in agile development teams. 

We derive three types of knowledge building, knowledge sharing, and learning 
from this account of the agile development process and reflective practice. We will 
use these three types in our discussion of barriers to knowledge sharing and learning 
in agile teams. 

First, there is the knowledge about the problem and the solution that the developers 
and customer(s) build and share in the course of the agile project; i.e. the understand-
ings and insights that evolve as they engage in reflection-in-practice. This includes an 
understanding of the problem and how the solution - the software - contributes to 
solving that problem. Note that this knowledge is not static but changes and evolves 
as the project progresses. Note also that this knowledge is not genuinely shared 
among all stakeholders: the customer cannot and should not understand all the tech-
nical details of the evolving software product, nor can the developers expect to com-
pletely share the customer's understanding of his world. Hence there is the need for 
ongoing dialogue between the development team and the customer. 

The second type of knowledge concerns the expertise and skills that the stakehold-
ers bring to the process - their repertoire Schön [30]. In the software development 
case this includes the developers' knowledge of software development techniques and 
tools, knowledge of previous solutions to "similar" problems, and their familiarity 
with software development practices. By sharing their repertoire, developers can 
learn from each other and thus increase the team's joint capabilities. 

Finally, the agile development team must engage in reflection-on-action in order  
to learn from experiences and improve performance. The team may, for example,  
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discuss how to improve the accuracy of their estimates during a Sprint planning meet-
ing, or two programmers may reflect upon whether the process they just used to solve 
a problem can be transferred to other situations [15]. 

3 Research Design 

This paper is based on the findings from two separate studies of agile practices: The 
first is a longitudinal Action Research study in a small software company in the USA 
[2, 3]. The other is a Grounded Theory study of agile practices in 23 different organi-
zations in India and New Zealand [16, 17, 18]. 

At the time of study, all the organizations had introduced or were in the process of 
introducing agile practices based on either XP, Scrum, or a combination thereof. They 
would also adapt the agile practices based on local needs or constraints. In this con-
text, adaptation means that the agile team may adopt a practice, but modify it or 
choose to not use it at all. 

For the present paper we have identified adapted practices in both studies and the 
underlying causes; e.g. lack of customer involvement may be a cause for adaptation of 
the original "customer-on-site" practice. Through identification of common patterns, 
we were then able to group individual causes into a smaller set of common causes 
which are presented later in the results section. We now describe the research set-up 
of the two studies. 

3.1 The Longitudinal Small-Shop Study 

The small shop study is a longitudinal study of the introduction of agile practices and 
learning tools and techniques into SSC (a fictive name), a software company in the 
eastern USA consisting of the owner/founder and 4 developers. 

The study used Dialogical Action Research [21] which uses practitioner and re-
searcher dialog as the principle means by which interventions are introduced into the 
practitioner’s setting. Dialogical AR - as action research in general - proceeds in 
cycles, each cycle contributes to solving the practitioner’s problem as well as to the 
researcher's knowledge and thorough reporting to the research community in general. 

During the practitioner-researcher partnership, the researcher conducted interviews 
with the practitioners and observed them in their daily work. Interviews and observa-
tions were documented in transcripts, supplemental documents, and field notes. Dur-
ing the 9 months of fieldwork the researcher was present onsite twice per week on 
average. Each visit usually lasted for a period of 1-4 hours. The data collected during 
this period consisted of: 

• 26 recorded and transcribed dialogs with the company owner and lead devel-
oper, and various combinations of the team based on progress in a given itera-
tion of the Dialogical AR cycle. 

• Internal SSC documents  
• Field notes taken while observing the practitioners’ work  
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The data collected during the initial phase of the partnership were coded, using open, 
axial, and selective coding, in order to derive common themes related to SCC’s me-
thod use. This initial analysis resulted in the recommendation to introduce XP into 
SSC and the method was introduced incrementally over the following months. The 
researcher continuously documented and analyzed how and why the practitioners 
adopted and adapted XP throughout this part of the project. It is the results from this 
latter analysis which forms the basis for the discussion in the present paper. 

In the final phase of the Dialogical AR partnership, the researcher introduced ex-
plicit tools and techniques to support XP at SSC with on-going reflection-on-action at 
SSC. This is, however, beyond the scope of this paper and is described elsewhere [2]. 

3.2 The Grounded Theory Study 

The Grounded Theory (GT) study was carried out over a period of 4 years using 
Glaser’s classic GT method [11]. Using GT, the researcher – one of the authors of this 
paper – conducted iterative rounds of data collection and constant comparison method 
of text analysis. Data was collected from 58 agile practitioners in 23 different organi-
zations in New Zealand and India through face-to-face, semi-structured interviews of 
approximately an hour each, using open-ended questions as well as observations of 
the workplaces and practices.  

All participants used Scrum or a combination of Scrum and XP. All participants 
were practicing fundamental Agile practices such as iterative and incremental devel-
opment (with varying iteration lengths), iteration planning, estimation and planning of 
user stories and tasks, testing, status report meetings (such as daily standup), frequent 
release of working software, and some form of retrospective meetings. A majority of 
the participants engaged in test-driven development and pair programming (on de-
mand). Some participants were certified Scrum Masters. Participants belonged to 
organizations ranging from as small as 10 people to as large as 300,000 employees. 
Their domains ranged from health, telecommunications, entertainment, agriculture, 
energy, to software product development for multiple domains. The project duration 
varied from 2 to 12 months and team sizes ranged from 2 to 20 people on different 
projects. Participants varied in their levels of experience of using agile practices from 
novice to mature with several years’ experience.  

Data was analyzed using GT’s open, selective, and theoretical coding procedures. 
Codes arising from one interview were constantly compared to those arising from all 
other interviews using the constant comparison method. This led to identifying com-
mon themes or patterns in data at increasing levels of abstraction. A number of find-
ings were made from the GT study with respect to agile practices and have been  
described elsewhere [16, 17, 18]. 

We discovered a number of barriers to learning across the dimensions of reflec-
tion-in-action, repertoire, and reflection-on-action in the findings from both  
the -studies. We have analyzed examples of non-adherence or modifications to agile 
practices in order to identify the underlying causes of the adaptation/non-use. In each 
case we also identify the effect on learning and knowledge sharing. We describe these 
barriers in the next section. 
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4 Results: Barriers in Practice 

In this section, we describe the categories of "barriers in practice" as identified in the 
two studies. These are: Multiple Goals (Projects), Excessive Iteration Pressure, Level 
of Customer Involvement, and Organizational Culture. 

4.1 Multiple Goals (Projects) 

In the longitudinal study, SSC is a small company with 20-40 individual customers at 
any given time. Furthermore, the company's projects spanned from as little as a week 
or two to three months (and beyond). The high number of customers and - very short - 
projects had implications for the adoption and adaptation of the practices of pair pro-
gramming and customer as team member. 

It was difficult for SSC to fully embrace the idea of pair programming although 
both the manager and the developers understood that this technique increases reflec-
tion and awareness among the developers and hence may contribute significantly to 
productivity. With each developer working on several projects simultaneously, and 
often only one person being active on a given project at a given point in time, it was 
infeasible in practice to apply pair programming in a systematic way. Programmers 
would, however, team up to explore and solve difficult programming problems and to 
create spike solutions. In this way the programmers used pair programming to im-
prove their individual and shared knowledge of programming techniques and tools. 
This adaptation of pair programming, however, curtailed the adoption of collective 
code ownership and sharing. 

SSC could not adopt the principle of customer as team member in the way  
prescribed by the XP method. With anywhere from 20 to 40 projects underway at 
varying stages of completion or maintenance, augmenting the “team” by 20 to 40 
members was not realistic. Instead Daphne, the founder/owner, would act as a proxy 
for the customer and write user stories, and later acceptance tests, based on her notes 
or her memory of a client’s intentions. Thus, the customers' needs and intentions were 
not communicated directly to the developers in the customers' own language, but were 
mediated through Daphne's interpretations and language. 

In the Grounded Theory study, we discovered a co-relation between team members 
being split across multiple projects and their ability to perform group programming – 
working together in an open-plan workspace while sharing the same code-base and 
collaborating closely. Group programming in agile teams provides opportunities for 
learning among team members. 

“I think in our business, software developing, it's a complex subject and it's im-
possible for one person to know about everything, so it's a day-by-day thing...This is a 
normal step and everybody is learning each day.” – Participant P14, Developer, New 
Zealand 

Continuous learning involves different types of learning: learning Agile practices, 
learning new or complex technical skills, learning cross-functional skills, and learning 
from the team's own experiences - all of which fuel self-improvement. Where team 
members were split across multiple projects, their ability to perform group program-
ming was curtailed. 
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“What I think a affected our project...[the developer] was working on another 
project, he didn't have enough time, so he didn't have the space to chat with anybody, 
to discuss ideas with anybody, to work with anybody, so he was really just on his own, 
and I think that really impacted a lot of the work he did in the last few months ... 
When you're working in a team like this [Agile team] and you've got to work quite 
closely, the individuals in the team matter.” – Participant P21, Customer Rep, New 
Zealand 

As a consequence the benefits of group programming, such as team-based reflec-
tion-in-action as a result of working together, were diminished. On the other hand, 
some other teams where members were largely dedicated to single projects at a time 
provided a strong learning environment, especially for new-comers who would pair 
up with more experienced members to learn new technologies. 

“I had never worked on the Spring framework before, but in this project it's com-
pletely related to Spring framework, and Spring transaction management and all, so I 
started learning it...we were pairing each with other, that time it was beneficial be-
cause the other person was quite okay...and he knew about the Spring frame-work 
and he had done it before in some other project. So it helped me to learn it more fast-
er, because he used to say: ‘okay, you have to go with this stuff, and you can do it'. So 
that was a major advantage.” – Participant P16, Developer, New Zealand. 

It was obvious that while dedicated resources on projects performing group pro-
gramming were able to benefit from enhanced learning opportunities, resources split 
across multiple projects suffered from diminished opportunities for learning. 

4.2 Excessive Iteration Pressure 

We defined “iteration pressure” as the pressure to deliver to a committed team goal 
every iteration. Iteration pressure, in itself, is not detrimental to the team, in fact some 
amount of iteration pressure is necessary to motivate teams to deliver their goals. 
Short iteration lengths or an extremely high and unsustainable development velocity, 
on the other hand, can cause excessive iteration pressure. For instance, in the GT 
study, a developer found one week iterations to be very demanding: 

“I'm always feeling the need to rush, rush, rush!...after one week [iteration], we 
want to remove all these stickies [tasks] from the wall. So it's always pressure...if you 
have [longer] development time, then I can adjust my work like if we spent a little bit 
longer than we expected, I can catch up next week.” – Participant P15, Developer, 
New Zealand 

Creating and maintaining a continuous learning environment requires teams to set 
some explicit time aside for learning each iteration. Excessive iteration pressure, on 
the other hand, implies they may not have any extra time to spare for learning: 

“I'd be interested to learn various agile techniques for requirements gathering, 
such as events and themes, and I'd love to try and use some of them in an Agile 
project. It's just [that] I haven't really had a lot of time to think about it. [Scrum] is 
very action oriented.” - Participant P4, Business Analyst, New Zealand 
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“You need to actually allow time for other team members to learn what you do and 
for you to learn what they do. Often we tend to fill up our sprints with so much that a 
good teaching environment isn't necessarily  there...they can see what you're doing 
but you need to be able to take the time to explain in really good detail.” - Participant 
P8, Tester, New Zealand 

Excessive iteration pressure was, therefore, found to be a barrier to learning in 
agile teams. 

4.3 Customer Involvement 

The original XP and Scrum practices to support customer collaboration are the ‘on-
site customer’ and ‘product owner’ respectively. In practice, several factors contribute 
to less than ideal levels of customer involvement. These include skepticism towards 
agile practices, geographic distance including off-shoring setups, inability or unwil-
lingness to collaborate, etc. [17]. 

In the longitudinal small-shop study, the change to XP increased the level of ongo-
ing interaction with customers. Negotiating requirements with a key customer had 
previously been the responsibility of a key partner who was the main contractor. This 
had led to estimation and quality issues. After the introduction of XP, Daphne, the 
founder and CEO of SSC, insisted on engaging directly with the customer, using user 
stories to capture user requirements iteratively and respond to change. A drawback of 
this setup was that she was the prime – sometime only – liaison with customers. As 
such the repertoire of learning that can be derived from interactions with the customer 
was limited to Daphne, while the rest of the team did not get a chance to learn about 
the customer domain, business cases, and requirements in the same way. 

Where the teams were suffering from inadequate customer involvement, a single 
team representative coordinating with the customer – or a coordinator role – emerged 
in most of the relatively new agile teams in the GT study [17]. It was mostly played 
by a business analyst or by developers. The coordinator was responsible for capturing 
customer requirements and relaying them to the team. Similarly, they would pass on 
questions from the team to the customer and elicit clarifications on requirements or 
prioritization. Another role identified in the GT study was that of a translator – a 
person responsible for understanding and translating between business language used 
by customers and the technical terminology used by the team, to improve communica-
tion between the two [18]. In relatively new agile teams, the translator role was most-
ly played by a single individual usually also playing the coordinator role. Both these 
roles involved close learning and in-depth understanding about the customer domain 
and requirements. 

Lack of these roles altogether or where these roles are limited to individuals, be-
comes a barrier to learning for the whole agile team. Where the coordinator and trans-
lator roles were played by single individuals on new agile teams, they were useful in 
overcoming the challenges of inadequate customer involvement, however, it provided 
limited opportunities for other members to learn about the customer domain and re-
quirements. In more mature teams – practicing agile for more than a year – most mem-
bers of the team were able to play the coordinator and translator roles and interact 
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directly with the customer. This provided better opportunities for all members of the 
team to develop a repertoire of learning about the customer and their requirements. 

4.4 Organizational Culture 

Organizational culture has been defined as “a standard set of basic suppositions in-
vented, discovered or developed by the group when learning to face problems of ex-
ternal adaptation and internal integration.” [18]. Senior management has a strong 
contribution in setting up overall corporate vision and values and maintaining the 
organization culture. Agile teams require organization structures that are informal in 
practice, where the boundaries of hierarchy do not prohibit free flow of information 
and feedback. In an informal organizational structure, the senior management encou-
rages a strong learning environment with active mechanisms for knowledge manage-
ment across the board. 

In the longitudinal study, at the time when XP was introduced to SSC, the found-
er/CEO had all important knowledge about the company's processes, customers  
and products, and she would work hard to "mold" new employees into her ways of  
thinking: 

“And even though we haven't written a formal methodology, which I guess is just 
in my head, and I have conformed Fred [a developer] to what's in my head...Luckily, 
he has been trainable and has listened to what I do... Fred was content with deliver-
ing back to me exactly what I asked for so I've molded Fred into my way of thinking, 
so I guess the methodology is in my head.” – Daphne, CEO, SSC 

This knowledge transfer process took time away from other important tasks and 
she hoped that having a formal method which everyone knew and could use, would 
take some of that pressure away from her. Her strong belief that her own knowledge 
and capabilities held the key to productivity and quality did, however, create obstacles 
for the kind of team learning intended in XP and other Agile methods. She saw the 
method as a more effective way to codify and transfer her ideas of best practices to 
the developers, rather than a vehicle for genuine knowledge sharing and skill devel-
opment. This was evident in her approach to pair programming, daily stand-up  
meetings, and user stories. She immediately valued pair programming for skills de-
velopment and saw developer pairing as a means for skills transfer from herself to one  
deveoper and through him to the next, and so on. Citing her own higher skill and ex-
perience level, Daphne saw spike solutions and pair programming as means to elevate 
her employees’ skills until parity with her own skills was reached. On the other hand 
she was less confident to let the developers pair on their own without her guidance 
and support. She would be concerned that developers would "reinvent the wheel" and 
spend time finding solutions to problems she had solved already.. As a consequence - 
and also because of the resource and structural issues discussed above - she would 
neither support, nor endorse pair programming as a practice to be used across the 
board. 

This view on learning as transferring knowledge and skills from management to 
developers, creates barriers to the team's own reflection and. It is feasible that collec-
tive code ownership will remain unachievable in SSC in practice. 
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Daphne's influence on the introduction and use of XP also had some positive im-
pact on learning. To her, both user stories and daily stand-up meetings became means 
to monitor productivity and progress. She would, therefore, actively engage in these 
practices, thereby reinforcing their effect on learning and reflection. 

In the GT study, we found that agile organizations, where all the teams operate us-
ing agile software development, are characterized by informal organizational struc-
tures. Informality in organizational structure promotes openness. Openness was one 
of the most common traits mentioned by participants, that made the organizational 
culture conducive for agile teams. In such organizations, team members are free to 
voice opinions, raise concerns, and freely share knowledge within and across teams. 
This was achieved in a few cases through knowledge repositories in the form internal 
project wikis where all important project information, domain knowledge, business 
cases, and technical tasks were recorded. 

5 Discussion 

Our discussion and analysis of the results of the two studies, as they related to the 
emerging theme of barriers to learning, will be presented in two steps: 1) an overview 
of adapted practices and the implications for learning, using the, and 2) discussion of 
the underlying causes of the adaptation/non-use. 

We first summarize results, as they pertain to each identified barrier and the effect 
this has on learning and knowledge sharing within the agile teams. (See table 1) 

Many of the barriers to learning and knowledge sharing emerge as the result of 
conflict and friction between constraints endogenous to the development team and, in 
some cases, the organization in which the development team is located. Company 
size, organizational culture, principle industry type, and team size, each play an in-
fluencing role concerning the adaptation of the agile method. Whereas agile methods 
are generally effective, they are not so codified that complete orthodox adoption is 
necessary. However, while ample instruction exists on the learning cycles inherent in 
XP and Scrum, experiences from both studies suggest that engagement in the reflec-
tive and learning-oriented practices are not always followed or are not sufficiently 
institutionalized. Thus there are structural and contextual hindrances for, knowledge 
sharing, reflection and learning in agile projects. Perhaps as profit is largely attached 
to the delivery and acceptance of working software, the learning cycles that improve-
ment team and personal development may be eschewed in favor of moving forward to 
the next opportunities for billable hours, progress on projects, and productivity.  

The learning that arises from the use of agile methods is also manifold. Some 
learning is related to improvements in a team’s ability to understand the requirements 
of the project and to adapt the changes in requirements. Since these are productive 
aspects of agile methods which enable the delivery of working software (and thus 
revenue), this type of learning would be encouraged. Other learning relates to the 
improvement of developers’ and teams’ skills and expertise, and is perhaps, although 
counter-intuitively, reduced or omitted in favor of learning activities which are more 
directly related to the bottom line.  
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Table 1. Summary of Barriers to Learning and Knowledge Sharing in the Adaptation of Agile 
Methods 

Barrier Agile practices 
affected 

Effect on learning and knowledge sharing 

Multiple 
goals 
(projects) 

Customer-on-site 
Pair programming 
Collective code 
ownership 

The product being developed: Developers did not have 
direct access to the customer's needs and requirements. 
Developers did not share knowledge about the emerging 
product. 

Excessive 
iteration 
pressure  

Daily stand-up 
Retrospectives 
Pair programming 

Skills and experience: The developers had insufficent time 
to experiement with new techniques and exchange new 
ideas. 
Reflection-on-action: Not enough time to reflect upon and 
improve practices and results.  

Customer 
involve-
ment 

Customer-on-site The product being developed: Developers did not have 
direct access to the customer's needs and requirements. 

Organiza-
tional 
culture 

Pair programming 
Spike solutions 
User stories 
Stand-up meetings 

Skills and experience: Skills and experience transferred 
from a strong "expert" to other developers. No collective 
sharing 
Reflection-on-action: One person's view dominates reflec-
tion and improvement activities. Reduced team-based re-
flection and improvement.  

 
Similar to Hazzan and Tomayko [15], we observe, that although practices in XP 

and other agile methods support reflection and learning, practical and contextual is-
sues create barriers to learning which are not simple to resolve. That is, the learning 
that is possible from the utilization of agile methods is challenged by the natural en-
tropy inherent in the particulars and context faced by a given team or organization. 
We conveniently characterize the constraints and proclivities of a given team as part 
and parcel of their organizational and/or managerial culture. Therefore, as agile me-
thods emphasize knowledge sharing and learning at the team level, the team is si-
tuated within, influenced by, and perhaps, bound by, an organizational culture. There 
are many agile principles and practices, such as collective code ownershp, stand-up 
meetings, and retrospectives in which organizational culture is driving the barriers we 
identify from the highlighted studies.  

Many of the barriers to learning, which resulted from ommission or partial en-
gagement of learning-oriented agile practices, resulted from individual, team, and 
management dilemmas [33]. In the case of the longitundial study at SCC, many deci-
sions made which were detrimental the realization of the full benefit of agile practices 
were cognizant of the potential costs. The dilemma was typically a matter of prioritiz-
ing other short-term or existential constraints. However, organizational culture can 
influence the degree to which a team benefits from an inherent culture or disposition 
towards the indoctination of learning practices.  

Argyris and Schön [1] characterize the problem of cultural threats to learning  
as a Learning Paradox, wherein disconnect arises in what is discussable and  
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not-discussable in the context of organizational norms. In the case of a small shop, 
such as SCC, there may be an involved owner who, rightfully insists on maintaining 
discretion on practices. Overall, organizational culture may have great impact on 
whether the team will engage in reflection-in-action and double-loop learning de-
pending on what is discussable. This was evident in the Dialogical AR partnership at  
SSC where certain persistent problems related to one of their strategic partnerships 
precluded organizational learning for the team. This was so as SSC was too con-
strained by and codependent with their strategic partner to allow the not-discussable 
to enter into their reflections and learning. 

This matter of organizational culture constitutes a particularly wicked problem as a 
learning culture - in spite of its seemingly problematic nature - may not be easily  
removed, since it is tied into the company's history, and  - ultimately - the fund-
er/owner's ambition to keep the company afloat. These sort of deeper structural prob-
lems which - in practice - limit the application of certain XP elements, are perhaps 
unavoidable. Evidence from the Grounded Theory studies also suggest many structur-
al constraints which, at times, revealed the pace required for constant revenue-
generating and forward-moving action, left some developers in a state where the  
productive trains of Scrum were dutifully engaged, while some of the more reflective 
and learning-oriented practices were curtailed. 

We are left with a central question which is only partially answered by the evi-
dence from our studies: what is the opportunity cost of trading the organizational and 
team learning aspects of agile methods for their productivity and adaptability aspects?  
In both studies, cracks and fissures in team learning were apparent. Certainly the im-
plications these tradeoffs have for the long-term effectiveness of the team are worth 
further study. Perhaps metrics for learning and greater discipline for the specification 
of learning could be made more integral to the agile methods. However, it may be 
somewhat antithetical to the premise of agile methods that learning becomes a quanti-
fiable metric. In any case, the importance of individual and team learning as a bypro-
duct of agile method use is quite established, however, the mechanics to ensure that 
learning outcomes are inculcated as being concomitantly and equally important as 
product outcomes are perhaps not as integral to agile methods as we purport. 

6 Conclusion 

Even though software companies and practitioners aim to follow agile practices, they 
(or their managers) face challenging conditions as identified in our two studies. The 
answer to this is not, however, to insist that practitioners follow agile practices to the 
letter or abandon the agile practices altogether. Agile practitioners often end up adapt-
ing agile practices to different contexts and constraints, thus creating barriers to 
knowledge sharing and learning. For example, inadequate customer involvement 
leads to the emergence of adapted practices of using the coordinator and translator 
roles in place of ‘on-site customer’ or ‘product owner’. When played strictly by single 
individuals on relatively new agile teams, these adapted roles limit the rest of the 
team’s ability to acquire knowledge and enable learning about the customer domain. 
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Awareness of the barriers to learning described in this paper will help agile practi-
tioners better grasp the risks associated with adapting agile practices and consciously 
include opportunities for learning and knowledge sharing when practicing agile. 
However, awareness alone may be insufficient as many of these barriers are structu-
rally tied to the organizational context. The dilemmas and constraints that many agile 
teams and practitioners face may result in practices that forestall the learning mechan-
isms inherent in many agile practices. While more study into this area is needed, it 
seems that concepts related to reflective practice hold the most promise in allowing 
the individual practitioner opportunities to individually react and adjust to barriers to 
learning in the use of agile methods. 
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