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Abstract. Medicine becomes more and more complex domain. The
process from patient registration through to the provision of the right
treatment becomes complex and sophisticated, and any mistakes or in-
accuracies can have a significant consequences for both the patient and
the care professionals. This paper presents a MMDCP — Medical Mo-
bile Data Collecting Platform, which aims is to reduce the error rate
and speed up the process of data collection. Since medical staff should
have the access to medical data from any place of the healthcare facil-
ity, the MMDCP provides it’s users the mobility. The proposed platform
also distinguishes itself with flexibility, simplicity of maintenance and
integration.

Keywords: data collecting, business process, electronic health record,
integration, SOA, REST.

1 Introduction

Medicine becomes more and more complex domain. The process of patient treat-
ment, the amount of various drugs treatments available, and other aspects of
modern healthcare become increasingly sophisticated and difficult. On the other
hand, the expectation of a greater efficiency means that the time spent on the
execution of medical tasks is shrinking.

These aspects can lead to errors and mistakes unacceptable in any medical
environment. In the process from patient registration through to the provision
of the right treatment, any mistakes or inaccuracies can have significant conse-
quences for both the patient and the care professionals.

While the training, procedural checks, double checks and clear processes can
reduce error rate, the humans are still the weakest link. Care professionals are
required to record information on the performed medical procedures and the
medications given to patients. Unfortunately, when humans read or transcribe
information, there is a possibility that this process will lead to an error. Since
the process of recording medical information is relatively time consuming, it
is often carried out post-factum, which only increases probability of mistake.
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Therefore it is important to provide tools for medical staff, which will support
collecting data in a way that requires less attention and time to do so. As care
professionals have administrative tasks that are frequently very time-consuming,
there is only a limited time available for the patient. By maximizing the efficiency
of such tasks with the use of just mentioned tools, more time can be spent
providing quality patient care. Moreover, the acquired data can be analyzed and
utilized to automatically fill in patient electronic health record (EHR).

Another crucial feature of considered a tool is mobility. Medical staff should
have an access to the medical data from any place of the healthcare facility, whether
they are in the hospital pharmacy or close to the patient’s bed on the ward.

According to HIMSS [17] the significant benefits can be achieved, e.g., by using
barcode technology in patient registration and admission process, patient safety,
clinical care delivery, tracking and accounting, product logistics management
coordination. The problem with practical implementation is the real workflow
and business processes that occur in healthcare units e.g. hospitals or other long
term care facilities are very individual and unique. Thus the information system
that supports them should be very flexible, easily configurable and transparent
for the end user.

To address above mention problems, in this paper we propose a MMDCP
— a mobile platform that supports automatic medical data collection. The pro-
posed platform provides mobility, simplifies and speeds up the medical data entry
process.

The paper is organized as follows. In Section 2 we describe the design and
implementation of the platform. Next, in Section 3 the approach to integration
of our platform with HIS systems is presented. Section 4 shows the practical
application of the platform. Finally, in the last Section we conclude the paper.

2 Mobile Medical Business Process Architecture and
Execution Environment

The implementation of MMDCP medical platform proposed in this paper is
based on the Service Oriented Architecture (SOA) [16]. According to the SOA,
the system functionality is distributed among independent applications, called
web services. Such web services can be composed into so called business process
when more complex and sophisticated functionality is required. In the result of
SOA-based architecture of MMDCP, the functionality of the proposed platform
can be easily expanded without changing already offered functions, which is im-
portant in case of all medical systems. Additionally, due to the service-oriented
architecture of MMDCP, an easy and flexible integration of the proposed plat-
form with various HIS systems is possible.

Nowadays, one of the popular approaches to implement SOA is the RPC-
based approach, where Web Services and business process are implemented with
a huge stack of standards like: WSDL [9], SOAP [7], BPEL [12] or set of
WS-* standards (eg. [11], [10]). However, at present, also a new approach called
REST [15] is getting more and more attention. In contrast to the conventional
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Fig. 1. Architecture of mobile medical business process platform (MMDCP)

Web Service, RESTful web services [18] are lightweight, fast and well suited to
the current web architecture [8] (HTTP protocol). Additionally, RESTful web
services organize functionality of the system into collection of resources available
via network and provide a uniform interface to manage them. Consequently,
systems implemented accordingly to REST paradigm are easier to integrate with
other information systems, even those that already exist. This is a result of the
use of HTTP protocol’ [5] semantics which is well known and 7 used. Therefore,
in MMDCP the REST paradigm was used as SOA implementation. The designed
and implemented MMDCP system architecture is presented in Figure 1.

The central element of the proposed platform is ROsWeL business process
execution engine [13], which is an execution environment for medical business
processes. In order to create in the considered environment a medical business
process the following steps are made. First the description of the business pro-
cess is prepared using ROsWeL language [14] syntax. Then, the document with
the defined business process is uploaded to the specified URL address of the
engine service. Next, based at uploaded business process description, the new
Web Service implementing the desired functionality is created and installed at
ROsWeL Workflow Engine. In consequent, the business process in a form of a
RESTful Web Service is provided to the user. Such a RESTful Web Service can
be invoked on almost any type of device (personal computer, smart phone or
tablet). In order to fully utilize the proposed platform, such a device has only
to support HTTP communication protocol, and HTML format to display a user
interface. In practice, it can be any device that has a web browser installed.
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Fig. 2. ”Thin client” architecture

It is important to note, that ROsWeL engine is responsible for processing both
logic, and communication between the system components, and the end-user de-
vice, including the information on how to display data, what information should
be enter to the system, and how. In other words, ROsWeL engine allows to com-
pose several advanced medical services (being a collection of RESTful medical
resources) providing a complex functionality, by invoking single medical services
in a defined in a ROsWeL file order. Details on the description of a business
process can be found in [14] and information on design and implementation of
the business process engine are in [13].

Second element of the proposed MMDCP platform is the end-user universal
mobile application. Its main task is to initialize business process execution and
the active participation in it. The important feature of such a mobile application
is its ability to generate the user interface based on the data transmitted from
the ROsWeL engine during the business process execution (called ”on-the-fly”).
Such an interface allows medical staff to enter the data either using a keyboard,
a camera or a dedicated laser reader integrated with the device or connected
as a peripheral device. In the current state of a development of MMDCP, its
user can enter several types of data: strings, images and barcodes. Using the
built-in camera or dedicated barcode scanner there is possibility to scan either
1D bar codes (the cheapest and widely used), or 2D bar codes (more expensive
but much more reliable) like QR-code, Aztec etc. In the consequence, we will
call the mobile application a ”thin client”, which means that even a very simple
and inexpensive device can play such a role within the proposed platform.

Up to date, a ”thin client” is available for the following platform: Windows
Mobile (v6.1, v6.5), Windows Phone, Android and PC with a web browser. It
is important to add that regardless of the device and its quality, the graphical
interface design of the proposed application looks almost the same. This has
been achieved by our thin client architecture depicted in Figure 2.

The architecture of mobile application is modular and consists of the follow-
ing modules: Controller, Communication Layer, User Interface Generator and
Graphical Interface Interpreter.
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The Controller module is used to invoke native functions of different mobile
devices. It is used for setting or getting the mobile device settings like language,
sound, connection and uses them during a business process execution. On the
top of the Controller module the Communication Layer is built. Its main goal
is to send and retrieve messages between ROsWeL engine and a thin client ap-
plication. Above the Communication module is the User Interface Generator
placed. It retrieves messages received by Communication Layer in order to gen-
erate optimal interface for a device (screen resolution etc.). The interface’s data
are described with a small subset of HTML5 tags, enhanced with some missing
functionality, such as a barcode and some optimizations, which consist of post-
ponement the generation of the part of the user interface in order to accelerate
their display on certain potentially weak devices. The missing part of interface
is added to the already generated interface later, on the user’s demand. The last
module of mobile application is a Graphic Interface Interpreter, which simply
draws generated interface on the mobile device screen.

3 The Integration of MMDCP with Hospital Information
Systems

Nowadays there are many Hospital Informations Systems (HIS) on the market.
They are required to meet demands of the fast data access, high customizability,
and stringent safety. Such requirements result in complex architecture of such
systems, and their custom software solutions. Therefore, the integration with
HIS systems is a very difficult task. The MMDCP platform provides an internal
mechanisms to integrate it with the existing HIS systems.

In order to achieve maximal interoperability, the proposed MMDCP does not
communicate with a Hospital Information System (HIS) in a direct manner.
In case of reading medical data, ROsWeL invokes medical services (resources),
which are network interfaces for data stored in the HIS. Additionally, to allow
an easy integration with various HIS systems, medical services use so called
adapters to adjust the inner HIS data format (e.g. database structure) to the
one understood by the MMDCP platform. The details of the way of exchanging
the format are discussed in the following part of this Section. The last element
of the platform is a buffer service. It is used in order enable recording some data
in HIS database. Since HIS systems have various architectures and functionality,
and require a strict control of what can be recorded, the proposed platform adds
a buffer element to implement so called ”delayed write”. The main idea of a
delayed write is to record temporarily data into buffer instead of HIS database
directly. Afterwards, the HIS system retrieves on demand data stored in a buffer
via buffer adapter and updates its medical records in internal database. This
approach allows to control the data that will be stored in HIS database, and
provides a high level of interoperability.

The proposed solution consists of two Java web services utilizing Jersey [6]
technology and using Hibernate [3] ORM mapping framework. First of them is a
Universal Identification Services (UIS), which task is to export information from
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HIS database to the business process engine in order to provide data objects
required by business processes. This service after a few simple configuration
steps creates REST interface for accessing objects using different data types,
identifying them by scanned barcodes or their natural database ids.

The second web service — Universal Buffer Service (UBS) — is burdened
with task of gathering in an universal way the information along with multiple
useful meta information, collected during the business processes execution.

Due to the fact that each of the above mentioned services performs different
tasks, UIS and UBS are presented in the following sections.

3.1 Universal Identification Service

Primary task of the UIS (architecture in Figure 3) is to fetch information from
the HIS system and present it to the business process engine, which can therefore
use the obtained data to complete its tasks. The proposed service neither inter-
feres with existing HIS infrastructure, nor requires to create redundant data
structures. Its requirements are very strict and simple, and are the following.
Database system must cooperate with Hibernate (either by standard terms or
by specific dialect and driver). Additionally, each object in that database should
be supplied with barcode persisted in a string format. Moreover, the type of data
stored in the table’s columns must be Hibernate’s standard basic types [4] (this
last requirement is planned to be uplifted in the future work). As the result,
the UIS will support also other types of columns: references to another tables,
complex types, collection types.

Fig. 3. Universal Identification Service architecture

Configuration process requires from the platform administrator to take a few
simple steps. The Administrator should first consider what is required in the
business process. Then he/she should prepare database’s tables and views, and
the configuration storage place. Then should be filled out the database configu-
ration file and created Hibernate mappings for the views.

Since to complete a business process users need some data, this data can
be presented to business process engine by the UIS. Choosing the right data is
crucial, as too much information may be confusing, and too few will prevent



Executing Medical Business Processes and Data Collecting 155

business process user from completing his task successfully. When the adminis-
trator knows what data is required, a database presentation should be prepared,
because in the HIS systems data is stored in different tables or views. The UIS
requires that each object class should be stored in one table or view with us-
ing basic types such as string or integer. Often this step is negligible, because
data is already presented in the right way. Therefore, the administrator should
prepare storage place for configuration files, a separate folder with adequate
security rights if it should not be read by applications other than application
server. The UIS searches for configuration files in the preconfigured location set
in Java’s System.getProperties() facility. In Tomcat this values can be found
in catalina.conffacility. This folder should contain Hibernate database connec-
tion configuration stored in hibernate.cfg.xml file - a XML document. Also
the application server on which the UIS is installed should be equipped with
the proper JDBC connection drivers mentioned in the file. The final step for
platform administrator is to create the hibernate mappings for desired objects.
Those mappings must be supplemented by only one mandatory Hibernate meta-
argument ”barcode”. Those meta-argument should mark mentioned, mandatory
textual field containing the barcode.

Universal Identification Service on the basis of configuration files creates the
REST interface. This interface is available instantly after the service’s start under
the service’s URL address configured by the application server administrator.
Each of the configured object classes can be accessed as separate resource. Such
a resource informs also the user about the object’s properties. Objects of given
class can be accessed by identifying them with their natural database id or by
the barcode. Each of the mentioned resources can be presented by the UIS in
three different formats, namely: XML, JSON, HTML5. Whether the first two
are common standard of web application communication formats, the last one
is meant for humans.

3.2 Business Process Buffer Service

Business processes are often created with a purpose to perform some process along
with the user, and during that process data is collected. This data can contain use-
ful information for the HIS system, for example a number of syringes that remain
in warehouse or amount of drug injected. Such a data should be stored somehow.
This problem may be solved with the usage of the Universal Buffer Service (archi-
tecture at Figure 4) — a service which delays the storage of data to the moment
when the HIS system will be ready to accept it (”delayed write”). The role of the
service is to collect useful meta-information. The collected information can be uti-
lized to optimize business processes, provide additional security or perform moni-
toring services. Such information comprises among the others: user, who executed
process, device, on which process was executed, process which was executed, host
name address, execution time and application name.

Configuration process of UBS is composed of three steps: finding and creat-
ing database according to the supplied schemas, providing Hibernate database
configuration file, and adding eventual security restrictions on business process
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Fig. 4. Universal Buffer Service architecture

types, users or devices on which they are performed. Database, which ought to
be prepared, must contain tables mentioned in the service’s documentation and
must cooperate with Hibernate. Database configuration file again must be put
in the folder, which therefore will be read through the Java’s properties facility.
The last and optional step allows to restrict business process executions which
will be accepted — only specific processes, users or devices can be allowed to
store data inside the UBS. Also simple meta-description rules can be provided to
validate the data stored by business process users in order to achieve consistency
(similarly to the XSD).

Data gathered by the Universal Buffer Service is stored inside the database. It
can be therefore collected by the HIS system in order to allow it to maintain its
internal procedures and structures. Business process execution’s data database
stores object of execution, which has a mentioned meta-information. All other
data is stored as its properties in a textual way, as provided by the workflow
engine. This data can be accessed through database connection or through the
REST interface, which provides it as a resource. REST interface also contains
separate resource for configuring the mentioned restrictions. UBS presents to
user additional web-based interface which allows to browse database and store
additional restrictions.

Both backend services provide well defined, simple and robust interface for
both the business process workflow engine (that seamlessly integrates with ser-
vices), and hospital information system. Despite need of some effort to plug the
Universal Buffer Service and Business Process Buffer Service, the services do
not interfere with existing infrastructure. Therefore they can be integrated with
almost every platform currently existing in the market.

4 MMDCP Data Collecting Process

In order to illustrate the possible usage of the proposed MMDCP platform in
the healthcare facilities, an exemplary process is discussed (5). In the considered
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Fig. 5. Drug administration process

process the information on drugs administered to patients during medical proce-
dures is being collected. First, medical staff using a mobile application installed at
a mobile device connects to the ROsWeL engine and asks for a list of available pro-
cesses. After selecting the drug administration process, ROsWeL engine executes
first step of the process (step 1), which requires to enter medical staff member ID
in order to verify her/his identity (step 2). ID number can be entered manually
(keyboard), or scanned from the barcode placed at the ID of the employee. Next,
ROsWeL engine via a Personel Identification Resource (one of the available med-
ical resources) queries HIS database for the verification (step 3). If such a person
exists in the database and is authorized to administrate drugs, the information
is send back to the ROsWeL engine to proceed, otherwise authorization error is
send back to the thin client. In the next step the patient’s identification number
same as medical staff person ID (step 4) has to be entered. The patient informa-
tion is verified, and (step 5) send back by ROsWeL engine to the client in order
to generate the appropriate interface at mobile device, consistent with the defini-
tion of the business process. If the above steps pass successfully, the ID number of
administrated drug can be entered into the system (step 6, step 7 and step 8). It
is important that usually each patient takes more then one drug. To administrate
a new drug fast and easily, the MMDCP platform (ROsWeL engine) remembers
medical staff and patients, and do not require to repeat first two steps of the above
described process. Changing a patient, or a medical staff who takes part in the
considered process, one just needs to enter a new ID of respectively patient or a
medical staff.. Finally, all complete triples in form of: <staff_id, patient_id,
drug_id> are recorded in a buffer (step 8).

5 Conclusions and Future Work

The MMDCP platform provides a flexible and easy to integrate environment that
supports medical staff in the daily duties of collecting medical data. This solution
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has been successfully integrated with the Eskulap Hospital Information System,
which is the third most used system in polish hospitals [1]. Due to the applied
service-oriented architecture and technology, the integration process was completed
without any major problems, and its validity has been confirmed in practice. By
providing by MMDCP a possibility of defining a new business processes, it is possi-
ble to obtain a completely new functionality that enriches the Eskulap HIS system
almost out of the box.

Further development of the proposed platform will be simultaneously focused
on two directions. The first one will focus on extending the possible range of
MMDCP practical applications. We are going to enhance the presented plat-
form by adding a possibility to use information on the patient’s insurance and
the quality of that insurance in order to propose an appropriate drug or its
equivalent. This functionality also makes it possible to facilitate the easier man-
agement of hospital pharmacy in case of the lack of certain drugs. The latter
option concerns with the development of the ROsWeL Workflow Engine func-
tionality. Currently, we work on adding the semantic information on the business
process steps and on resources used during the process composition. Such a se-
mantic extension will allow, e.g. to more accurately propose equivalent drugs or
even equivalent resources in case of system failures.

Finally, one might consider using the HL7 [2] standard as an internal rep-
resentation of medical data structure. This standard is well recognized in the
medical environment and would allow to not only add new data sources to the
platform but also allow to exchange messages with other systems more easily.
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