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Abstract. Since multi-agent systems are inherently complex, there are 
possibilities that errors related to multi-agent systems interaction could occur. 
Currently, many verification approaches have been proposed by focusing on 
specific properties, using a particular technique and during certain development 
phase. However, each technique has its limitations. As interaction between 
agents and multi-agent systems environments evolve during runtime, not all 
multi-agent systems interaction requirements can be specified and verified 
during design and development. Thus, some new interaction properties such as 
agent availability and trustability need to be verified during runtime. In this 
research, a solution is proposed in which newly defined agents interaction 
quality requirements are specified, developed into metrics and verified within 
multi-agent systems runtime verification framework. It is aimed to improve the 
effectiveness of the verification of agent interactions during runtime. Finally, an 
experiment is set up to capture message passing between agents and to gather 
runtime system profiles to evaluate the proposed solution.     

Keywords: Multi-agent systems, runtime verification, interaction quality, 
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1 Introduction 

Existing MAS verification approaches [36] can be divided into three stages that are 
verification during 1) design, 2) development and 3) runtime. Although the 
approaches, that have been properly designed, tested using case studies and evaluated, 
have marginally improved correctness of MAS, each level of approaches has its own 
limitations and a lot of improvements are still needed. First, for verification during 
design, formal verification is performed automatically using model checking 
[1][5][8][29], automated theorem proving [32], or simulation [21]. As MAS is 
inherently complex [11], performing model checking only manages to verify 
correctness of certain properties [7][16][30]. Besides, as the model checking rely on 
the input which are properties specification and design model [9][15][17][20], the 
quality of these two inputs contribute to the accuracy of the checking. Coverage or 
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degree of thoroughness of the specified properties and accuracy of the modeling still 
need to be measured in order to assess and increase the accuracy of the model 
checking output. Second, similarly, during development [22], MAS debugging and 
testing [28] also suffer from the incomprehensiveness of the data captured during 
monitoring and the thoroughness of the test suites. Finally, verification during runtime 
[2][12][24][27] that focuses only towards agents, integration, and message passing 
without considering supporting contextual information also faces similar issues that 
are incompleteness of the data to be analyzed [4].  

The above discussed problems highlight the current MAS correctness verification 
issues that need to be improved by tackling the comprehensiveness and pre-
processing or data preparation issues of the verification. For the MAS that has been 
developed and executed, the only way to assess its correctness is by performing 
analysis towards MAS interaction and communication activities. The richness of the 
data captured during those activities has opened the opportunity for low-level analysis 
of the data, i.e. interaction messages that can be manipulated and prepared to fulfill 
the gap between low-level MAS infrastructure and the verification and analysis at 
higher-level. Observing this issue from software quality point of view, it is believed 
that the incomprehensive verification issue faced by existing verification approaches 
can be improved by considering the MAS interaction resources data and data captured 
during interaction activities. Implementing the framework during runtime 
complements the existing verification performed during design [3] using model 
checking or theorem proving [1][5][8][29][32] in which new requirements can be 
defined and verified after the systems have been executed  [23][33]. 

In this paper, we propose a framework called Multi-agent Runtime Verification 
(MARV) framework. In this framework, we define new requirements of MAS 
interaction during runtime and develop new metrics to improve the effectiveness of 
MAS interaction verification. This framework will be implemented in order to 
evaluate the effectiveness of the metrics in improving MAS interaction error detection 
rate. Two interaction qualities to be verified are defined in this paper that are the 
agents availability and trustability.  

The rest of the paper is organized as follows. Section 2 provides the research 
background and analysis of the existing works. Section 3 describes the proposed 
solution that is the requirements definition process within MARV framework and in 
Section 4, we describe the implementation and evaluation consideration. Finally, in 
Section 5, we present the discussion and future work.    

2 Background and Related Works  

2.1 MAS Interaction Verification 

There are three levels of approaches to improve correctness of MAS interactions that 
are design level, development level and runtime level. During design, verification of 
MAS designs are performed against specified interaction properties and during 
development, debugging and testing are performed to find bugs. During runtime, 
there are two main components implemented that are monitoring and runtime 
verification [12][27]. During design, many studies have been performed in the area of  
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MAS verification. There are many approaches proposed. One of them is by inventing 
tools e.g. MCMAS (model checker) [25][29] and SOCS-SI (automated theorem 
proving) [32] customized to perform formal verification on MAS during design time 
by considering common agent abstractions. Another approach is by checking on 
selected critical smaller models extracted from the complex MAS and use general-
purpose distributed model checking tools such as SPIN, UPPAAL, etc to verify 
against general properties such as temporal logic [3]. Both mentioned approaches are 
performed during design time. The framework proposed in this paper aims to 
complement these approaches. New interaction requirements are defined after the 
systems are executed based on MAS agents and environment contextual information.  

2.2 Existing MAS Interaction Requirements 

From the literature, MAS requirements can be divided into two categories that are 
MAS functional requirements and non-functional requirements. Functional 
requirements for a system are the definition of the behavior or functions of the 
systems, what the system "shall do" (behavior) while non-functional requirements 
define how the system "shall be" (constraints). The functional requirements are 
explained in the system design while the non-functional requirements are detailed out 
in the system architecture [13][19]. Functional requirements for agents are the 
characteristics of agents that are autonomous, reactive, proactive, and coordinating 
based on agents roles, types, goals, and tasks assigned to them. For example, mobile 
agents are able to migrate from one platform to another to achieve goals and complete 
tasks. Non-functional requirements are based on the constraints of the agents such as 
safety, integrity and quality of agents to protect and to ensure that the agents are 
reliable and can be trusted [31][34][35]. Examples of non-functional requirements of 
MAS are: 

• Compatibility; the ability to follow the standard specified by FIPA [18] 
and application ontology. 

• Interoperability; the ability to work with other agents and applications 
• Safety; the ability of the agents to protect themselves from threats. 
• Credibility; trust and reputation of agents. 
• Integrity; to ensure that messages between agents, between agents and 

agent platform, and between agents with environment are not altered. 
• Availability; to ensure services are not suffered from denial of service 

(DoS) 
• Confidentiality; to ensure that only certain agents with certain roles, 

trusted levels, or reputation are allowed to access information.   
 

Investigation towards existing works in MAS verification shows that these MAS 
requirements are specified as MAS properties that can be classified into interaction, 
behavior, and knowledge properties for verification. In this research, we are focusing 
on MAS interaction issues.  
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3 Requirements Definition Process in MARV 

3.1 Definition Process 

In the requirements definition phase in MARV, a few steps are performed: 1) 
Defining Agents Interaction Quality Criteria, 2) Defining the Agents Interaction Data, 
3) Defining Agents Interaction Quality Requirements and Parameters, and 4) Defining 
the Agents Interaction Quality Rules and Metrics. These steps are explained in the 
following subsections.  

3.2 Defining Agents Interaction Quality Criteria 

The first task in designing MARV is to determine what factors constitute a successful 
agent conversation or interaction. The quality of agents interaction here means the 
success of the conversation according to the specifications and application's 
contextual condition. In other words, the selected criteria are preferably in measurable 
form that can be used to quantify a message as having the characteristics to be 
successful in agent conversation. A good start in this direction is to refer to other 
works in data quality, such as Total Quality Management (TQM) [10] and 
Information Quality (IQ) [26]. These studies suggested that data quality can be 
defined as combination of scores from multiple data quality parameters. Some of the 
commonly used data quality parameters are accuracy, completeness, relevancy, 
timeliness and credibility. These are general parameters to describe the criteria for 
information or product. In this case, these general criteria have to be adapted and 
shaped towards the area of communication of multi-agent systems. Whatever criteria 
that are eventually selected, they need to be accurate and comprehensively selected 
since they represent the quality of the conversation messages in general. Furthermore, 
the metrics (or scores) generated for these criteria will determine the accuracy of the 
verification result, which has the direct impact in classifying messages into valid or 
invalid messages during analysis stage. Figure 1 shows the verification process cycle 
adapted from the TQM.  
 

Fig. 1. The verification process cycle of the MARV components adapted from the TQM. The 
definition process is highlighted in grey box. 

Definition 
Defining Agents Interaction Quality 

Criteria, Data, Requirements, Parameters and 
Metrics 

Measurement 

Verifying agents based on 

the defined Quality Metrics 

Analysis 

Validating and analyzing the 

verification results 

Improvement 
Redefining, adding, or removing the 
requirements and Quality Metrics 
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3.3 Defining the Agents Interaction Data – The Messages  

The raw data to be verified in MARV is the set of agents interaction "messages". A 
message is the basic element that forms conversation during agents communication. 
Hence, it is logical to start the definition stage by looking at the characteristics of a 
typical message. Table 1 below shows a sample message labeled with the attributes 
on the left column that are AgentId, ConversationId, Sender, Receiver, Performative, 
Content, Language, Ontology, Protocol, and Reply-by. 

Table 1. Sample of agents interaction message 

Message       
Attributes 

Example 

AgentId 1 
ConversationId 1 
Sender ipa@mydomain.com 
Receiver aa@yourdomain.com 
Performative request 
Content ""((action (AgentId :name coordinator@yourdomain.com)(contact-

student :offer-study-level Master Degree :course Computer Science 
:registration 01/09/2012)))"" 

Language FIPA-SL  
Ontology university-online-application 
Protocol fipa-request 
Reply-by null 

3.4 Defining Agents Interaction Quality Requirements  

In order to verify the agent interaction messages, the general data quality 
requirements have been identified to show the validity of a message as depicted 
below. There are many other requirements but here, the most important, relevant, and 
related to agents, platforms, hosts, environments or networks, and devices/hardware 
(contextual information) are identified. The list is not exhaustive; rather it should be 
considered as the minimal interaction correctness requirements for interaction 
verification. The list can be extended further as the systems profile, knowledgebase 
and configuration evolve during runtime. The requirements, R1, R2 and R3 are listed 
below: 

 

R1: The receiver agent is available during message transmission. The assumption here 
is that if the receiver is available, there is high chance that the message will be 
received successfully compared to unavailable or busy receiver agent.  

R2: The receiver agent is authorized to receive the content of INFORM message. 
Here, it is assumed that critical information can only be received by agents that have 
the authority. Only certain agents with specific roles and located in trusted location 
(platform, host, and network) can receive certain information.  
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R3: The sender agent is trusted to send an INFORM or a REQUEST message. Only 
certain agents with specific roles and located in trusted location (platform, host, or 
environment) can send certain information and request.  

The abstraction of agent interaction quality requirements stated above can be translated 
into a more concrete form of representation known as agent interaction quality metrics. 
Rules and indicators (in the form of scores) are associated for each parameter based on 
the related conditions, and the scores. In the following subsection, agents interaction 
quality metrics for each interaction quality requirements are defined.  

3.5 Defining the Agents Interaction Quality Rules and Metrics 

A data quality metric is a measure of some property of a piece of information or its 
specifications. In order to measure the agents interaction quality, based on the abstract 
agents interaction requirements defined above, in this phase, the agents interaction 
quality rules are constructed. The message correctness requirements identified during 
definition process are transformed into rules and measurable formulations or 
indicators (in the form of scores) that reflect the specifications and real condition 
(supported by contextual information) of the messages. Table 2 presents the proposed 
rules for each interaction quality requirement. The rules are constructed based on the 
interaction quality requirements for interaction verification identified in Section 3.4 
above.   

The rule for each agents interaction metric is a simple if-then-else statement typical 
in many programming algorithm. Basically, for each metric, the rule checks via its if-
then-else statement, the message's attributes value against the monitored information 
in agent profiles and MAS knowledgebase resources, and then assign score 
accordingly as shown in Table 2 below. 

Table 2. The constructed agents interaction rules and metrics 

Require
-ments 

Metrics Message 
Attributes 

Rules 

Layer 1: Agent Verification Level 
R1 Availability-

receiver (AR) 
Receiver 
 
 

For each message, if the receiver agent is 
available to receive a message, score=1 else 
score=0. 

R2 Trustability-
receiver (TR) 

Performative 
Receiver  

For INFORM message, if the receiver agent 
is authorized, score=1 else score=0.  

R3 Trustability-
sender (TS) 

Performative 
Sender 

For INFORM message, if the sender agent is 
trusted, score=1 else score=0. 

As shown in Table 2, the verification of sender and receiver agents includes the 
checking of receiver agent's availability and trustability of the sender and receiver. 
Agents as the main players in MAS interactions are the main factors of the success of 
the interaction and also the main sources for the communication errors to occur. Thus, 
agents are required to be available and trustable during interaction.   
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4 Implementation and Evaluation Consideration 

The definition processes are implemented within MARV framework. The architecture 
is shown in Figure 2 below. MARV consists of four main verification process 
components: Definition, Measurement, Analysis, and Improvement adapted from 
TQM (refer Section 3.2). In addition, MARV also includes the additional components 
that are the Agent Communication Language (ACL) messages capturing, Agents and 
MAS infrastructure profiling and MAS Knowledgebase gathering. 

During ACL messages capturing, the collected message's attributes are transformed 
into database fields. The database fields include: SessionId, MessageId, Timestamp, 
Valid, Size, Late, ConversationId, Sender, Receiver, Performative, Content, 
Language, Ontology, Protocol, and Reply-by. Next, to gather agents and MAS 
infrastructure profiles, the list of agents and the attributes related to each agent and its 
infrastructure are stored in database fields. The database fields include: SessionId, 
AgentId, and AgentName. In this research, the tables are expanded by adding several 
more database fields to provide extra information related to the infrastructure, 
environment, and location of the agents: Container, Platform, Host, and Network. 
Finally, for MAS knowledgebase gathering, there are two main sources of the 
knowledgebase that are the ontologies and interaction protocols. Both the MAS's 
specified ontology and used interaction protocol are identified and the information are 
extracted from the coding and FIPA standard website to be stored in database fields. 

 
 
 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Fig. 2. The definition processes within MARV framework architecture (highlighted in grey boxes) 
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To test the framework, experiments are performed. Given a set of exchanged 
messages, considering the MAS knowledgebase and infrastructure profiling, 
benchmark data are prepared by manually classifying the messages into correct and 
incorrect messages. The incorrect messages identified during this manual 
classification stage is called known incorrect messages. These known incorrect 
messages are the messages that contain errors supposed to be detected using MARV 
during runtime. From the known incorrect messages, known unique errors are 
extracted. These errors are supposed to be detected by the defined metrics and rules 
(properties). Next, using the MARV, the messages are verified during runtime and 
classified automatically into correct and incorrect messages. The identified suitable 
evaluation metrics to measure the effectiveness of the MARV tool in performing 
MAS interaction verification are precision and recall, properties coverage and time 
taken to perform the verification. 

5 Discussion and Future Work  

We have presented the MARV, a runtime multi-agent verification framework to 
verify MAS interaction. This effort to detect agents message passing errors during 
runtime can increase the effectiveness of MAS verification. This is because the 
correctness of the MAS not only considers design issues but also other runtime factors 
such as agents profile, knowledgebase and configuration that can evolve during 
runtime. The experiment is set up using JADE [6][14] environment as one of the case 
studies. It is to implement the MARV framework that includes the capturing of 
message passing between agents and the gathering of runtime system profiles to 
evaluate the proposed solution. In the future, the presented rules and metrics 
presented in this study will be properly developed into mathematical formula that will 
be used to design a verification algorithm.   
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