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Abstract. The concept of tokens flowing through a process model is very useful 
for explaining and understanding the meaning and the execution semantics of a 
BPMN model. This paper presents a software tool for animating the token flow 
of arbitrary process models. It can handle different scenarios of gateway 
combinations, loops, expanded and attached sub-processes, untyped start and 
end events, as well as terminating end events. It is possible to show several 
process instances within the same model. They are represented as differently 
colored tokens.  
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1 Introduction 

The semantics of BPMN sequence flow can be explained by the concept of tokens 
flowing through the model. The BPMN specification introduces tokens as a theo-
retical concept “as an aid to define the behavior of a process” [1]. The instantiation of 
a process is represented by the start event producing a token. This token then travels 
through the sequence flow until it is consumed by an end event. When it reaches an 
exclusive split, the conditions of each alternative flow are evaluated, and the token is 
routed to exactly one of these alternative flows. When a token arrives at a splitting 
parallel gateway, it is duplicated, and the outgoing sequence flows receive one token 
each. A joining parallel gateway will emit one token after all parallel tokens have 
arrived; i. e. after each entry has received a token. Possible misinterpretations of the 
meaning of parallel flows, such as the need for simultaneous processing or 
simultaneous completion of parallel activities, can be corrected very easily by explai-
ning the behavior of the tokens. 

Other BPMN elements, such as inclusive gateways or sub-processes, can also be 
defined very precisely with the token flow concept. This concept has also proved to 
be very useful for teaching and learning BPMN. Several BPMN books use token 
flows for explaining the meaning of process models, e.g. [2], [3], [4], [5].  

The token flow concept represents the execution semantics of BPMN models,  
i. e. the token flow describes how a process engine would execute the model. 
Although many models are not executable, every BPMN model should be not only 
syntactically correct, but also semantically. The sequence flow should correctly 
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reflect the modeler’s intentions of how the process is actually performed. 
Ambiguities, different interpretations etc. can be resolved, if the token flow is 
analyzed – and errors can be detected, such as wrong gateway types. 

As the token flow is a theoretical concept, its analysis is usually only done mental-
ly. The analyst just imagines how tokens are created, routed, duplicated, merged and 
consumed. Such analyses are neither carried out systematically, nor regularly. For 
executable processes, modeling errors may be detected during testing the 
implemented process. However, testing does not detect all errors, and it would be 
cheaper if modeling errors could be detected earlier.  

For non-executable processes, such modeling errors may not be detected at all. There 
are modeling tools which help detecting syntactical modeling errors. It is also possible 
to automate the analysis of the execution behavior in order to find problems, such as 
dead locks [6, p. 267 ff]. Modeling errors that are much harder to detect are deviations 
of the model’s actual behavior from the intended behavior. Systematic token flow 
analyses could help the modeler recognizing whether the model behaves as expected. 

Such a systematic token flow analysis can be supported by visually animating the 
token flow. Especially for beginners it is difficult to mentally “play through” a model. 
Therefore, many trainers use animated presentation slides in BPMN courses for visua-
lizing the token flow of simple models, and there are also some web sites containing 
process model animations, e.g. [7], [8].  

In this paper we present a lightweight tool which can be used for animating 
arbitrary BPMN models. It covers the most important basic sequence flow elements, 
and it can handle models of varying complexity. The tool can be used for introductory 
BPMN courses, for self-learning and experimenting with different process designs, 
but also for analyzing process models in industrial practice. 

The remainder of the paper is structured as follows: In chapter 2, we discuss 
related work. The requirements for the tool are discussed in chapter 3. Chapter 4 
describes the developed animation tool. Chapter 5 concludes the paper and gives an 
outlook on further work. 

2 Related Work 

The execution semantics of a process model can be analyzed by actually executing the 
model in a process engine. However, process engines are rather complex and often 
expensive, and for making a process executable, a lot of additional artifacts need to be 
developed, such as data structures and variables, rules and conditions, user interfaces, 
service calls etc. [9], [10]. This is only an option for analyzing models which are to be 
executed anyway, but not for BPMN models that are not meant to be executed. 
Besides that, not all process engines vendors have implemented the BPMN standard 
completely. In many cases the execution semantics deviates from the standard. Some 
BPMS vendors have included animation features into their systems, e.g. Inubit [11] 
and IYOPRO [12]. 

Another means to analyze process models is provided by simulation tools. The 
objective of a process simulation is to analyze the dynamic behavior in respect to load 
distribution, resource capacities, waiting queue lengths, and cycle times [13], [14], 
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[15]. This means that the entire system with many process instances is considered, but 
not the process logic of a single instance. For example, at an exclusive split it is not 
important which conditions are true, but only the percentage of instances in which a 
specific path is selected. Therefore it is not possible to analyze the actual flow logic of 
single instances. Some simulation tools also provide animation components, e. g. 
iGrafx Process [16] and L-SIM [17]. However, a simulation requires a lot of 
information, such as statistical distributions of process instantiations, probabilities for 
selecting specific paths, etc. All this would not be required for analyzing the execu-
tion semantics of a model.  

We have already mentioned that there are various tools containing syntax and rules 
checks, e. g. there is a tool for checking the modeling rules defined by Bruce Silver 
[18]. There are also several tools for business process verification, e. g. [19], [20], 
[21]. Such tools may help discovering some of the problems that can also be detected 
by analyzing the token flow, but the modeler neither can see the token flow in the 
incorrect model, nor in the corrected model, and it cannot be detected that an 
otherwise correct process model simply describes something else than intended.  

Recently, some BPMN modeling tool vendors have included animation features in 
their tools. An example is “Innovator for Business Analysts” from MID [22]. However, 
most of these animation features have some drawbacks. “Innovator for Business 
Analysts”, for example, does not duplicate tokens at a splitting parallel gateway, but it 
lets the user decide which one of the parallel paths he wants to animate. Such an 
animation component is more a presentation and discussion aid rather than a correct 
token flow animation. The modeling component of IYOPRO provides a better 
implementation of the BPMN semantics, but the animation is restricted to one process 
instance at a time. In all commercial systems, the animation feature is tightly integrated 
into the system, and it is not possible to access or change the implementation of the 
animation logics. There are also several research prototypes that include some kind of 
BPMN token flow animation of BPMN, e.g. [23], [24]. However, these prototypes are 
usually focused on analyzing specific questions concerning the model semantics rather 
than providing a general-purpose animation component.  

3 Requirements 

The main purpose of the tool is to visually animate the token flow of arbitrary BPMN 
models for presenting and analyzing the model’s execution semantics. The tool is 
aimed at BPMN trainers, learners, and active modelers. BPMN trainers should be able 
to prepare demonstration models for their courses. Such models can be used for 
explaining the various BPMN elements. Trainers can also ask questions concerning 
the behavior of a specific model and use the animation afterwards in order to validate 
or correct the assumptions of the course participants.  

The tool can also be used for self-learning. The learners can create their own 
models and test their assumptions by animating and experimenting with different 
process designs. In this way, the tool supports a more interactive and therefore more 
efficient way of learning than by just reading a book.  

Active BPMN modelers can use the tool for analyzing their models and ensuring 
that the execution semantics correctly represent the intended behavior of the process. 
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In order to fulfill these purposes for a broad target group, the following require-
ments have been identified: 

• The tool should be lightweight and independent of a specific platform and of a spe-
cific modeling tool. Although the seamless integration into a modeling tool would  
provide more comfort to the modeler, it was decided to develop an independent 
animation tool, so that it is useful for many BPMN practitioners regardless of their 
favorite modeling tool. 

• It should support the BPMN 2.0 standard, using the standard exchange format as 
input. The models will be created with an existing modeling tool, exported in the 
BPMN 2.0 XML format, and then imported into the animation tool, where it will 
be displayed and animated. It will not be possible to modify the model in the ani-
mation tool. 

• The tool should be able to visualize the token flow of various BPMN models. 
• It should support the most important sequence flow elements, namely untyped start 

and end events, terminating end events, tasks, sub-processes (collapsed and ex-
panded), gateways (data-based exclusive, parallel, inclusive), conditional flows and 
default flows (both originating from gateways and from activities).  
   This selection neither is exactly identical to the common core set as identified in 
[25], nor to the “descriptive process modeling subclass” as defined in the BPMN 
specification [1]. Since some aspects in these sets are rather different to handle by 
an animation tool (e. g. handling correlation information for message flows), we 
have focused on pure sequence flow-related elements, also including some 
elements from the analytical subclass of BPMN 2.0. 

• Important BPMN elements that do not directly affect the token flow should also be 
displayed, namely pools, lanes, groups, and annotations. 

• The tool should ensure correct token flow according to the BPMN specification. 
• It should be possible to animate the tokens of multiple instances of the same process. 
• It should be possible to interactively toggle the conditions of conditional flows (at 

gateways and activities) between true and false. 
• Since the tool’s purpose is the graphical animation, it is not required to support 

very large models, but only models of a size that fit onto a typical computer screen 
(with the element labels still readable). 

4 BPMN Animation Tool 

The BPMN animation tool has been implemented in Java. It is a standalone tool with 
a Java Swing user interface (Fig. 1).  

For importing model files, the JAXP DOM interface is used. The model file is vali-
dated against the BPMN 2.0 XML schema. Unfortunately, the BPMN 2.0 standard 
exchange format is not used consistently by different BPMN tools. Therefore it was 
decided to use one modeling tool as the reference implementation. We selected the 
Signavio Process Editor [26] as reference tool, because this tool has a rather good 
implementation of the BPMN exchange format, and there is a free academic version 
available for research and teaching. This restriction to a reference tool means that we 
could not entirely meet the requirement of tool independence. However, this is due to 
the insufficient implementation of the BPMN standard by modeling tool vendors. By 
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Fig. 1. User interface of the BPMN animation tool 

using the standard exchange format, the animation tool is prepared to use the BPMN 
export from any tool that has implemented the standard correctly.  

The internal structure is a rather straightforward implementation of those parts of 
the BPMN 2.0 meta-model that are relevant for the animation. The animation is 
handled by those BPMN elements that can contain or transport tokens. Each of these 
elements holds a list of its current tokens. At discrete time intervals it forwards tokens 
according to the BPMN execution semantics. The applicable execution rules are 
implemented in each element class. 

Although the tool does not perform a complete syntax check on imported models, 
it checks for typical problems that prevent the model from being animated. For 
example, sometimes in the modeling tool a sequence flow connector is not really 
attached to the target object.  

As Fig. 1 shows, the tokens are represented by little stars that move along the se-
quence flows. A process is instantiated by clicking on a start event or via the start 
button. When a task is activated, the star is shown on the task’s upper right corner. A 
process can be instantiated multiple times. The tokens of different instances can be 
distinguished by different colors. Tokens of the same color are duplicated for parallel 
paths. Likewise, at parallel or inclusive joins, a token can only be joined with other 
tokens of the same color. At exclusive and inclusive splits there are tick boxes at the 
conditional sequence flows, so that it is possible to interactively change which con-
ditions are true.  

The animation can be paused and resumed, and the animation speed of the token 
flow can be changed. It is also possible to use a single step modus. The stop button 
removes all tokens from the model. 

If one of several tokens with the same color reaches an end event, it is removed 
from the model. The number of removed tokens is shown in the upper right corner of 
the model, until the last token reaches an end event. When a token reaches a terminate 
end event, all tokens are immediately removed. At parallel or inclusive joins the 
waiting tokens of each color are displayed at the gateway. When all required tokens of 
the same color have arrived, they are removed and one resulting token is emitted at 
the outgoing sequence flow. 
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Fig. 2. The inclusive join waits for two tokens 

The inclusive join has been implemented as defined in the BPMN specification. 
Thus, a situation as shown in Fig. 2 will be handled correctly. Here, the joining in-
clusive gateway waits for two tokens. One token has already arrived at the gateway.  

When the other token moves to an exit of the exclusive gateway that leads to an 
end event, this token cannot reach the inclusive gateway any more. Therefore, the 
inclusive gateway does not wait any longer and immediately removes the single 
waiting token and forwards one token (Fig. 3). 

 

Fig. 3. The token at the top has left the path to the inclusive join, therefore the inclusive 
gateway has emitted a token. This token has activated the task “Archive order”. 

The tool can also handle the incorrect case that multiple conditions at an exclusive 
split are true. This can happen if the condition statements are defined in a way that  
a process variable may hold values for which more than one condition statement 
evaluates to true. For example, if the two condition statements are “amount > €  
5.000” and “amount ≤  € 6.000”, both conditions are true for amounts between €  
5.000 and € 6.000. Obviously, such a case is a mistake by the process designers. In 
the animation tool this – usually undesired – situation can be created by marking 
multiple exits of an exclusive gateway as true (Fig. 4). 

According to the BPMN specification, the conditions at an exclusive gateway are 
evaluated one after the other. The first one that evaluates to true, determines which 
path will be taken. Since there is no prescribed order of the exits of a gateway, the 
selected path depends on the internal representation of these exits in a process engine 
– or in this case in the animation tool. This means that exactly one path with a true 
condition will be taken, but it is undefined which one. 



104 T. Allweyer and S. Schweitzer 

 

 

Fig. 4. The conditions of two alternative paths have been incorrectly marked as true. The tool 
routes the token to the first path it finds that is marked true. 

If, on the other hand, no condition evaluates to true (and there is no default exit), 
the BPMN specification states that an exception will be thrown. In the animation tool, 
this incorrect situation is marked by a warning sign (Fig. 5). The process animation 
does not include explicit exception handling, but the user can handle this situation by 
either terminating the entire animation, or resetting the gateway exception state by 
marking one of the exits as true. 

 

Fig. 5. The tool displays a warning sign, because no condition is marked as true and the process 
cannot continue 

The tool can also animate the token flow in sub-processes, shown either in an ex-
panded or collapsed view (Fig. 6). It is also possible to animate the token flow in a 
multi-level hierarchy of sub-processes. 

For collapsed sub-processes, the detailed flow is shown in a separate window. 
While the sub-process is active, the token of the parent process is shown in the upper 
right corner of the collapsed sub-process. In the sub-process of Fig. 6, the parallel 
gateway emits two tokens. The token in the parent process does not continue its travel 
before both tokens have been consumed by the end events of the sub-process. 

The tool has been released as Open Source under the Apache 2.0 license. It can  
be downloaded at http://code.google.com/p/bpmn-simulator. Instructions, sample  
processes, and videos can be found at http://www.kurze-prozesse.de/en/download-
bpmn-token-flow-animation-tool. 
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Fig. 6. Token flow in a collapsed sub-process. The detailed flow within the sub-process is 
shown in a separate window. 

5 Conclusions and Outlook 

The tool has been implemented successfully. A series of tests has shown that it can 
handle even rather complex models correctly. The objectives and requirements as 
stated in chapters 1 and 3 have been met. The only drawback was the insufficient 
implementation of the BPMN 2.0 exchange format by some tool vendors. Therefore 
we had to restrict the supported exchange format to the export format of one reference 
tool. However, since we use the standard format, it will not be difficult to extend the 
number of supported tools, as far as they fully support the standard. 

Possible future extensions may include extended interaction features and further 
BPMN elements. For example, it could be useful to change the processing times of 
tasks, so that it is possible to change the order in which parallel tokens arrive at a 
gateway. Further supported BPMN elements could include intermediate events, at-
tached events, and message flows. 

The tool has been used successfully in several introductory BPMN courses. It 
could be useful to evaluate the benefits of the tool in different learning scenarios. For 
example, does it actually improve the learner’s understanding of BPMN models, and 
does it help reducing the number of errors made by novice modelers?  
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