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Abstract. The constantly rising complexity of distributed systems and an increas-
ing demand for non-functional requirements lead to approaches featuring self-
organising characteristics. Developing these systems is challenged by their hardly
predictable dynamics and emergent phenomena and requires therefore the incorpo-
ration of simulation techniques. In doing so, not all needed development activities
can be realised by just one software application because self-organisation often im-
plies unique settings, goals, and development methods as well as the use of indi-
vidual code sections. In order to handle such unique environments, this contribution
presents a pattern-based concept that incorporates reusable patterns for different
development issues of self-organising systems by encapsulating various methods,
algorithms, and applications in so called building blocks and combining them in a
coherent and hierarchical process.

1 Introduction

Old-fashioned concepts of developing distributed computer systems top-down with
centralised control are not suitable for many new application domains which are
characterised by high complexity, diversity, and heterogeneity of their components.
Such applications as, e.g., in mobile / pervasive computing, typically exhibit a dy-
namic behaviour that is hardly predictable and requires fast adaption to changing
application contexts that may even be unknown a priori. For such applications
Self-Organisation (SO) has proven to be a promising approach that can deal with
these challenges autonomously by (self-)adapting their respective structure and be-
haviour without any centralised or external control. However, there are three facts
that challenge the purposeful development of self-organising systems: (I) the in-
herent bottom-up development process, (II) local interactions among components
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that cause effects on global level and (III) the presence of emergent phenomena. To
overcome these challenges [2] propose a simulation-based development process for
SO, i.e. simulation becomes an inherent step during an iterative development as it
evaluates whether the designed components produce the designated behaviour.

In terms of the considered system each simulation can be very distinct, e.g., set-
tings, goals, used simulation tools and languages. For this reason the process of
performing simulation studies can be considered as a unique task, which in most
cases cannot be handled by just one software system. As a result the development
of self-organising systems takes place in a heterogeneous and potentially distributed
environment of various systems. At the same time the task of coordinating differ-
ent software frameworks to achieve the designated goal is quite demanding and
requires a lot of manual effort by the developer [6]. In this regard this novel concept
of building blocks offers the possibility of developing and using patterns that guide
the development process of self-organising systems. Thereby, this approach com-
bines the flexibility of individual development processes with the exchangeability
and reusability of standardised processes and services.

The remainder of this paper is organised as follows. Section 2 discusses related
work and Section 3 introduces the concept of building blocks and the usage of hier-
archical processes for a pattern-based development of self-organising systems. Fi-
nally, the last section draws a conclusion and mentions some future research goals.

2 Related Work

Self-Organisation is well known and widely spread in natural systems, e.g., swarm
behaviour and neural networks, and various successful utilisations of the SO para-
digm in computer systems, e.g automatically guided vehicles or ant optimisation,
have been reported [7]. However, the purposeful development of self-organising
systems is still a challenge since SO makes primarily use of the following concepts:
autonomy, dynamics, adaptivity and decentralised organisation [3] which obviously
challenges traditional top-down development approaches. Consequently, [3, 4] pro-
pose new approaches that target SO problems in which simulation is an inherent part
of the development process. Here simulation ensures proper system behaviour and
is used in early development stages to continuously monitor the system dynamics.

Despite these new approaches, there is still a lack of concepts that systematically
support the practical usage of simulation in self-organising systems. In this regard,
existing simulation support can be broadly categorised into three classes: First, there
are approaches as Swarm or DesmoJ that offer simulation capabilities by utilizing
standard programming languages. These frameworks are highly flexible, but often
lack support for non-experienced users and do not feature a wide range of tool sup-
port. Second, there are approaches as NetLogo or Arena. These systems offer a user
interface and focus more on usability and simulation support. But most of these
systems are hardly customisable and applicable for different applications. Further-
more, the user of such systems is often limited to the provided functions by the
system, because an integration of new methods and algorithms for the development
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of modern self-organising systems is not supported. Third, there are approaches on
a conceptual level that focus on specific aspects as, e.g., optimisation or validation.
These approaches are often used by the self-organising community and can be seen
as process patterns for the development of self-organising systems [3, 4, 6]. More-
over, these approaches focus on specific goals and do neither consider the generic
perspective of simulation support nor do they provide general simulation-based de-
velopment patterns.

Furthermore, projects as COSMOS [1] propose extensive process models to en-
gineer from real-world systems to simulation results by suggesting different meta
models to describe and analyse the system under study. In contrast to this, the
concept of building blocks and hierarchical process does not focus on a specific
approach to develop complex systems from scratch but rather tries to support the
development of SO in general by providing a well-grounded concept to combine
individual development processes. So this more functional approach can be used in
such a comprehensive process model to provide the developer with reusable best-
practise patterns.

3 Building Blocks for Simulation Patterns in SO

It is assumed that all tasks of the development of self-organising systems can be seen
as activities of a coherent development process which can, according to the analysis
of related work, be realised by already existing systems and concepts. Therefore, the
presented approach rather tries to define a general concept that mediates between al-
ready existing solutions than providing new solutions for single development activ-
ities. The long-term objective is to allow for integrating activities of heterogeneous
solutions in order to enable the development and execution of customisable, expend-
able and reusable patterns of any set of specified activities. These patterns can then
be used to answer important questions of engineering self-organising systems, like
identify macroscopic properties and variables or define steady scenarios and anal-
ysis algorithms [9]. To achieve this overall goal the concept follows three essential
guidelines: (I) the set of functionalities that can rely on a external system or manu-
ally procedures should not be limited, (II) developed patterns and desired activities
should be customisable and expandable and (III) all activities and processes should
be reusable and interchangeable if they provide the same functionality.

Because of such a diverse domain of interest, a strict separation of activity scopes
is required. In order to handle the arising heterogeneity of such separated activities
the presented concept offers building blocks which act like an adapter for the ac-
complished activity and provide a distinct execution scope. These blocks operate
as so called active components which represent a novel approach to build complex
distributed applications [5]. Active components can be understood as distinct com-
ponents which are managed by an infrastructure but remain autonomous in regard
to their execution. The logic is realised by different internal architectures which can
be based on various execution logics, e.g., agent-oriented architectures or process-
based architectures. Consequently, building blocks offer the concurrent execution
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Fig. 1 Meta model for SO processes with building blocks

of self-contained actions that allows a fully independent execution, whereby any
occurring dependencies of their actions remain within their building block scope.

In order to provide the functionalities and to ensure interchangeability and
reusability of the activities, all functionalities of a building block are provided as
one or more services in a service-oriented architecture which allows to publish,
discover and utilise services locally or remotely. Thereby, the providing building
block is responsible to interpret service requests and handle the corresponding ac-
tions in its scope which induces a loosely coupled system. For example, in case of
a process-based architecture, an asynchrony service request can instantiate a new
(sub-)process in which various tasks become active and perform their implemented
activities which can consist of task specific program code or further service calls.
The resulting system architecture of such consecutive service calls can be seen as a
Service Composition Architecture (SCA). This conjunction of both a process-based
architecture and the use of any number of complemental services allows for complex
process-based activities. In this way, a hierarchical structure of a building block, e.g.,
a development process, can be modelled by a service request to previously created
building blocks, e.g., specialised development activities, that operate on a lower ab-
straction layer than the calling block. Thereby, the calling building block disguises
characteristics and implementation details like, e.g., a concrete used method, by
using services and, thus, enhances reusability, comprehension, and the further de-
velopment of complex development processes.

Figure 1 illustrates our concept with a meta model for a combination of agent-
based activities and BPMN processes. Here a development process is automated by
a BPMN workflow which is built up of an arbitrary number of BPMN tasks that are
connected within the modelled sequence flow. Each task can be semi-automated by
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Fig. 2 A hierarchical process pattern for optimisation

a user interaction, automated by an agent-based service or can use a sub-process.
Automated and sub-process activities are always provided by building blocks, that
allow autonomous and independent actions and, in case of a process-based service,
a hierarchical continuation by supplying a sub-process.

So on the one hand, external solutions, e.g., simulation systems or database sup-
port, can be used via service descriptions on a high abstraction level and on the
other hand specialised demands can be realised by individual solutions on lower
abstraction layers. As an example figure 2 shows a basic optimisation pattern. On
the highest abstraction layer of this pattern a process-based building block coordi-
nates between planing, simulation execution and an iterated optimisation algorithm.
Simulation execution is realised by a simulation-based process cycle [6] which is
realised within an execution service that executes and persists simulation runs until
a defined confidence interval is reached. In doing so, single runs are performed via
an agent that offers a simulation service for a specified simulation system that is
integrated via a black box approach. Thereby, the presented concept also allows for
specialised and encapsulated processes - rather than a strict black box model. Con-
sequently, these processes can operate in their building block scope with knowledge
about a specific system without affecting the generic usability of higher abstraction
levels. This characteristic allows for model-specific runtime operation which is, for
instance, rather useful in system benchmarking which is one of the most challenging
tasks in SO [8]. To find an optimal solution the sequence flow of the pattern alter-
nates between service requests to a direct optimisation method, e.g., a metaheuristic,
which supplies different configurations of model parameters and the simulation ex-
ecution which evaluates these configurations and provides performance indicators
of the explored model. The presented example shows that prior manually performed
procedures for self-organising systems can be decomposed in distinct, reusable and
executable building blocks that can be merged in automatable patterns.
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4 Conclusion and Future Work

This work has presented a concept that supports the systematic development of
self-organising systems by reusable patterns that encapsulate activities, e.g., pure
simulation, optimisation or evaluation, in building blocks. These encapsulated build-
ing units are addressed by a service description and can be hierarchically ordered
and combined according to logical or temporal conditions. In conclusion, the pre-
sented concept can simplify the task of simulating complex systems since it allows
for conveniently incorporating existing solutions by developing and executing best-
practise process patterns as well as using state-of-the-art development technology.
Therefore, the presented concept is highly flexible and customisable since it does
not bound the developer to specific software systems and methods - a characteristic
which is necessary to apply SO in real-world problems.

Future work shall, on the one hand, strive towards developing further patterns in
order to support even more expedient application domains. This includes the shaping
and categorisation of characteristic best-practise patterns as well as the integration
of alternative development aspects. On the other hand, it is envisioned to implement
an extensive simulation framework for SO that standardises and executes activities
in order to allow a straightforward system design.
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