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Abstract. In this work we consider how to enforce norms in the Situa-
tion Calculus based programming language Golog and its relatives. We
define a notion of norm compliant sequence of actions with respect to
norms prescribing some actions to be forbidden or obliged (ought-to-do
norms), norms prescribing that a state-condition is forbidden (ought-
to-be norms) and norms that are a form of deadline. We then show a
procedure that allows incorporating the norms into the underlying action
theory so that after this is done, the agent’s behavior is guaranteed to
be norm compliant.

1 Introduction

The use of social laws or norms as a behavior and coordination mechanism has at-
tracted considerable interest among researchers in the area of autonomous agents
and multi-agent systems. The work in this area includes [1,2,3,4,5,6] among many
others.

Much of the current work on norms in autonomous agents involves develop-
ing agent programming languages that include facilities for expressing norms
and mechanisms for enforcing them. Along these lines, in this work we look at
an agent programming language and consider adding expressions for describing
norms and then consider what it means for an agent programmed in this lan-
guage to comply with the norms. The particular language we consider is Golog
[7]. This high-level action programming language was developed for providing
artificial agents with complex behaviors defined in terms of a set of primitive
operations or actions. Golog consists of a set of programming constructs typi-
cal of imperative programming languages, e.g. sequence, conditional, iteration,
and also some non-deterministic constructs such as choice between two sub-
programs. A distinguishing feature of Golog is that the primitive constructs are
actions formalized in an underlying logic—the Situation Calculus [8].

Golog has grown into a family of languages which extend it with various fea-
tures such as concurrency (ConGolog [9]), decision theory (dtGolog [10]), and
incremental execution and sensing (IndiGolog [11]), among others. The underly-
ing action language has also undergone substantial development with extensions
including adding explicit time, an epistemic modality for knowledge, and stochas-
tic actions. This makes the Golog family of languages an attractive choice for
programming autonomous agents.
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2 The Golog Language

We briefly review the main components of a Basic Action Theory [12,13] and of
the Golog language [7].

2.1 Basic Action Theories

A basic action theory is a classical logic formalization of the dynamic domain
of an agent(s) in the Situation Calculus (SitCalc for short) [14]. The ontology
of the SitCalc includes actions, fluents, which are the properties of the domain
that change when actions occur, and situations, which are sequences of actions
representing possible ways in which the domain may evolve.

Formally, the SitCalc is a dialect of First-Order logic with sorts action, situa-
tion, and object. Consequently, actions, situations and domain objects are treated
as quantifiable, first-class citizens in the language. A special constant S0 is used
to denote the initial situation, and the function do of sort (action×situation) �→
situation is used to form sequences of actions. For instance, a sequence consisting
of actions a1, a2, a3 is represented by the term do(a3, do(a2, do(a1, S0))).1

Fluents are represented by means of relations F (x, s) where x is a tuple
of arguments of sorts object or action and the last argument s always of sort
situation. For example, a fluent owner(ag, file, s) could be used to represent
that an agent ag is the owner of a file in situation s.

Function symbols of sort object �→ action, A(x), represent action types. For
instance, a function write(ag, file) could be used to represent the action of an
agent ag writing to a file. We call them action types because a single function
symbol can be used to create multiple instances of an action, e.g. the instances
write(Ag1, F ile1), write(Ag2, F ile2), etc. We will use a1, a2, . . . to denote action
variables and α1, α2, . . . to denote action terms. Similarly, we use s1, s2, . . . for
situation variables and σ1, σ2, . . . for situation terms.

A Basic Action Theory D consists of the following sets of axioms (variables
that appear free are implicitly universally quantified. x denotes a tuple of vari-
ables x1, . . . , xn):

1. For each action type A(x) there is exactly one Action Precondition Ax-
iom (APA), of the form:

Poss(A(x), s) ≡ ΠA(x, s)

where variable s is the only term of sort situation in formula ΠA(x, s).
The latter formula represents the conditions under which an action A(x) is
executable. The restriction that the only situation mentioned in this formula
is s intuitively means that these preconditions depend only on the situation
where the action would be executed.

1 do([a1, a2, . . . , an], s) is an abbreviation of do(an, do(an−1, . . . , do(a1, s) . . . )).
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2. For each fluent F (x, s), there is exactly one Successor State Axiom (SSA),
of the form:

F (x, do(a, s)) ≡ ΦF (x, a, s)

where s is the only term of sort situation in formula ΦF (x, a, s). This formula
represents all and the only conditions under which executing an action a in
a situation s results in a situation do(a, s) where the fluent holds. These
axioms embody Reiter’s solution to the frame problem [12,13].

3. A set of sentences DS0 describing the initial state of the world. This is a
finite set of sentences whose only situation term may be the constant S0 and
describe the initial state of the domain. Any sentence is allowed as long as
the only situation variable that appears in it is S0, so one can write sentences
such as (∃ag)owner(ag, F ile1, S0), reflecting incomplete information about
the initial state.

4. The Foundational Axioms Σ which define situations in terms of the con-
stant S0 and the function do. Intuitively, these axioms define a tree-like
structure for situations with S0 as the root of the tree. They also define re-
lation � on situations. Intuitively, s � s′ means that the sequence of actions
s is a prefix of sequence s′.

5. A set of unique names axioms (UNA) for actions. For example,write(ag, f) �=
delete(ag, f), write(ag, f) = write(ag′, f ′) ⊃ (ag = ag′ ∧ f = f ′), etc.

Given a basic action theory D we can define a few basic reasoning tasks. For
instance, checking if a sequence of actions is executable, i.e. physically possible
for the agent according to the axiomatization of its dynamic environment. This
check is formally defined as follows: let α1, . . . , αk be action terms

D |= executable(do([α1, . . . , αk], S0))

where executable(·) is defined as follows:

executable(s) ≡ (∀a, s′).do(a, s′) 
 s ⊃ Poss(a, s′).

Another reasoning problem is projection: checking if some condition, denoted
by a formula φ(s) with a free variable s, holds after a sequence of actions is
executed:

D |= φ(do([α1, . . . , αk], S0)).

2.2 Golog

The situation calculus based programming language Golog [7] and variants such
as ConGolog [9] and IndiGolog [11], provide Algol-like programming constructs
for defining complex behaviors in terms of the primitive actions formalized in
a basic action theory of the form described above. Among various applications,
these languages have been employed for programming autonomous agents. For
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the purpose of this work, which mainly deals with the logic underlying these
languages, we need not go into the details. Here we will refer to Golog when
generally referring to the family of Golog variants.

In addition to atomic actions, which are the primitive construct in Golog, the
language includes constructs such as a test φ?, test whether φ currently holds;
sequence δ1; δ2, execute program δ1 followed by δ2; non-deterministic choice δ1|δ2,
choose between executing δ1 and executing δ2; among others.

An important aspect of these languages is the fact that they allow one to
write non-deterministic programs. Intuitively, the execution of a program δ1|δ2
can result in the execution of either one of δ1 and δ2, as long as their execution
is successful. A program may fail to execute if one of the primitive actions in
its execution trace turns out not to be executable. In the case of programs
run concurrently, e.g. δ1‖δ2, the result of the execution is any of the possible
interleavings of the primitive actions that result from δ1 and those from δ2.
Again, some interleavings may fail because one of the actions is not executable
at the given time.

The semantics for these languages is captured through a relation Do(δ, s, s′),
meaning that executing program δ in situation s results in situation s′. Given
a background theory D, including a definition of Do(δ, s, s′), the execution of a
program δ in the initial situation S0 is defined in terms of logical entailment as
the problem of finding a sequence of actions α1, . . . , αk such that

D |= Do(δ, S0, do([α1, . . . , αk], S0)).

3 Norms

Social laws, norms or policies, are used as mechanisms for regulating the behav-
ior of agents, as a mechanism for coordination, and for access control in systems
security, among others. Many normative system frameworks use pairs of expres-
sions (φ, a) to represent norms. The intuitive meaning of a pair (φ, a) would be
that in states where φ holds, the action a is permitted/forbidden/obligatory.

We will represent norms in terms of formulae denoted by φ(x, s) and ψ(x, s)
with free-variables x, s, with s the only situation term appearing in the formulae
and x the remaining free variables. Norms are enforced in all situations so when
writing them we will omit the universally quantified situation variable and write
φ(x) and ψ(x). We will use the notation F a to denote that an action a is
forbidden, O a to denote that a is (immediately) obligatory, and F ψ to denote
that a (state) condition ψ is forbidden.

We will assume that actions are permitted and not obligatory by default, that
is, if there is no norm that in a given situation says that an action is forbidden
(resp. obligatory), then the action is assumed permitted (resp. not obligatory).
For this reason, it is unnecessary to write norms using negation in front of F a
and O a. Modifying the formalization to make the opposite assumptions, for
example that actions are assumed forbidden unless a norm says otherwise, is
straight forward.
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In the norm expressions below, t,v are tuples of terms, t a subset of the terms
v, and any variables appearing free, including omitted situation variables, are
implicitly universally quantified.

3.1 Ought-to-Do Norms

1. Forbidden actions: φ(t) → F A(v).
Example: regular users are not allowed to write to files owned by others:

file(f) ∧ regUsr(r) ∧ ¬owner(r, f) → F write(r, f).

2. Obligatory actions: φ(t) → O A(v).
Example: if a licensed file has an expired license, the owner must delete it.

file(f) ∧ owner(r, f) ∧ expLic(f) → O del(r, f)

Given a set of norms, we can define a notion of compliance by a program with
the norms. To that end, it will be useful to take a set of norms in the above
forms and put them in a compact normal form by applying the following steps.

1. Take each norm φ(t) → F A(v) and rewrite it so as to replace the param-
eters with variables::

φ(x′) ∧ x′ = t ∧ x′′ = u → F A(x)

where u are the terms in v not in t and x′,x′′ are among the variables x.
Let us denote the resulting formula by Φ(x) → F A(x).

2. Next, for each action type A(x) we take all the norms

Φ1(x) → F A(x)
Φ2(x) → F A(x)
. . .
Φk(x) → F A(x)

and rewrite them as the following single norm for A(x):
[ ∨

i=1...k

Φi(x)

]
→ F A(x)

Let us denote the result by ΦA(x) → F A(x). This norm now completely
characterizes the conditions that make any instance, i.e. for any x, of the
action type A(x) forbidden.

3. Next we take each norm ΦAi(xi) → F Ai(xi) and rewrite it as follows
using a fresh action variable a:

ΦAi(xi) ∧ a = Ai(xi) → F a
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4. Finally, we gather all the norms

ΦA1(x1) ∧ a = A1(x1) → F a
ΦA2(x2) ∧ a = A2(x2) → F a
. . .
ΦAn(xn) ∧ a = An(xn) → F a

and rewrite them as a single expression:[ ∨
i=1...n

ΦAi(xi) ∧ a = Ai(xi)

]
→ F a

Let us denote the result by ΦF (a) → F a.

Following the same steps with obligation norms, we can obtain the corresponding
expression ΦO(a) → O a.

By restoring the situation argument on the left-hand-side formula to obtain
ΦF (a, s), resp. ΦO(a, s), we now have a legit SitCalc formula that tells us, in any
given situation, whether or not an action is forbidden, resp. obligatory, according
to the system norms.

We can then define a notion of a sequence of actions s being compliant with
a set of norms in the above forms, by means of the following equivalence:

compliant(s) ≡ s = S0 ∨
(∃a, s′).s = do(a, s′) ∧ compliant(s′) ∧
¬ΦF (a, s′) ∧ (∀a′)[ΦO(a′, s′) ⊃ a′ = a].

(1)

Intuitively, this says that a sequence of actions s is compliant with the given
norms iff s is the empty sequence, S0, or s is s′ followed by a, where s′ is
compliant and a satisfies the norms in s′.

Given a set of norms and a corresponding definition of compliant(s), we can
define compliance with the norms by a Golog program δ. We will say that δ is
compliant with the norms if all its execution traces comply with the norms.

Definition 1. Let D be a basic action theory, δ a program, and N a set of
norms with corresponding definition of compliantN(s). Program δ is compliant
with norms N iff

D |= (∀s).Do(δ, S0, s) ⊃ compliantN(s).

The above definition assumes the program is executed in the initial situation S0.
A stronger version of compliance of a program can be defined by requiring the
program to satisfy the norms when executed in any situation:

D |= (∀s′, s).Do(δ, s′, s) ⊃ compliantN(s).

On the other hand, a weak version of compliance can be simply defined by
just requiring the program to have at least one compliant execution trace:
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D |= (∃s).Do(δ, S0, s) ∧ compliantN(s).

In terms of analyzing the norms themselves, a problem that is often of inter-
est is that of checking whether two sets of norms are equivalent or if one set is
subsumed by another. These problems can be defined in terms of classical en-
tailment in our language. Consider two sets of norms N1, N2 with corresponding
definitions of compliance denoted by compliantN1(·) and compliantN2(·) and
defined by an equivalence of the form (1).

Definition 2. We say that the sets of norms N1, N2 are equivalent (wrt D) iff

D |= (∀s).compliantN1(s) ≡ compliantN2(s).

Intuitively, the norms are said to be equivalent if the sequences that are compli-
ant under one set of norms are exactly the same sequences that are compliant
under the other set of norms.

Definition 3. We say that the set of norms N1 subsumes the set of norms N2

(wrt D) iff

D |= (∀s).compliantN1(s) ⊃ compliantN2(s).

As expected, two sets of norms N1, N2 are equivalent if they coincide, in all
situations, in designating the same actions as forbidden or obligatory. This is
established formally as follows.

Proposition 1. Let N1 be the norms Φ1
F (a, s) → F a and Φ1

O(a, s) → F a
and N2 be the norms Φ2

F (a, s) → F a and Φ2
O(a, s) → F a.

Then N1 and N2 are equivalent (wrt D) iff

D |= (∀a, s).[Φ1
F (a, s) ≡ Φ2

F (a, s)] ∧ [Φ1
O(a, s) ≡ Φ2

O(a, s)].

Another problem of interest is checking whether a set of norms is consistent in
some sense. Perhaps the simplest notion of consistency would be to define it as
existence of compliant sequences. That is, a set of norms N is inconsistent iff

D |= (∀s).S0 � s ⊃ ¬compliantN(s). (2)

But this is probably too strong to be very useful. Perhaps a more useful notion
would be one requiring only those sequences that are actually physically possible
for the agent, to be compliant. This is expressed as follows:

D |= (∀s).[S0 � s ∧ executable(s)] ⊃ ¬compliantN(s)

where executable(s) is defined in terms of Poss as described in Section 2.
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Another possibly useful notion is that of consistency with respect to an agent’s
goal, as denoted by a formula Goal(s). In this case we might say that a set of
norms N is inconsistent with respect to goal Goal(s) iff

D |= (∃s)Goal(s) ∧ (∀s)[Goal(s) ⊃ ¬compliantN(s)].

Intuitively, this says that a set of norms is inconsistent with respect to a goal
if the goal is achievable but it is not possible to achieve it and satisfy the norms
at the same time.

Other properties can be defined in a similar fashion in terms of logical entail-
ment from a background theory D. For example, a notion of two sets of norms
being equivalent with respect to a goal, etc.

3.2 Ought-to-Be Norms

Ought-to-be norms specify situations in which a state condition, instead of an
action as in ought-to-do norms, is forbidden or obligatory. We write such laws
in the following form: Φ(t) → F Ψ(v).

For example: when a user is logged out, no processes owned by the user should
be executing:

loggedOut(usr) ∧ owner(usr, proc) → F executing(proc)

Since negation can appear in front of Ψ(t), we do not use the obligation symbol
O in these norms. Also, we understand these laws as dynamic, not static laws.
That is, the condition Φ(t) is intended to be evaluated in the “current” state
and the condition Ψ(v) evaluated in the next state.

These norms cannot be put together into a normal form as in the case of ought-
to-do norms, so we simply put them together as a conjunction of implications
relative to a situation and its predecessor situation.

Compliance of a sequence is then defined as follows:

compliant(s) ≡ s = S0 ∨
(∃a, s′).s = do(a, s′) ∧ compliant(s′) ∧∧

i=1,...,n(∀)[Φi(ti, s
′) ⊃ ¬Ψi(vi, s)].

Having defined compliant(s) this way for ought-to-be norms, the formal def-
initions of program compliance and norm equivalence, subsumption and consis-
tency are exactly as for ought-to-do norms.

3.3 Deadlines

Consider an abstract form of deadline specifying that some condition ψ is for-
bidden before condition ϕ, written as F ψ ≺ ϕ (deadlines like this are discussed
in [15]). Norms involving deadlines would then take the form (to simplify the
presentation, we assume all formulae have the same terms x as arguments):
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φ(x) → F ψ(x) ≺ ϕ(x). (3)

For example, first-year students are not allowed to registered before the session
starts:

firstyear(st) → F registered(st) ≺ sessionstart.

Not surprisingly, compliance with a deadline is slightly more involved since it
imposes conditions over a full sequence of actions. For the sake of clarity we will
define it only for a single deadline of the form (3). The definition basically says
that a sequence complies with a deadline if after any state where φ holds, either
ψ never holds afterwards or ϕ holds at some point and ψ does not hold before
that.

compliant(s) ≡
(∀)(∀s1).[s1 � s ∧ φ(x, s1)] ⊃{

(∀s2)[s1 � s2 
 s ⊃ ¬ψ(x, s2)] ∨
(∃s2).s1 � s2 
 s ∧ ϕ(x, s2) ∧ (∀s3).[s1 � s3 
 s2] ⊃ ¬ψ(x, s3)

}

As before, the definitions of program compliance and norm equivalence, sub-
sumption and consistency apply to deadlines using the above definition of
compliance(s).

4 Internalizing Norms

The straight forward way of enforcing a set of norms on an agent is to check
that the norms are satisfied every time the agent chooses an action to execute
next. That is, when an agent considers whether or not to execute an action α in
situation σ, in addition to checking that α is physically possible, it would also
check whether compliant(do(α, σ)) holds.

An alternative way of enforcing the norms is to incorporate the norms into
the agent’s dynamic world description D. Once the agent has “internalized” the
norms into D, it would behave in a norm compliant way.

One advantage of internalizing the norms is that, especially in the case of
deadlines, compliance becomes a local check involving only the current state
and the action being considered. There is no need to check conditions in the
resulting state after executing an action nor on past states as required by the
definition of compliance for deadlines. In implementations that update the belief
base after each action is performed, internalizing the norms has the advantage
that computing the tentative new state for each considered action, in order to
check norm compliance, becomes unnecessary. And of course there is no need to
store past states either.

4.1 Ought-to-Do Norms

Since we take norms as constraints on the behavior of an agent, their practi-
cal effect is to render some actions non-executable. The natural way then to
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incorporate a set of norms into the agent’s domain description is in the form a
additional preconditions in the APAs.

Consider the APA of an action type A(x):

Poss(A(x), s) ≡ ΠA(x, s).

The simplest way to incorporate a set of ought-to-do norms is by adding
conditions saying a) A(x) is not one of the forbidden actions, and b) if there is
any obligatory action at all, it is A(x). Assuming the set of norms are in the
forms ΦF (a) → F a and ΦO(a) → O a, we obtain the following modified APA
for A(x):

Poss(A(x), s) ≡ ΠA(x, s) ∧
(∀a)[ΦF (a, s) ⊃ a �= A(x)] ∧
(∀a)[ΦO(a, s) ⊃ a = A(x)].

The additional preconditions added to each APA are the same except for the
A(x) term appearing in the consequent of the implications.

A more “efficient” way of incorporating the norms into the APAs, however,
follows from the observation that each APA describes the preconditions of one
specific action type A(x). So any laws that forbid other actions are in fact
irrelevant with respect to A(x).

Taking then only those norms that forbid A(x), if any, put in the form
ΦA(x) → F A(x), as derived in Section 3, we modify the APA for A(x)
as follows:

Poss(A(x), s) ≡ ΠA(x, s) ∧
¬ΦA(x, s) ∧
(∀a)[ΦO(a, s) ⊃ a = A(x)].

In this case the additional precondition ¬ΦA(x, s) is specific to the action
type A(x) so it varies with each APA.

Once the norms have been “compiled” into the underlying action theory D, all
programs will be compliant with the norms. Formally, let D be the background
theory of an agent, N be a set of norms and DN be the theory that results from
applying the above transformation to D with respect to N .

Proposition 2. For every program δ, DN |= (∀s).Do(δ, S0, s) ⊃ compliantN(s).

In other words, a sequence of actions is now considered to be a “legal” execution
trace of the program δ only if it satisfies the norms.

Note that if N is inconsistent, e.g. as in (2), then δ has no legal execution
traces, i.e. ¬(∃s)Do(δ, S0, s), and the implication in Prop. 2 is vacuously satisfied.
If one does not want to count such a program as compliant, one can simply
modify Def. 1 by adding the condition for weak compliance as a conjunct and
define δ as compliant if it has at least one legal execution trace.
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4.2 Ought-to-Be Norms

In the case of an ought-to-be norm of the form Φ(t) → F Ψ(v), when the agent
is considering an action α in a situation σ, it needs to check Φ(t) with respect to
σ and Ψ(v) with respect to do(α, σ). However, for the reasons mentioned earlier,
we want to incorporate norms in terms of conditions on the current situation
and the action under consideration. Moreover, according to the definition of
APAs, the only term of sort situation allowed to appear in the formula on the
right-hand-side of an APA is the variable s.

Fortunately, there is a mechanism that will allow us to compute a precon-
dition relative to situation s from a condition relative to situation do(A(x), s).
This mechanism is the regression operator R from [16,13]. Roughly, this oper-
ator takes a formula Γ (do([α1, . . . , αn], S0)) relative to a sequence of actions
do([α1, . . . , αn], S0)) and computes a formula Γ ′(S0) relative to S0 that is equiv-
alent to the original formula with respect to the background theory D. The com-
putation is purely syntactic and works by iteratively replacing each occurrence
of a fluent F (t, do(α, σ)) with the formula ΦF (t, α, σ) given a corresponding SSA
F (x, do(a, s)) ≡ ΦF (x, a, s). For details on operator R, please refer to [16,13].

Consider any action type A(x) and its corresponding APA

Poss(A(x), s) ≡ ΠA(x, s)

Let us now describe a procedure for incorporating a norm Φ(v) → F Ψ(v) as
additional preconditions.

1. Restore s as the situation argument in the premise: Φ(t, s).
2. Restore do(A(x), s) as the situation argument in Ψ(v) to obtain:
Ψ(v, do(A(x), s))

3. Apply one regression step to the formula Ψ(v, do(A(x), s)) to obtain a for-
mula ΨA(v,x, s) relative to s, that is, let

ΨA(v,x, s) = R1[Ψ(v, do(A(x), s))].

4. Take the formulae from steps 1 and 3 and put them together in an implication
as follows:

Φ(t, s) ⊃ ¬ΨA(v,x, s)

5. Finally, include the universal closure of the implication as an additional
precondition in the APA for action A(x):

Poss(A(x), s) ≡ ΠA(x, s) ∧ (∀)[Φ(t, s) ⊃ ¬ΨA(v,x, s)].

The right-hand-side of the modified APA mentions only one situation term, s,
as required. Note also that the subformula ΨA(v,x, s) obtained by regression is
specific to the action type A(x). This is important because in many cases the
result is that the subformula can be substantially simplified, as illustrated in the
examples below. In fact, when a norm is completely irrelevant to a particular
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action type, the subformula frequently simplifies into a formula which is clearly
valid and can be removed altogether.

As an example, consider a robot that lives in a university classroom building
and has the norm

lecture(rm) → F at(rm).

saying that if there is a lecture occurring in a room, it should not be there.
Suppose that it has actions enter(rm) for entering a room and the action wait,
as a representative of other actions that are not relevant to the location of the
robot. The latter actions are interesting to consider since on the surface they
appear irrelevant to the law. Let the corresponding APAs be:

Poss(enter(x), s) ≡ ¬at(x, s) ∧ nextto(door(x), s).

Poss(wait, s) ≡ True.

Let the SSA of fluent at(x, s) be as follows:

at(x, do(a, s)) ≡ a = enter(x) ∨ at(x, s) ∧ ¬(∃y)a = enter(y).

Let us apply the above procedure to incorporate the law into the APAs. Start-
ing with action enter(x), we compute the regression of at(rm, do(enter(x), s)):

R[at(rm, do(enter(x), s))] =
enter(x) = enter(rm) ∨ at(rm, s) ∧ ¬(∃y)enter(x) = enter(y).

Since ¬(∃y)enter(x) = enter(y) is unsatisfiable, the resulting formula can be
simplified to enter(x) = enter(rm). By UNA on actions, this can be further sim-
plified to x = rm. Thus the procedure yields the implication (∀rm)[lecture(rm, s)
⊃ x �= rm] which can be further simplified to ¬lecture(x, s). Adding this to the
preconditions of enter(x) we obtain the following APA:

Poss(enter(x), s) ≡ ¬at(x, s) ∧ nextto(door(x), s) ∧ ¬lecture(x, s).
Intuitively, from the general norm we have obtain the additional precondition

specific to the enter action saying that there should not be a lecture in progress
in the room to be entered.

Consider now the wait action. Following the procedure, we compute the re-
gression of at(rm, do(wait, s)):

R[at(rm, do(wait, s))] =
wait = enter(rm) ∨ at(rm, s) ∧ ¬(∃y)wait = enter(y).

By UNA on actions, wait �= enter(y) for any y, so the resulting formula can be
simplified to at(rm, s). So the procedure yields the implication lecture(rm, s) ⊃
¬at(rm, s), and thus we obtain the following APA for the action wait:

Poss(wait, s) ≡ lecture(rm, s) ⊃ ¬at(rm, s)
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which intuitively says that the agent can wait as long as it is not in a room
where there is a lecture in progress. Exactly the same result would be obtained
for similar actions that are not relevant to the location of the agent, such as
paint(obj), pickup(book), etc. In other words, if the agent happens to be in
a room where a lecture has started, the norm imposes the obligation on the
agent to take immediate action to change location, by rendering all other actions
impossible.

As in the case of ought-to-do norms, the above procedure yields an action
theory DN such that executing a program will now always result in a norm
compliant sequence of actions, as formally stated in Proposition 2.

4.3 Deadlines

Let us finally look at how we might incorporate deadlines into an agent’s back-
ground theory. As for the other types of norm, the aim is to extract additional
preconditions from deadlines and add them to the APAs. The complication in the
case of deadlines is that they are not local but may refer to situations arbitrarily
far from the current one. In order to access those situations while satisfying the
requirement of basic action theories that axioms only refer to the current situa-
tion, we employ a technique that consists in adding a small number of auxiliary
fluents to keep track of whether certain conditions have been satisfied in a pre-
vious situation. This approach has been employed before in other contexts such
as DB integrity constraints, automated planning and evolving knowledge bases
[17,18,19,20,21,22].

For a deadline of the form φ(z) → F ψ(z) ≺ ϕ(z) it suffices to add one
auxiliary fluent Fφ(z, s) with the following corresponding SSA:

Fφ(z, do(a, s)) ≡ [φ(z, do(a, s)) ∨ Fφ(z, s)] ∧ ¬ϕ(z, do(a, s)).

Intuitively, Fφ(z, s) holds in s if the deadline is active in s.
The above axiom is actually not yet in the required form of an SSA because

of the subformulae on the right-hand-side that have argument do(a, s). This
needs to be fixed by applying one regression step using operator R on those
subformulae.

Having applying this procedure to a deadline, we add the corresponding aux-
iliary fluent Fφ and its SSA to the background theory. Then we modify the APA
of each action type A(x) by adding an additional precondition as follows:

Poss(A(x), s) ≡ ΠA(x, s) ∧
(∀z)Fφ(z, s) ⊃ [¬ψ(z, do(A(x), s)) ∨ ϕ(z, do(A(x), s))]

Note that this again requires applying regression in order to obtain a legit
APA. Moreover, since regression is applied for the specific action type A(x), it
is possible that the resulting formulae can be substantially simplified as was the
case with the ought-to-be norms. The resulting theory DN yields a result similar
to that in Proposition 2.
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5 Related Work

In addition to work already mentioned, we discuss here some other related work.
Governatori and Rotolo [23,24] present a logical language called Process Com-

pliance Language (PCL) which has deontic operators of several kinds: punctual
obligation, maintenance obligation and achievement obligation. In [23], an algo-
rithm for checking compliance of a business process is given. The algorithm takes
an execution trace of the process, described by a Petri Net, and checks if norms
are satisfied. While the norms are formalized in PCL, the process is described
as a Petri Net and the algorithm is extra-logical. This differs from our approach
where the norms, the process (program) and compliance is all expressed in the
same logical language. Another difference is that PCL is a much richer norm
language. In [24], they show that in addition to expressing norms, PCL can be
used to describe the control flow of business processes using the deontic features
of PCL. Since PCL specifications can be executed by a rule engine, expressing
business processes in terms of PCL allows for the execution of business pro-
cesses under PCL norms on the same rule engine. Similarly, our work is based
on expressing both processes (Golog programs) and norms in the same language
(the Situation Calculus), which is an advantage over approaches using different
formalisms for each task. Also related is earlier work by this group on business
processes and business contracts [25,26].

In [27], Meneguzzi and Luck present an approach to adjusting the behavior
of an agent to newly accepted norms. Similar to ours, the approach is based on
modifying the agent’s behavior by changing the implementation of such behav-
ior. The main difference with our approach is that they apply the modifications
to the programs in the plan library, e.g. by removing plans that include a forbid-
den action. These plans are then restored when the corresponding norm expires
and the action is no longer forbidden. In our case, the modification is done in
the underlying primitive action theory, not at the plan library level. This has
several advantages: 1) If a program is non-deterministic, a norm may make some
execution traces illegal while others remain legal. In our case, after modifying
the underlying action theory, executing the program would result only in legal
execution traces but the program remains the same. In their approach, the only
choice seems to be to remove the program altogether. 2) Whether an action has
a forbidden effect or not may depend on the state where the action is executed,
and in turn the same applies for an agent program. In our approach, the agent
would still be able to execute a program in a situation that does not lead to
a forbidden state, even if the plan would violate a norm if executed in another
context. Again, in their case the only choice is to remove the program altogether.
On the other hand, they consider the interesting case of accepting new norms at
run-time, which requires the ability to abandon programs already in execution
or in the intention base.

The recent work of van Riemsdijk et al. [28] also deals with norms in multi-
agent systems. Their main concern is to formalize norms present in the MOISE+
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organizational modeling language [29]. The work is complementary to ours since
we consider how to ensure an agent complies with a set of accepted norms, with-
out considering the source of the norms, which could very well be an organization
such as those modeled in MOISE+. The approach in [28] is to formalize norms
in LTL, which has a close correspondence to the language used here. This means
those norms would not be too difficult to integrate with our approach.

There is also a large amount of related work on verifying that an agent con-
forms to an interaction protocol. We discuss some of that work next.

In [30], Endriss et al. consider the problem of checking that communicating
agents conform to a public dialog protocol. The approach is based on abductive
logic programming and protocols are formalized as integrity constraints which
“filter out” illegal dialog moves. This allows a simple way to enforce a protocol:
add the protocol to the agent’s knowledge base. The analogous way to enforce
prohibitions in our framework would be to modify the definition of the relation
Do(δ, s′, s) to include compliant(s) as a condition on s. This would be obviously
correct. But contrast that with our proposed procedure for internalizing norms:
in the former approach, all the norms have to be checked for every action the
agent intends to execute next. In the latter approach, only those norms which are
actually relevant to a particular action need to be checked, and in a simplified
form. In a sense, the process of internalizing the norms computes what norms
are relevant and simplifies them for each action.

Baldoni et al. [31,32] consider a-priori verification of conformance of an
agent with a role in an interaction protocol. The main concern there is to guar-
antee interoperability: that the system will function correctly provided agents
conform to their roles in the protocol. The approach is base on finite state
automata.

Singh et al. [33,34,35] also look at the problem of conformance with an inter-
action protocol, but their approach is based on commitments. In [33], compliance
with commitments is reduced to model checking CTL formulae against a model
of the agents’ interactions. Thus it roughly corresponds in our framework to
checking compliant(s) on an execution trace s. In [35], using a notion of run
subsumption, an agent is said to conform to a protocol if the execution traces
of its program are subsumed by the execution traces of the protocol. While we
do not consider it here, run subsumption conformance is similar to norm sub-
sumption (see Def. 3) so it seems it would not be too difficult to define a similar
notion.

Finally, Chesani et al. [36] formalize a form of run-time conformance check-
ing based on commitments using a reactive version of the Event Calculus. The
approach allows “full” and “partial” violations where the latter allow the agent
to fulfil a commitment after the deadline by paying a penalty.

Approaches to protocol conformance are mainly concerned with guaranteeing
global interoperability and hence take an external view of agents. This is com-
plementary to our work here where the problem is to ensure compliance with a
set of norms by incorporating them into the agent.
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6 Conclusions

In this work we have considered how to express several types of norms, namely
ought-to-do, ought-to-be and a form of deadline, and how to incorporate them
into the framework of Golog. We define a notion of a sequence of agent actions
complying with a set of norms and a formal definition of an agent’s program
complying with the norms. We also describe notions of equivalence between norm
systems with respect to an agent’s background theory in the Situation Calculus,
as well as notions of norm system subsumption and consistency. We have also
shown procedures for incorporating a set of norms into the formalization of the
primitive actions of an agent so that after the norms have been thus internalized,
the agent is guaranteed to behave in a norm compliant manner.

This is a first approach at the problem of regulating the behavior of a Golog
agent using a set of norms, so we make many strong simplifying assumptions. For
example, we assume that the agent has accepted the norms and will not violate
them. This should be extended to allow the agent to violate some of the norms
if desirable, and perhaps provide also a penalty mechanism. We would also like
to look at more complex forms of deadline involving explicit time, especially
since there is already a temporal extension of Golog [37]. Further work is also
necessary on the multi-agent aspect of this work.
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