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Abstract. With the proliferation of UML in the development of embed-
ded real-time systems, the interest in methods and techniques integra-
ting safety aspects into a UML-based software and system development
process has increased. This chapter provides a survey on relevant UML
profiles and dialects as well as on design and verification methods and
process issues supporting a safety assessment. These subjects are dis-
cussed in the light of norms and standards on software development for
safety-critical systems.

8.1 Introduction

Nowadays, software has become an integral part of safety-critical systems in
nearly all technical domains, from aeronautics or power generation, to traffic
control or medical devices. Due to advances in mechatronics and communication
the role which software plays is expected even to grow in future. In addition, the
complexity of control to be implemented increases permanently. The adaptation
of the well established model-based software engineering paradigm to the specific
needs of safety engineering is an obvious and frequently proposed approach to
systematically cope with the challenges of developing software components in
safety-critical systems.

As stated by N. Leveson [I] and others, safety is an issue to be solved on the
system and not the component level. Since software is immaterial, it differs from
physical entities: Software by itself will not harm persons, property or the envi-
ronment. But as an integral part controlling the behavior of physical components,
its correct functioning contributes to safe operation or hazardous situations [2],
as any other component of a safety-critical system. Software failures are mostly
considered as systematic, having their cause in the safety analysis or software
development process, whereas physical components may also fail at random.

It is the purpose of the discipline of software safety engineering to prevent
software failures to occur. According to [3], software safety engineering has three
major sub-processes: (1) Software safety analysis extends system safety analysis
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to software components in that hazards particularly relevant for software and
software/hardware interaction are identified. The software safety analysis sub-
process results in software safety requirements and safety design strategies ai-
ming at elimination or mitigation of the identified hazards. (2) In software safety
design, the software is designed and implemented according to the requirements
and safety strategies. Safety design activities take the needs of safety assurance
for traceability, documentation and safety argumentation into account. (3) Soft-
ware safety assurance is concerned with all activities that provide evidence that
the software meets its safety objectives. Verification and validation (V&V) ac-
tivities are essential constituents of this sub-process. They are by themselves
not sufficient, but their results have to be incorporated into an overall safety
argumentation that integrates them into the system safety process.

In this paper, we focus on UML-based approaches to the sub-processes of
software safety design and assurance. These two are also considered together in
standards like the CENELEC standards for railway applications [4], the RTCA-
DO-178B for airworthy software [0], or the IEC 61508-3 [6] on software re-
quirements for the functional safety of electrical / electronic / programmable
electronic controlled systems. Model-based techniques for the preceding system
and software safety analysis like failure modes, effects and criticality analysis
(FMECA), hazard and operability analysis (HAZOP), or event tree analysis
(ETA) [7] are beyond the scope of this paper. They are partially addressed in
Chapter 10 “Model-based Analysis and Development of Dependable Systems”.
An approach to a further aspect not covered here, namely UML-based dependa-
bility analysis, can be found in [8] ©].

As a consequence, we assume the software safety requirements to be provided.
Another important input, coming from safety analysis, is the criticality level that
classifies the software’s contribution to system safety. The criticality level deter-
mines a so-called software integrity level (SIL) in the IEC 61508-3 [6], and the
CENELEC standard [4] Each SIL is equipped with requirements and recom-
mendations on processes, activities and roles, and on software engineering design
and V&V techniques. For the higher SILs, formal models are highly recommen-
ded for requirements analysis, design and verification. However, the relation of
formalisms, which are mentioned in present standards, to artifacts of the deve-
lopment process remains vague. Thus, model-based software development and in
particular the integration of model-based design and V&V techniques is a lively
research field and major challenge in safety-critical systems engineering [10].

We start our presentation in Section by briefly recapitulating the essen-
tials of software development for safety-critical systems conforming to existing
norms and standards, and deriving from that a categorization of usages of soft-
ware models in software safety processes. In Section we survey safety-related
extensions of UML and classify them according to their purposes and usages.
Section B4 sketches a seamless certification-oriented process based on UML. The
perspectives of model-based V&V techniques and tool support are discussed in
Section Section concludes.

! A similar concept in RTCA-DO-178B [5] are development assurance levels (DAL).
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8.2 Development of Certifiable Software

The standards [4, [5,[6] do not prescribe a specific process model, but they require
clearly distinguished development phases or activities with predefined input and
output documents. The classical V-model (see Fig.[BT]) is well-accepted for soft-
ware development for high assurance systems, in particular in the context of the
CENELEC standards [4] and IEC 61508 [6] that both refer to it. The standards
regulate key objectives to be addressed by the activities and in the documents.
The development has to assure quality criteria like conciseness, completeness,
traceability or testability. Safety-related requirements and constraints have to
be distinguished and traced throughout the development phases. They are the
major subject of the recommended verification and validation techniques. Moreo-
ver, for achieving safety, programming strategies and mechanisms like defensive
programming or cyclic self-tests [4] are to be applied.

As stated in the introduction, we concentrate on UML-based approaches em-
ployed in software safety design and assurance of critical systems. Safety analysis,
which we mention briefly in Sec.[83.4] is a mandatory preceding sub-process in a
safety-critical system’s life cycle. For the phases of safety design and assurance,
two results of the safety analysis are of major interest: (1) The product-specific
requirements for functional safety, i.e., goals to be achieved constructively in
order to eliminate or mitigate the identified hazards. (2) The association of a
SIL classifying the risk resulting from a failure of a software component. A SIL
@ classification means that the component is not related to system safety func-
tions, whereas a SIL 3 and SIL 4 classification is assigned if a component failure
may cause a severe or even catastrophic accident.

The standards associate with each SIL a set of process requirements or objec-
tives to be met, concepts to be employed and techniques to be applied in order to
achieve an acceptable level of confidence that systematic flaws in software deve-
lopment are eliminated. For software developed under SIL 3 or 4, specific formal
and semi-formal model-based techniques are highly recommended for software
specification, for software verification, and to complement software validation
(see table A.2, A5, and A.8 in [4]). However, today’s standards [4, [6], do not
state clearly which software engineering techniques should or may be used to
achieve the required software quality characteristics.

An advanced view is taken by the Committee Draft for Voting (CDV) of IEC
61508-3 [I1]: It suggests an explicit semi-quantitative quality model to relate
particular usages of software engineering techniques to detailed quality charac-
teristics of development artifacts. This relation is expressed in terms of a degree
of rigour by which a certain software engineering technique can achieve a quality
characteristic.

Another issue that hampers the proliferation of model-based development
methodologies in software safety design is the fact that traditional programming
is assumed for module design and implementation in the standards (see for

2 In RTCA-DO-178B, the corresponding classification ranges from A to E in reversed
order.
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Fig.8.1. V-Model according to EN 50128

instance the V-model according to EN 50128 [4] in Fig. B]). Restrictions to a
safe subset of programming languages and approved compilers according to the
SIL are highly recommended. How to establish a corresponding notion of safe
model-based programming and code generation is discussed in Sec. [8.4

All tools which are employed within the development process of safety-critical
software have to be qualified. In general, tools that facilitate design automation
— as in particular model-driven approaches incorporating code generation - are
requested to be qualified with the same rigour as the safety-critical software
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itself. Whereas tools that are intended for use in the safety assurance process —
i.e. that support testing, validation or verification - can be qualified by a more
light-weight assessment process. An example for a certified code generator is the
SCADE Software Factory [12].

We summarize this elaboration in the following observation: Any scientific ap-
proach to customize UML as a modeling notation for the use with safety-critical
systems has not only to fulfil the intentions but also the practical certification-
oriented requirements set by the standards. Only then, it will come into operation
in industrial safety-critical system development. Practical certification-oriented
requirements are in particular: (1) A conclusive argument for the usage of a
UML-based method for specific design or V&V activities has to be provided to
prove the method’s adequacy for the quality characteristics required for a certain
artifact. This part will benefit from progress in standards: E.g., the upcoming
CDV of IEC 61508-3 is less concrete with respect to the referenced modeling
formalisms than [4] and [6], and more explicit with respect to the quality cha-
racteristics to be achieved by a technique. (2) As explained in the previous pa-
ragraph, a tool supporting a UML-based method has to be qualified according
to its usage in the development process. Even if an approach does not strive for
design automation (see Sec. BHl), the standards’ requirements are satisfied only
by very few UML tools today.

In the view of our recapitulation of the standards, we identify the following
six categories where software models can be used in the development and certi-
fication of safety critical systems:

Usage 1 - Precise specification of safety and software requirements:
As a starting point for software safety design, the domain and safety
engineers identify a set of safety requirements and constraints that have to
hold on the system under development or evolution. Subsets of these are
allocated to software components in the architectural steps of decomposition
and partitioning. Requirements models are used to assist a common and
detailed understanding of all safety-related issues between the software
engineers and the safety and system experts. This usage scenario aims at
enhancing the communication processes on safety-related requirements at
the interface between system level and software component view.

Usage 2 - Software design and evolution: The next step after require-
ments specification is software design. In a model-based approach, the soft-
ware architects and engineers describe the design or evolution task in terms
of models representing various views. In case of embedded safety-critical
software, hardware-dependent runtime properties like real-time behaviour,
power consumption or resource utilization are an integral part of the func-
tional safety requirements, and thus these properties should be addressed
in the models. Additionally, a number of specific software safety strategies
and techniques (e.g., defensive programming or multiple version dissimilar
software, watchdogs or voters) are recommended for architectural design.
Hence, this usage scenario describes the process of designing and thereafter
implementing software components of safety-critical systems.
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Usage 3 - (Partial) code generation: In a model-driven approach, automa-
ted model transformations and code generation are employed to obtain
target-specific, executable models from design models. This scenario extends
the model-based design scenario described before: Code generation moves ef-
forts from manual implementation and extensive testing from the code level
to model analysis. But a prerequisite is a qualified development environ-
ment that assures that the semantics of the models within the modeling
environment corresponds to that of the generated code as it is executed by
the runtime environment on a specific target. In addition, from the safety
engineering viewpoint this usage of models faces a number of difficulties as
discussed in Sec.

Usage 4 - Verification and testing: At all stages of software development,
the software engineers have to show that the outcomes meet the specifica-
tions and constraints induced by the previous stage. Verification and testing
are part of the safety assurance process. Formal modeling of the software
and system behaviour and its specification plays a prominent role here: The
standards, e.g. [4], recommend a number of formal modeling notations that
were considered potentially useful at the time the standards were publi-
shed. However, the standards remain unspecific in which technique should
be employed for which kind of safety requirement: Software safety require-
ments that are derived from well established safety analysis techniques like
SHARD (Software Hazard Analysis and Resolution in Design) [I3] cover a
broad spectrum of software failures like omitted or untimely reactions, or
unexpected or missing parameters. In difference to that, the referenced tech-
niques like HOL [14] or CCS [15] focus on subsets like functional correctness
and correct interaction behaviour. Moreover, questions of model validation,
i.e. showing evidence that the formal model truly represents the relevant
behaviours of the real system, are not addressed explicitly though they are
of course highly important.

In practice, this phase is dominated by testing applied either to code or to
executable models. In research, the usage of formal models for different veri-
fication techniques is considered at least as relevant as model-based testing.

Usage 5 - Software validation: Validation is the process of establishing
conclusive, documented evidence that a system satisfies its requirements.
In early phases, validation can be supported by animating, resp., simulating
executable models. In later phases, software models may be part of the infor-
mations available to the validator, in particular for systems developed under
SIL 3 or 4. For these, the standards require that the validation and design
tasks have to be performed by independent teams. To transfer this principle
to model-based approaches, independence between the models that are used
for design and those to derive tests from has to be guaranteed.

Model validation is again, as already mentioned in Usage 4, an inevitable
prerequisite for accepting results from model analyses as evidence for requi-
rements compliance of the software.

Usage 6 - Software certification: In the certification process, assessors from
a certification authority will examine whether the system will operate
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adequately safe. Therefore, the manufacturer delivers a so-called safety case.
In the safety case, the safety claims for the system in its operating environ-
ment are identified and linked by structured, sufficient and comprehensible
arguments. These address the documentation on the development process,
design artifacts, and verification and test results that provide evidence that
the claims are valid. Traceability of the requirements through the whole
process as they are realised step by step in the design, and an underlying
rationale are major prerequisites for certification.

In practice, maturity of processes, techniques and tools is also mandatory. In
addition, particular software engineering techniques that are well accepted
in safety engineering, like the restriction of programming constructs to a safe
subset in the implementation phase or Modified Condition Decision Coverage
(MC/DC) as a testing technique oriented towards code coverage, are an
integral part of the documented evidence of conformity to the standards.
Formal models may be part of the design documentation (usage 1 or 2) or
the basis of analyses that support the evidence of the safety arguments.

It has to be pointed out that UML does not belong to the notations explicitly
referenced in safety standards. Hence, employing UML models in the software
safety design and assurance process requires conclusive safety case arguments on
several aspects:

(1) The use of UML models in activities and through the development process
has to be clarified as for any other artifact. It has to be demonstrated how
and to which confidence level the requested safety objectives and quality
characteristics can be achieved by UML-based techniques.

(2) The standards recommend a rich portfolio of safety strategies ranging from
defensive programming, design diversity or restriction of programming lan-
guages to elements that are statically verifiable to formal V&V techniques
and testing. Those strategies are widely accepted in safety engineering and
they should be supported by a modeling approach.

8.3 Safety-Related Extensions of UML

In this section we survey UML profiles and dialects dedicated to safety-critical
software development. From the numerous works, we have selected a subset of
approaches aiming at a seamless and tool-supported model-based software safety
and assurance process. As the software safety process is complex and multi-
faceted, the approaches differ significantly in their aims and methodologies:

UML Profile for Developing Airworthiness-Compliant Safety-Criti-
cal Software [10] aims at a tight linkage of a UML-based software design
with the safety argumentation in the context of RTCA DO-178B (see Sec.

rtUML and the OMEGA-RT Profile [I7] focusses on seamless integration
of UML design models and a rich collection of formally founded, tool-
supported V&V techniques (see Sec. B3.2).
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Safe-UML [I§] tailors UML for certifiable software safety design in the railway
domain. Besides a formal foundation, also best practices to achieve qua-
lity characteristics for the design and safety-directed issues in model-based
programming are considered. (see Sec. B33)).

UML Profile for Modeling and Analysis of Real-Time Embedded
Systems [19] explicitly addresses resource allocation and SW/HW integra-
tion. It supports the specification and analysis of real-time and performance
properties (see Sec. B3.4).

Railway Control System Domain Profile [20] targets seamless support for
formally founded design, code generation and verification of interlocking
functionality in the railway domain (see Sec. [R3.H).

A concise comparison of the particular strengths of these UML profiles is given
in Table Bl

SysML [21] is not discussed here, because it has a more general objective of
extending UML from software to system development and safety is not addressed
by particular modeling elements.

EAST-ADL [22] is an architecture description language for the automotive
domain defined upon UML 2.0. EAST-ADL offers notational elements for the
Goal Structuring Notation [23] to model arguments of a safety case in context
of the upcoming automotive standard ISO 26262 [24]. However, its support for
safety remains rudimentary compared to other UML profiles.

8.3.1 The UML Profile for Developing Airworthiness-Compliant
(RTCA DO-178B) Safety-Critical Software

In [16], Zoughbi, Briand, and Labiche address the explicit representation of safety
information within UML models that constitute the requirements, the design,
the deployment, or the finally installed configuration of a software system. The
authors aim at a better understanding of safety issues during development and
certification. They want to improve the communication between safety engineers,
software developers, and assessors from the certification authorities (usage 1, 2
and 6).

The authors identified 65 safety-related concepts in the airworthiness stan-
dard [5] that are relevant for software models. The concepts are grouped into
eight categories: safety, reliability, integrity, concurrency, performance, certifi-
cation, design, and configuration. However, all concepts contribute (at least in-
directly) to software safety. The relationship between the concepts is formalized
in a conceptual meta-model. The meta-model is the basis for the definition of
stereotypes, tagged values and constraints of the UML profile, and it reflects the
key idea of integrating the safety argument into the UML models for software
design.

A central concept is Safety Critical which is used to stereotype entities
with direct impact on system safety. By the tagged values Criticality Level
and Confidence Level the developer may declare the criticality level of a
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safety critical component determined in a safety analysi&E and his/her confi-
dence that the requested criticality level will be reached. Thus, a direct link is
established between the design elements in the UML model and the safety argu-
mentation according to a standard. The link between the safety terms from the
standard and the UML model is strengthened by two major groups of concepts
in the meta-model that are connected via the Safety Critical concept. The
first group supports argumentations on design by offering concepts like (safety)
Requirements, Rationale, Strategy, or Deviation. They describe design de-
cisions, architecture rationale and modifications of approved plans that the de-
velopers make when they transform the original requirements into a design. The
second group enables to explicitly represent technical safety engineering exper-
tise in the UML model. For instance, design elements to detect and handle any
kind of safety-related event are uniformly structured and classified by the ste-
reotypes Monitor, Handler, Event, or Reaction. In a similar way, a group of
concepts related to Replication Group allows to characterize the safety stra-
tegy of a replicated group of components whose elements are connected to a
voter. Among others, concepts like Style are provided to describe the kind of a
selected solution in common software safety terminology on the level of detailed
design and implementation.

Since the proposed UML extension is defined as a UML profile, integration
in existing UML modeling tools is possible. The authors propose an integration
into frameworks like Rhapsody by IBM [25] or the Eclipse Modeling Framework
(EMF)[26]. Thereby, the designer and certifier are supported in searching UML
designs for occurrences of specific stereotypes or tagged values either by using
a proprietary API or the Object Constraint Language (OCL). Thus, certain
information - like listings of all COTS components used or all hardware-software
interfaces - that are required for certification in the context of RTCA DO 178B [5]
can be generated automatically. Additionally, traceability can be achieved if the
model is fully elaborated according to the methodology suggested by the authors.
Therefore, not only the UML model must contain different views on the software
architecture and the design. The requirements linked to the design rationale
and safety considerations leading to that design have to be represented in the
model, too. Then the designer may traverse the model guided by the stereotypes
provided by airworthiness profile to comprehend the safety argumentation.

To summarize, the airworthiness profile by Zoughbi, Briand, and Labiche is
tailored for UML-based development and certification of safety-critical software
according to the RTCA DO-178B. Safety information supporting the commu-
nication, and reasoning for safety cases is integrated into UML design models.
With this focus on incorporating the safety argumentation into software design
models, the airworthiness profile can be understood as a standard-specific al-
ternative to approaches that provide the safety argumentations externally like
the Goal Structuring Notation by Kelly [23] or Assurance Based Development by
Knight et al. [27].

3 e.g. ”A” to ”E” if the component is developed according to RTCA DO-178B.
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8.3.2 rtUML and the OMEGA-RT Profile

rtUML and the OMEGA-RT Profile were defined in the context of the EU funded
project Correct Development of Real-Time Embedded Systems OMEcAH as an
extension of UML 1.4. The OMEGA approach integrates functional views and
extra-functional properties, mainly timing, into functional views on specification,
architecture and detailed design. A main goal is a formal foundation enabling
tool-supported formal verification and validation techniques [I7] (usages 1,2, 4,
and 5).

rtUML comprises those functional concepts from UML that are considered
most relevant in the embedded domain: For a structural design view, object-
oriented concepts like polymorphism, inheritance, aggregation as well as various
kinds of associations can be used in class diagrams. Active, passive and reactive
objects are distinguished. To model the behaviour of a class or object resp.,
hierarchical state machines with a rich action language are included in rtUML.
Interaction between so-called activity groups can be modelled as synchronous
or asynchronous inter-object communication. rtUML can be pre-compiled to a
kernel language krtUML containing only basic concepts from class diagrams and
flat state machines. An operational, discrete time semantics in terms of Symbolic
Transition Systems (STS) for krtUML was defined by Damm, Josko, Pnueli and
Votintseva in [28§].

rtUML is extended for requirement specification, architectural descriptions
and in particular for the specification and verification of real-time aspects: Re-
quirements can be specified scenario-based as Live Sequence Charts (LSCs) [29]
or by temporal logic formulae. On the architectural level, a component-connector
view comprises required and provided interfaces, protocol state machines, and
OCL constraints. The OMEGA-RT Profile distinguishes different kinds of inter-
nal events like the send and accept of signals or state enter and exit events.
Additionally, matching clauses and filters can be used to specify constraints on
the duration between two event occurrences. The model can be extended by
classes stereotyped as observers to express more involved timing requirements.
Observers emulate timed automata in the UML modeling setting.

A rich portfolio of verification and validation techniques and tools supports
software development with rtUML and the OMEGA-RT Profile [I7]: Live Se-
quence Chart specifications can be animated with the Play Engine tool for re-
quirements validation. Formal verification on finite state design models can be
performed in two ways: Either a model checker specifically optimized for rt UML
models can be used to prove specifications in terms of LSCs or temporal lo-
gic formulae. Alternatively, a model transformation to the IF framework [30]
can be applied, enabling discrete and continuous time verification. Automated
time and data abstraction mechanisms are offered for state space reduction as
a preparatory step for model checking. To enable formal verification for infinite
state models, a model transformation from rtUML to PVS (Prototype Verifica-
tion System) [31] is provided. Using the interactive theorem prover PVS, infinite

4 www-omega.imag.fr
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value domains or unbounded message queues can be handled. As the transfor-
mation includes type information and OCL constraints on the model, these can
be checked in PVS as well.

8.3.3 Restricting UML for Specification and Programming in a
Certification Context

Motivated by the wish to be able to use UML in a way compatible with the
railway norms (mainly EN 50128), Safe-UML has been designed as a restriction
of (a part of) general UML. It is intended to address the functional viewpoint,
expressed in class diagrams and statecharts [I8]. To adequately cover an appli-
cation range from documentation over specification (artifacts in the early phases
of the design process) to actually UML-based programming, the definition has
been organized in two levels:

Safe-UML (S): (S for Superstructure) applies to the OMG standard [32] for
superstructures. It takes the definitions of state machines and class diagrams
of UML and eliminates all semantical ambiguities, sources of underspecifi-
cation, unclarity and unboundedness of system resources. In particular, it
considers the parallelism (and its potentially sequentialized implementation).

Safe-UML (P): (P for Programming) applies to IBM’s Rhapsody in Cpp as an
instance of a UML implementation which enables programming in UML via
the Cpp code generation. Safe-UML (P) gives directions on how to achieve
conformance of the generated code with coding guidelines. Together with the
rules from Safe-UML (S) it defines a set of restrictions which turn UML with
Cpp annotations into a programming language suitable for the development
of safety-critical systems.

Though originally designed for the rail domain — for instance, Part 42730 of the
Mii 8004 [33] was taken for the definition for an admissable subset of Cpp — it
is applicable also in other domains, particularly if the IEC 61508 is the source
for the standard to be adhered to.

Safe-UML (S) and the Principles Guiding its Definition

In the following, we will give a short overview of essential features of Safe-UML,
grouped as instances of four main principles which guided the definition of the
language. The cross-cutting issue of parallelism and communication is treated
separately.

Unambiguity: Every construct used must have a clearly (unambiguously) defi-
ned semantics. General UML, for instance, explicitly includes ”semantic varia-
tion points” such as the handling of incoming events. In such cases, Safe-UML
restricts to a particular interpretation, such as a bounded FIFO queue.

Determinacy: Usually, UML behavior specifications are nondeterministic. This
is, for instance, the case if there are conflicting transitions leaving the same state,
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or if behavior is executed in orthogonal regions of a state machine. Safe-UML
(S) tackles these problems by adding constraints to (a) prevent these situations
to occur (e.g. guards of conflicting transitions must be exclusive, if they are
triggered by the same event), or, if this is not possible, (b) ensure that the
outcome is the same for each possible execution order, so that the internally
nondeterministic behavior cannot be observed externally.

Clarity: Clarity addresses the question of accessibility and understandability of a
specification or program. As an example, the state machines may be influenced
severely by the context in which they are used (e.g. a transition triggered by
an event may never fire, because the event is deferred in an enclosing state
machine). Such effects are targeted by adding constraints which try to reduce
context influence to a minimum (e.g. a constraint that events should not be
deferred).

Boundedness: Consumption of time and space are particularly important as-
pects of a safety-critical system. I.e., system reactions shall come in time, the
system must never deadlock nor run out of memory, etc. So, among other things,
unbounded multiplicities are forbidden in class diagrams, and transition loops
are ruled out in state machines.

Multiple Threads and Communication: To capture this major source of problems,
Safe-UML requires a conservative system structure which is closely related to the
one assumed by rtUML — in fact it also bases on [28] and its semantic definition.
A major feature is the requirement of a finite, static structure where all active
objects are organized in active groups, each featuring one active object with
a common set of queues for events, timers, calls and completion events (one
set for the active group). Problems related to sequentialization within queues,
potential queue overflow, deadlocks due to multiple calls are in general hard to
avoid. Safe-UML forbids some constructs and, for the rest, refers the developer to
proven patterns of communication and scheduling, resp., to methods establishing
correctness (like an abstraction to a decidable Petri-net property).

Safe-UML (P) — Safely Programming in UML

The objective in the definition of Safe-UML (P) is to turn state machines with
Cpp annotations and class diagrams into a graphical programming language
which by itself adheres to principles underlying the definition of coding guide-
lines ([33, B34]), and, taking the code generator from Rhapsody, translates into a
fragment of Cpp meeting these restrictions.

First, of course one must restrict the Cpp annotations to the UML constructs
accordingly. Part of the remaining answer is given by importing the Safe-UML
(S) restrictions, which essentially restrict the (mostly) graphical UML constructs
in a way one would restrict a programming language for safety — see the four prin-
ciples exemplified above. And last but not least, the implementation dependent
(Rhapsody-specific) code generation has to be considered.
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The generator translates the UML constructs to a Cpp program using a li-
brary, the so-called framework, which essentially provides all necessary objects
and methods to execute them, i.e., the equivalent of a runtime system. The code
generator, if parametrized properly [35], produces rather well-structured code, so
that only minor issues do arise. This analysis has been performed on a large set
of examples systematically covering the graphical constructs and annotations
The framework, which is part of the resulting Cpp, is itself not programmed
according to strict safety guidelines. It can freely be modified by the Rhapsody
user, so that one can remedy the defects identified in [36]. Framework modifi-
cations may also be employed to complement the restrictions on the graphical
UML level by adding safety features to, e.g., event communication. Such an ap-
proach has already be used successfully in a signaling application which has been
certified by the German Railway Authority.

Summarizing, Safe-UML defines a way to rigorously specify and safely program
using UML in the rail domain and similarly regulated contexts (usage 2,3 and
6). It is, however, not yet integrated into design environments, and its (P) level
is geared towards a particular implementation.

8.3.4 The UML Profile for Modeling and Analysis of Real-Time
Embedded Systems (MARTE)

In 2008, the OMG published the Beta Specification for a UML Profile for “Mo-
deling and Analysis of Real-Time Embedded Systems” (MARTE) [19] that shall
replace the existing UML Profile for “Schedulability, Performance and Time”
(SPT Profile) [37]. As stated in the title, the primary concern of the MARTE
profile is real-time in embedded (RTE) systems, and not safety. However, the
correct timing is part of functional correctness. With its modeling extensions,
the MARTE profile supports detailed design and verification of safety-critical
RTE systems (usages 2 and 4). Since MARTE is already realized as a plug-in of
Papyrus for UML [38], tool support is available.

The MARTE foundations offer elements for modeling logical and physical
time, resources and the spatial and temporal allocation of functional applica-
tion entities onto them. The MARTE design model contains a so-called “RTE
Model of Computation and Communication” to characterize the concurrency
and synchronization behavior. A generalized, UML-conformant description of
standardized APIs of real-time operating system like POSIX, QNX, or OSEK is
supported. The extensions of the MARTE analysis model aim at the integration
of state-of-the-art techniques for schedulability and performance analysis at the
level of detailed design. Techniques like SymTA /S [39] or Modular Performance
Analysis [40] offer tool supported analyses for various, common scheduling stra-
tegies and communication protocols. Their use is twofold - either predictive or
verifying: For predictive use, a design model is enriched with estimated values on
execution times and communication loads and with a specification of the planned
scheduling situation. The analysis result is predictive and can (only) increase the

5 This approach parallels a widely used practice of compiler validation.
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confidence that the system design will fulfil its requirements on response times
(worst, average or best case) or path latencies. Moreover, the analysis can be
used to optimize the real-time dimensioning of a design [4I]. In the case that
values from the implementation are available, the analysis formally verifies whe-
ther real-time requirements are met in all possible situations. To pave the way
for this kind of real-time analysis in the MARTE context, the concepts from the
real-time analysis models are included in the MARTE profile. Thus, the defini-
tion of model transformations into the analysis framework is straightforward.

Additionally, the MARTE profile provides a package for the declaration of
non-functional properties and an associated value specification language. The-
reby the developer may annotate the model with further information relevant
for safety-critical systems. In particular, reliability and availability issues addres-
sed in the UML profile for “Modeling Quality of Service and Fault Tolerance
Characteristics and Mechanisms” [42] can be integrated seamlessly by these
means [43].

The MARTE profile has been extended towards dependability [44] analysis by
several authors: Pataricza [45] introduced the concept of error propagationy to
the General Resource Model of the MARTE predecessor, the SPT profile [37], to
enable efficient system level diagnosis based on partial diagnostic information. He
used quality of service parameters to characterize errors and the error behavior
is modeled explicitly. Recently, Bernardi, Merseguer and Petriu [§] proposed a
more general extension of the MARTE profile for analyzing and modeling depen-
dability. Their “Dependability Analysis Model” addresses reliability, availability,
maintainability, and safety, so-called RAMS properties, as major attributes of
dependability. Among others, a “Threat Model” is introduced to describe ei-
ther errors and failures when reasoning on reliability and availability or hazards
that are relevant for safety. In that, the Dependability Analysis Model in [§]
mainly focuses on the analysis of RAMS properties which is a usage of UML
that precedes the software design and assurance process.

As shown by Thomas, Delatour, Terrier, and Gérard [46], the rich set of
concepts for resource allocation provided by MARTE permits to clearly separate
the model of the application from an explicit model of the real-time execution
platform. The explicit platform model is taken as input to govern the model
transformations to different target platforms in an MDA approach. In that, the
Software Resource Modeling sub-profile has the potential to support deployment
and code generation (usage 3) that goes beyond existing approaches that address
the RTE characteristics only implicitly.

An alternative approach was chosen in the OMEGA-RT profile by Graf, Ober,
and Ober [47] where a specific RTE platform model is explicitly addressed in
the formal semantics that fosters automatic, correct code generation.

5 According to [44], we call an event, at which a violation of the specified behavior
becomes observable at the system boundary, a failure. An error describes the occur-
rence of a deviation from the intended behavior that may be internally compensated.
If the error is propagated to the system’s interfaces, a failure occurs.
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8.3.5 The Railway Control System Domain Profile (RCSD)

Berkenkotter and Hannemann [20] conservatively extend UML 2.0 by a domain
specific profile for railway and tram control systems. The RCSD profile supports
the precise specification of railway networks with the aim to automatically gene-
rate code for a specific interlocking functionality. It shall foster the unambiguous
communication between railway experts and embedded software designers and
lay a foundation for the automated generation of verified controller software
(usages 2, 3 and 4 for a specific rail application).

The RCSD profile offers basic entities to model railway tracks, namely track
segments, points, and crossings. Additionally, there are elements for signals in-
dicating the driving instruction for the following track segment, specific sensors
for detecting whether a track element is occupied by a train, and automatic
train runnings, which enforce braking if a train does not obey the signaling.
The states of these elements are described by attributes for which specific da-
tatypes are introduced. The topology of a railway network is modeled through
the neighboring relation given by specific associations of sensors to track ele-
ments. Additionally, a set of top level constraints is included to ensure global
consistency and completeness.

A class diagram models a restricted pattern or sub-problem of the RCSD
domain, employing for instance further constraints on some entities. An object
diagram can then be used to describe the track layout of a concrete network
as an instance of the sub-problem of the corresponding class diagram. On both
modeling levels, the static semantics is precisely defined by an elaborated set
of OCL constraints that can be evaluated automatically on class and object
diagrams annotated according to the RCSD profile [48].

The dynamic semantics is defined as a Timed State Transition System. Timed
transitions are defined locally for the RCSD elements. The behavior of a network
is the parallel composition of its component behaviors. To ensure safe train
passage through the network, a controller realizing the interlocking functionality
has to be added to the network model. Haxthausen, Peleska et al. [49] have shown
how to generate the controller automatically from sets of generic transitions
patterns that are instantiated according to the concrete network and the set of
pre-defined routes when synthesizing the controller.

In addition, formal verification is supported on the level of the configured
network by employing bounded model checking and inductive reasoning. A set
of generic functional safety requirements is provided that covers the specific in-
terlocking problem addressed by RCSD. Thereby all those states of the network
are characterized - in terms of train locations, moving directions, and point po-
sitions - that are considered hazardous. The safety predicates on the configured
network to be enforced by the controller are derived automatically by instan-
tiation. The formal system description is transformed into SystemC that serves
for both, verification input and executable code. To validate software/hardware
integration the authors propose automated hardware-in-the-loop testing.

The RCSD profile provides proprietary prototype tool support for the deve-
lopment of a specific class of controllers in the railway domain on a non-standard
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compliant, formal semantics. The profile’s application domain is clearly restric-
ted for the benefit of rigorous formalization of the specification and design and
an intertwined set of verification techniques covering several process phases.

8.4 Using UML in Certification-Oriented Processes

8.4.1 Questions to Be Addressed by a Certification-Oriented
Process

The central idea of model-based software development is to employ models as key
design elements, expressing design aspects in a tangible way. For safety criticality
or even certification, it is desirable to extend the role the models play: We want
to integrate them into the documentation of the development entering the safety
case. Thus, not only the detailed usage of UML models within each activity or
process phase has to be explained, but also quality characteristics requested for
artifacts have to be substantiated, and a way to achieve this quality has to be de-
lineated. Common quality characteristics are completeness and correctness wrt.
the requirement specification, traceability, simplicity and understandability, be-
havioral determinacy, testable and (statically) verifiable design, fault tolerance,
and last but not least, linkage to the safety analysis sub-process in both parts,
design and assurance. If UML models are employed in more than one activity,
their relation and consistency becomes an issue, too. Wrt. achieving the quality
of models, one may note that models which document the finished design usually
are not finalized in an early phase, but have to change over the course of the
development. This is an issue to be reflected in the process definition. In this
section, we sketch a process framework which emphasizes the aspect of itera-
tive model development in a way compatible with standard requirements. It is
a framework of a process in that it will have to be instantiated to the concrete
development context and to the project requirements.

8.4.2 Purpose and Scope of the Proposed Process

The process outlined here has been defined to be compliant with the EN 50128
for developing safety critical software for the railway domain. The sketch is based
on results of the OpRaiﬂ project [50], and we will call it the OpRail process in
the following. Its primary goal is to delineate a way to harmonize the use of
UML for expressing design artifacts and tools related to UML development with
the strict requirements of the EN 50128. As this norm has been derived from the
more widely applicable IEC 61508, the sketched process outline is useful beyond
the railway domain.

The main motivation for the definition of the process was to introduce expres-
sive modeling features from UML into the development, to enhance precision and

" This project has been funded by the German Ministry of Education and Research
(BMBF) under grant No. 01|SC26A. The process has been mostly developed by the
project partner Berner& Mattner.
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communicability of design artifacts, to explicitly represent the iterative nature of
development activities — for instance the way in which early prototyping is em-
ployed — and to profit from the wide offering of tool support available for UML.
It is mainly the intention to permit iterations and early prototyping which made
it necessary to deviate from the V shape as depicted in Fig. BRIl Despite the V
model being quasi mandatory (as we mentioned above), norm compliance can
be achieved by mapping the components of the V process to the new one.

The OpRail process covers the software development only, with interfaces
to other development activities, including the integration of legacy code. Also
sketched is the role tools could play and the requirements they would have to
satisfy. In this short presentation, we only hint at these latter aspects.

8.4.3 Terms and Definitions

Process. A process defines who is doing what, when and how. A sketch of a
process model like the one given in Fig. is an illustration with a focus on
the temporal aspect. A process may be composed of a set of sub-processes
and is divided into different phases.

Sub-Process. A sub-process is a part of a process with is either focused on a
particular aspect (like Safety Management) or the collection of actions to
perform a logical step like the components in Fig. BIl A sub-process may
span several phases of the process.

Phase. A phase is the period in a project begun and ended by major project
milestones. A phase may encompass several sub-phases that may be repeated
multiple times (iterations). Within a phase, a well-defined set of objectives
is to be met and certain artifacts are to be produced.

Step. Within a phase, a (sub-)process can be divided into a number of more
elementary steps.

Milestone. A milestone is an important event (completion of specified pro-
ducts) during the course of a project which can be scheduled and monitored
and may be used for evaluating the progress of the project. The decision to
move a project to the next phase is taken at a milestone. If the decision is
negative, the milestone must be rescheduled and repeated.

Artifact. An artifact is an outcome of a sub-process or phase. It may be a
required result of the process or some other piece of information that faci-
litates and supports the process. Artifacts may be grouped to artifact sets
that are assigned to different sub-processes. For example, an artifact set can
be composed of documentation, models, software modules etc. Artifacts shall
be clearly specified by a given version number.

Activity. An activity is the execution of a step of the process.

Iteration. An iteration is a repetition of an activity, with the purpose of im-
proving the end result, usually until a certain condition is met. Iterations are
introduced to capture explicitly that many activities are often performed in
this way, and to reflect agile development styles.



UML for Software Safety and Certification 219

8.4.4 Phases and Sub-processes

Since we do not consider maintenance activities in the definition of our process,
there are eleven sub-processes (of the twelve from Fig. Bl) to be mapped.

Software Planning, Software Requirements Specification, Software Architec-
ture & Design, Software Module Design, Software Coding, Software Module Test,
Software Integration, Software/Hardware Integration, Software Validation and
Software Assessment.

The OpRail process organizes these into (only) four phases, where these phases
are not executed sequentially but overlap each other. Accordingly, there are five
milestones, MO to M4: MO starts the first phase of the project, M1 to M3 mark
transitions between phases, and M4 ends the project.

The artifacts which are tied to the sub-processes are transferred to the phases.
If a sub-process starts within a phase, this phase produces versions of the ar-
tifacts which are defined as an outcome of the phase, continuing a sub-process
means revising the artifact, and finishing a sub-process finalizes the artifact. Ac-
cordingly, an artifact may be produced in stages draft, revised and final, where
of course the version final corresponds to the artifact as defined in the standard.
That is, the OpRail process produces a documentation of the development of
the system as if it was carried out according to the V process, thus presenting a
familiar view suitable for certification.

In short, the phases are defined as follows.

Concept Phase (MO to M1). Typically the concept phase consists of one to two
iterations. In practice, the first iteration can be interpreted as the offer phase.
Firstly, the main focus is to analyze and understand the problem. All input
documents shall be reviewed. All SW related requirements, architectures and
plans shall be proposed in draft.

Definition Phase (M1 to M2). In this phase the SW requirements, architecture
and detailed design shall be fixed and reviewed. The design shall be simulated
and tested early to figure out cost-intensive design flaws. This phase shall as-
certain that the proposed system can be realized as specified. Afterwards the
requirements set can be approved by e.g. the EBA (Eisenbahn-Bundesamt)
or assessed by an ISA (Independent Safety Assessor). After approval, it is
not allowed to change the requirements. Further changes have to be realized
as changes within the change management workflow.

Realization Phase (M2 to M3). The main focus of this phase is to realize the
solution and construct a product. First of all, this means implementation
of the functionality fixed in the System and SW Requirement Specifica-
tions. The implementation is accompanied by unit and SW integration and
SW/HW integration tests. This phase ends with approved SW and SW/HW
integration testing.

Qualification Phase (M3 to M4). This phase includes validation tests. Fur-
thermore it includes tasks for the assessment and certification of the system.
This phase should end with extensive field tests which include the approval
of the customer.
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The full description (resp., a full instantiation) of the process contains a mapping
of the stages of all design artifacts to the phases. Fig. illustrates such a

mapping.

Sub-process\Phase Concept Definition Realization Qualification

Software Planning

SW Regquirements Specification

SW Architecture & Design |

SW Module Design

SW Coding
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Fig.8.2. Subprocesses and Phases in the OpRail-Process

8.4.5 The Use of UML in the Process

In general, UML diagrams can be used as parts of design artifacts, or even
to replace some textual artifact completely. We indicate an elaboration which
employs the most common diagram types to the various purposes.

Requirements. For the formulation of requirements (System Requirements
Specification, SW requirements Specification etc.), the most suitable UML
diagrams are use case diagrams to provide an overview and sequence dia-
grams to visualize behaviors. These can complement textual use cases (see
e.g. [B1), as well as other, more traditional representation formats.

Architecture. An architecture may be visualized in a structure diagram, e.g.
as a component diagram in the SW Architecture Specification, or as a class
diagram on the level of module specifications. Depending on the nature of
the design object and the level of abstraction, sequence diagrams illustrating
the interaction of components may be useful.

Design/Module Specification. Detailed behavioral aspects can be specified
with state machines or activity diagrams, while class diagrams define the
software structure.

Test Specifications. Tests can be specified in sequence or timing diagrams.

The mapping above does not yet reflect the specific nature of a safety-critical
design process. To be in line with the requirements coming from the safety
criticality, one must observe that the diagrams are

— equipped with an unambiguous semantics, like for instance as given for Safe-
UML, see Sec.[83.3]

— embedded in a context completing the usually partial specification given by
the annotated graphics,
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— adequate in their level of detail to the development stage. For instance, it
is difficult to formulate a global requirement in a state machine without
referring already to a component of a particular implementation.

What makes the process specifically suitable for UML is its flexible phase struc-
ture which permits gradually refining models, switching between specification
and prototypically implementing components or aspects for explorative pur-
poses, and thus gaining a much clearer picture of characteristics of the remaining
design space than with most other development approaches. In short, it gives
a well-defined, norm-compliant elaboration for an agile software development
style, taking full advantage of the expressiveness of models for rich specifications
at different levels of abstraction, in particular in early stages.

8.4.6 Realization

There are several additional aspects to be taken into account when implementing
the OpRail employing UML and UML tools.

Models as Documents. Traceability of requirements and accessibility of ar-
tifacts require specific measures to be taken to integrate diagrams into the
development process. Often, model-based development environments come
equipped with model management mechanisms. But these are, usually, not
sufficient, so that integration with other tools (e.g., for requirement mana-
gement) and further measures become necessary which may go to the point
where all models used in the design are printed on paper.

Models as Specifications. While for ordinary development projects it makes
sense to have different views of one and the same object at the same or
at different stages of the development, which even need not be consistent,
this is not acceptable in a safety-critical process. All inconsistencies and
semantic ambiguities have to be ruled out. As already indicated, using a
restriction defined for such purposes like Safe-UML from Sec. is one
possible approach for functional and communication aspects, while, for ins-
tance, OMEGA-RT from Sec. is useful to address the real-time aspect.

Models and Code. If code is generated from models, this too has nontrivial
ramifications in the context of safety-criticality. As one aspect, the relation
between model and code has to be clarified. If the semantics of the model
itself is given by such a translation, all arguments relying on the model must
be rooted in the code it represents, which may be awkward. Otherwise, for-
mal relations between the model and the code semantics must be established.
One facet of this problem can be addressed by certifying the code generator
as it has been done for SCADE. Another facet comes with the execution en-
vironment, where the development environment (e.g., a Windows PC) and
the target system (e.g., a real-time operating system running on a small pro-
cessor in a simple architecture) may differ considerably. And if the generated
code is modified later, be it for reasons of efficiency or platform compatibi-
lity, this must be reflected in the model (e.g., via roundtrip engineering) or
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addressed in the respective artifacts, the SW Module Verification Report, to
name an example.

Models and Formal Verification. Complete models with an operational se-
mantics permit the application of formal verification tools like theorem pro-
vers and model checkers. These, with their promise of assuring complete
coverage of the model behavior seem attractive for high SILs. Indeed formal
verification in the long run may further increase the usefulness of model-
based design. However, currently the tools and methods are rarely mature
enough for using them in industrial practice. Computational complexity and
tool qualification are common obstacles. Nevertheless, formal verification
techniques may already today help the designer in exploring models at abs-
tract design stages, or specific components with great scrutiny, without ma-
king use of the result in safety cases. A more complete treatment of these
issues and the following point can be found in Sec.

Models and Tests. Test generation from models or models as components in
test scenarios constitute another possible benefit of employing the model-
based design paradigm. Mature techniques are available which can be put to
use in the OpRail process. Generating tests covering models can partly auto-
mate the construction of the Requirement Test Specification or the Software
Module Test Specification.

Taking into account all these issues, we conclude that it is possible to move
from traditional design processes to one which profits from the use of models
at different steps and levels of abstraction. The scheme provided by the OpRail
process has been favorably evaluated by the TUV Siid Rail as being suitable for
an instantiation to a real-life process apt for the development of safety-critical
rail applications.

8.5 Verification and Validation Techniques

Almost all safety-related UML profiles come along with a number of formally
founded V&V techniques. It is far beyond the scope of this paper to present their
technical background to a satisfactory level of detail. Instead, we discuss issues on
the integration of formal verification techniques in the software safety assurance
process for certifiable systems. As it is the case for the use of models in design,
scope and objectives to be achieved by employing models in V&V activities have
to be made explicit for safety assessment in certification processes. A verifiable,
mathematical proof of a theorem on a formal model can serve as a piece of
evidence for a safety claim only, if conclusive arguments are provided how the
mathematical statement relates to the real-world system.

8.5.1 General Remarks on Verification and Validation Techniques
in Model-Based Development of Certifiable Software

In accordance with the standards, we perceive a technique as verification method
if it is adequate to evaluate whether or not the system or a component complies
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to a specification or constraints imposed at a preceding development phase. A
formal analysis technique is based on a mathematical model of the system and
the requirements and uses mathematical deduction for reasoning. In many cases
the reasoning can be mechanized. In case, the primary and immediate goal of the
technique is to prove that the (sub-)system satisfies the specification, we call it a
formal verification technique in the narrow sense; if it directly aims at disproving
the conformance of the system or component to the requirements it is called an
error detection technique. In this article, we use testing for V&V techniques that
execute the (sub-)system with selected inputs and compare its outcomes with the
expected ones. A wvalidation technique increases our confidence that the system
accomplishes its intended requirements.

Following the terminology of Dwyer [52], we call a technique sound if a positive
result of the evaluation constitutes conclusive evidence that the stated claim
holds. Thus, a sound method does not generate false positives@. In this sense,
exhaustive state exploration is a sound formal verification technique on finite
state system models and testing usually is sound for error detection, but not for
verification because exhaustive testing is impossible in most cases. Pure bounded
model checking is sound for error detection only, as the state space is explored
to a limited depth. But enhanced with inductive reasoning it may be extended
to a verification technique. In particular in the realm of safety-critical systems,
the limitations of a verification technique have to be clarified carefully as the
evidence provided by the reported analysis results can only have relevance in a
safety argumentation if the technique is applied in a sound manner.

Furthermore, software verification and validation — whether model-based or
not — do not prove that software will not contribute to serious hazards under
any circumstances. The best what can be achieved is to demonstrate that the
software accomplishes its functional and safety requirements that have been
derived from the aggregated knowledge on the system, its environment, and the
foreseen hazards.

With models as design artifacts new V&V techniques can be applied. If design
models are executable, simulation of the functionality provides additional vali-
dation facilities already in design phases. In case models are formally founded,
model checking, abstract interpretation and theorem proving offer a powerful
formal verification tool kit that can be further enhanced with various abstrac-
tion heuristics or compositional reasoning. If safety-related, extra-functional cha-
racteristics like reliability or the error behaviour, real-time or performance are
explicitly represented in the model, then these can be subject of the analysis,
too. However, reliable data for extra-functional runtime characteristics are most
often only available when software/hardware integration is finished. Hence, ana-
lyses performed at earlier design stages on the basis of estimated values have to
be repeated to approve the results.

Additional V&V techniques are not only a possibility, but are also a necessity
in a model-based development process for several reasons: First of all, manual

8 While false positives principally compromise the value of a verification technique,
false negatives may cause additional effort, but do not put the technique in question.
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review and inspection as traditionally performed on text documents have to be
significantly adjusted for models. Without denying the well-known deficiencies
of textual documents like incompleteness, inconsistency, poor structure, and the
lack of traceability, these problems are at most disarranged but not solved wi-
thout effort in a model-based integrated development environment:
Comprehensibility of a model-based design can be negatively affected by as-
pects of the method, the modeling language and the tooling: The design is usually
scattered over several views and kinds of diagrams. Moreover, UML is a rich no-
tation that often offers a set of alternative modelings to express the same issue.
The developer may not oversee all semantic interdependencies between complex
issues like object creation or deletion, event handling, transition selection, or
run-to-completion-steps, even if the semantics is precisely defined. Tools often
hide the details in the top view on a diagram, like, e.g., attribute or method
declaration in class diagrams or inner hierarchy levels in statecharts. Moreover,
specific settings severely influencing the semantics are often accessible only via
nested preference lists or attribute tables within internal model browsers. Ano-
ther open issue is the accessibility of different versions of a model stemming from
earlier design phases or abstraction levels within one model repository.
”Collateral validation”, as the implicit team validation has been called by
Heimdahl [10], is lost, if model-based development comes along with large scale
automation: Traditional development processes of safety-critical systems involve
a plurality of experts whose expertise covers a broad field ranging from domain
knowledge and software architecture to detailed questions of process and com-
munication integration and hardware drivers. In the V&V phases, test experts
and validators have a good chance to identify the tender points in a design due
to their experience. Model design encompasses tasks from the whole field and is
performed by fewer developers who may not always distinguish all consequences.

Also from a more technical perspective, several issues have to be considered to
provide a conclusive safety argument for a model-based development approach.

Model paradigms: Software design and verification models are based on a
model of communication and computation (MoCC) defining an abstraction
from physical time, the granularity of steps, a concurrency paradigm etc.
These abstractions may be adequate on a certain level of abstraction and
in certain contexts. On the level of implementation, the safety-critical soft-
ware applications are going to be executed in an environment of real-time
operating systems (RTOS) and communication protocols like IMA [53] or
time-triggered protocols [54]. Only if these support safe abstractions to ana-
lyzable MoCCs — which is not always the case — one may develop the software
applications independently from the RTOS. For applications themselves, an
answer to the model abstraction problem is given by approaches that esta-
blish a direct correspondence between the formal model and the code like
Safe-UML(P) (see Sec. [18] or SystemC models in RCSD [49)]).

Model content: It has to be justified by thorough model-based validation that
the formalized description of the requirements in a model-based specification
and their implementation in a design model meet the informal, intended
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requirements. Only then a formal modeling framework can benefit from the
enormous pool of techniques on model-based verification. Supplementary
vacuity checks can assure the specification in fact covers the relevant behavior
of the model (see Heimdahl for an overview [I0]). Another caveat is the
impact of simplifications and omissions: For scalability reasons or due to an
early design stage, sub-systems or parts of the functionality are modelled
very coarsely or omitted at all. Obviously, verification results have to be
proven robust against such simplifications.

Backend questions: The more behavioral abstraction a modeling notation
provides, the more is added in a code generation step that can only roughly
be configured by the designer. In particular, extra-functional run-time pro-
perties like execution times and storage consumption may heavily depend
on a prudent choice and combination of modeling elements.
Software-intensive technical systems are mostly assembled with proprietary
hardware and operating systems for good reasons. But code generation of
commercial modeling tools is optimized and approved for usage on standard
processors. Thus, the code generator and linker have to be customized, which
is a delicate task for specialists with joint expertise on the tool and the target
system.

Tool qualification: The fundamental soundness requirements on tools offering
early simulation, code generation, or formal verification are the coincidence
of the simulation, the verification, and the execution semantics and sound
reasoning mechanisms. If the execution semantics diverges from any of the
other, or the deduction mechanism is corrupted, V&V results achieved on
the basis of the simulation or verification semantics become worthless.

In contrast to many papers advertising verification techniques, successful in-
dustrial applications of formal model-based techniques mainly address detailed
component design, not only for scalability reasons, but also for the validation
needs and the caveats mentioned above. To benefit from formal verification and
early simulation, a model must be precise and detailed with respect to all as-
pects that are the subject of verification. This can usually be carried out in the
detailed design phase at the earliest.

8.5.2 Testing

Testing is the predominant V&V method applied in practice. For safety-critical
systems, the standards explicitly recommend testing. Major test purposes are
(1) to explore the functional specification in appropriate detail, (2) to execute
the code to a sufficient degree of completeness, and (3) to ensure that the soft-
ware is running properly on the target hardware. Therefore, a number of testing
techniques are listed in the standards like testing based on equivalence partitio-
ning of inputs, boundary value analysis or structural coverage criteria referring
to data and control flow. Additionally, prototyping and animation for design
validation, stress testing and exploratory or risk based testing are advised.
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Executable design models pave the way to integrate testing activities in design
phases: Well accepted test-selection criteria and the derived test-case specifica-
tions making such test criteria operational can be easily adapted to generate test
suites that are applicable on the level of executable models instead on the code
level. For instance, coverage criteria like statement, decision or MC/DC coverage
have been transferred to statechart models [55].

This way, development fully benefits from providing executable models early
in the process: Relevant shortcomings in the requirements specification can be
detected before detailed design and costly implementation efforts are started.

In the following, we shortly discuss three specific approaches to adapt testing to
model-based development:

(1) Design models from a previous development stage build the specification
from which test cases are constructed.

(2) Test models are built independently from the artifacts used in the develop-
ment and serve as basis for test case generation.

(3) Models are built by (automated) abstraction from code.

Test Cases Generated from Specifications

In the first approach, the current model or implementation is tested with respect
to its conformance to a specification from a previous phase. Generating test cases
from a previous design model can be applied iteratively at each stage to uncover
deviations of the behavior of the current model from that of preceding models
or artifacts. Detected deviations may have several causes:

— A preceding design step is flawed, but the specification is correct with respect
to the original requirements.

— The preceding model or requirements specification is ambiguous or incom-
plete. This may concern the function to be realized, the execution platform
and its limited resources or the assumptions on the environment. At some
point, such an aspect may come into focus because the latter, more detailed
model requires to settle it.

— The current model integrates different views or parts of the system that
have been developed separately so fafl. In such a step, testing conformance
to the preceding separated models may reveal inconsistencies and erroneous
assumptions that have been introduced into one of the preceding models.

However, as the test cases are derived from the same source as the current design
model, this approach may support verification, but no independent validation.
In other words, this approach uncovers inconsistencies that are inherent in the
requirements specification itself or introduced in functional refinement steps.
Mismatches between the functional specification, the execution platform and
the environment can be detected only if the integrated models address these
issues. But if for any reason the issue is not faithfully reflected in the design
models this approach will not reveal any hint to a problem [56].

9 Examples are functional composition or resource allocation and deployment in a
layered architecture.
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Independent Test Models

The second approach is to construct dedicated test models independently from
the line of design models. Independence of the test model from the design models
opens up new views [57] for the obvious price of additional effort:

— The test model may represent the system under development (SUT), mo-
deled from the testing perspective, but also the system operator or the en-
vironment. Between these positions, numerous combinations of SUT and
environmental models are possible that may apply various abstraction prin-
ciples. For instance, a SUT test model may be restricted to the most common
usage scenarios or a functional kernel, an environmental model may consists
of a stochastic profile on input values and loads and their admissible ranges.

— Modeling formalisms differ with respect to the handling of fundamental
concepts like time, causality, determinism, etc. Additionally, they provide
different views and follow different computation paradigms like functional,
operational, probabilistic or data-flow-oriented models.

The key issue of an additional test model is to complement the knowledge on
the SUT from an independent perspective. As the test model is not a step in the
design, it may be optimised for validation and verification purposes with respect
to the functional and extra-functional requirements addressed, but also in terms
of the concepts, paradigms and notational elements used for modeling. Heim-
dahl [T0] reported on experiences that complementing a specification by several
alternative models is considered a major factor towards achieving completeness.

Often, test models directly support derivation of test cases; alternatively, more
general test generation techniques via the definition of test selection criteria can
be adopted. Thus, building independent test models is adequate for all verifi-
cation purposes mentioned in the previous paragraph, and it adds a chance to
uncover defects that are outside the focus of the design artifacts, and extends
the scope towards validation.

Models as Code Abstractions
A third use of models for testing safety-critical systems is to deduce a formal
behavioral model as an abstraction from code and - if needed - a machine model.
An intermediate representation can be extracted from source code by standard
parsing techniques. The intermediate representation is symbolically interpreted
on an abstract machine model. Thereby, constraints on the variables are collected
and simplified by various techniques from abstract and concrete interpretation.
Solving the constraints enables the generation of input values for a test case that
covers a particular run through the model. The method supports the efficient
generation of test cases for structural coverage criteria and boundary value ana-
lysis, but also the precise construction of test cases for certain classes of runtime
errors. This way, testing the software/hardware integration can be transferred
partially to the model level when using a refined hardware model. An testing
technology based on this kind of models has been proposed by Peleska [58].

All three approaches to integrate testing in model-based development provide
new prospects of design verification at an earlier stage than code integration on
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the target platform. They do not eliminate the need for final tests by executing
the implementation on the target system and showing that module, integration,
system, and acceptance tests are passed. But they can shorten these activities
and iterations in the design by uncovering errors earlier.

8.5.3 (Formal) Verification

In contrast to testing, the promise of formal verification is a hundred percent gua-
rantee for compliance of an artifact with a certain claim. Though this may sound
highly attractive, formal verification is still, even after forty years of thorough
research, only used very rarely in the development of safety-critical systems.
Some of the main obstacles can be summarized as follows.

(1) Incompatibility with the established design process.
(2) Limited scope and immaturity of the techniques and tools.
(3) Lack of skilled personnel.

We addressed the first and second point partly in Sec.[84l Here, we will elaborate
more on the fundamental weakness of formal verification in practice, namely, that
it firstly offers a proof in the mathematical sense and usually not in the juridical
sense. This means that mathematical proofs are in most cases not easily usable
in certification processes. This is due to several reasons.

(1) The proofs, if produced explicitly at all, are very large so that they cannot
be checked manually.

(2) Tools which produce the proofs need to be verified or at least qualified them-
selves, what they usually are not.

(3) The statements proved are accessible only to specialists, and they are often
difficult to interpret correctly.

We will exemplify these reasons by studying two proof techniques, model che-
cking and theorem proving, and suggest remedies to these obstacles.

Model checking: Model checking is the name for mostly automatic proof routines
which check whether the set of behaviors of a program (its runs) are a model for
a specification formula, i.e., whether the runs satisfy the specification. There is a
multitude of different model-checking algorithms and implementations. Ezplicit
model checkers enumerate systematically execution states of the program, sym-
bolic and SAT-based model checkers operate on logical representations of states.
Common to most model checkers is the requirement that the examined program
has only finitely many states (maybe after abstraction), and model checking
consists in cleverly covering all relevant cases. The problem with this approach
is that model checking is not intended to produce a proof — if the system is
correct, its output may simply be “yes”.

This is of course of not much help in convincing a certification authority
of the correctness of a particular statement. Since model checkers are complex
programs and efficiency is a major issue in their design, they are themselves hard
to verify. A very appealing way to overcome this hurdle is the following.
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(1) Extend the model checker to produce a proof. Such a proof might be rather
large, but will likely employ only simple constructs — codes for finite sets,
boolean representations and so on.

(2) Design a tool to check those proofs. It is easier to check proofs then to
construct them, and checking has only to be performed on the proofs relevant
to the safety case — namely on the final versions of design artifacts. Therefore,
such a tool need not be as efficient and elaborate as the prover itself, so it
can be much simpler and will be easier validated.

(3) Apply proof generation and proof checking for the program version to be
certified. Previous versions which have been produced during the develop-
ment need not be treated as thoroughly. Though formal verification may be
applied to them, the verification itself need not be checked.

Examples of how to extend different model checkers can be found in [59, [60],
though we are not aware of any realization used in practice. The reader may
consider the experiences with model checking Rhapsody in Sec. B354 to see
reasons for this state of affairs.

Theorem proving: Theorem proving offers a flexible way for machine assisted
proof of complex verification problems, see for instance the impressive achieve-
ments of the VeriSoft project [61} [62]. In principle, theorem provers construct
proofs, but there are two caveats: First, the proofs are constructed on the fly,
that means, they are not intended to be stored. Second, usually a theorem prover
for software verification employs automatic subroutines to increase efficiency. As
neither the theorem prover implementation nor its automatic subroutines (nor
the computer it runs on) are themselves verified, they face similar difficulties as
model checkers when certification is concerned. And approaches to overcome the
difficulties rely on similar means: Coq (http://coq.inria.fr/) has a small “certifi-
cation kernel” to check proofs, as does the Boyer-Moore theorem prover.

Summarizing, while the confidence in a system’s correctness may be greatly
improved through formal verification, its practical value today is still limited:
The effort involved is high, and the results, if achieved at all, are not readily
usable for system certification. Considering the remarkable progress made in this
field in the recent decade, we expect that these methods will gain importance in
the future.

8.5.4 Tool Support

In this section we give two examples of tools offering V&V support for UML, the
tool set ATG for automatic test generation [63] and the model checker RUVE
(Rhapsody UML Verification Environment) [64]. They both are extensions to
the “Rhapsody® in Cpp” design environment. Rhapsody in Cpp has an elabo-
rated Code Generator which produces Cpp code from models consisting of class
diagrams (for structure) and state machines or activity diagrams (for behavior)

10 Now IBM, formerly Telelogic, formerly i-Logix.
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which carry conditions and statements formulated in Cpp. A Simulator permits
to execute the resulting code with user input for external stimuli. There is no
animation of models besides the one through Cpp, other for instance than in the
case of Statemate®. Therefore, one may view the Cpp code as the semantics of
a model.

We continue now with a presentation of the extensions and a discussion of
their suitability for a safety-critical development.

Test Generation

The architecture of the test-generation extension (ATG for Automatic Test Ge-
nemtion to Rhapsody is depicted in Fig. B3l A simplified view of the Rhap-
sody environment is on the left of the figure, with Model Constructor, Code
Generator and Simulator as its main components for our presentation. When
an executable model has been constructed, the user can select a part of the mo-
del as a System Under Test (SUT) and provide test goals. These latter can be
expressed on the level either of the Cpp code or of the model itself. The most
important code-level testing goal is MC/DC, in model terms one may ask for
covering all states and transitions of the state machines in the SUT. In our sim-
plified description, we ignore details like code instrumentation (e.g. to observe
coverage in terms of the model) and the issue of the environment of the SUT
which is very important in practice. The goals are fed into the Test Generator.
The generator outputs a set of test sequences driving the model according tothe
specified goals, together with expected reactions of the SUT. It also reportson
the degree of coverage achieved by the set, which is not always hundred percent.

EE Target Tester | [&===-
Maodel
Constructor Test

Model Test Stimulus
Conductor Sequences

Code
Generator
Test
Generation
Simulator
Sequence

Diagrams

Rhapsody

Fig. 8.3. Architecture of the Test-Generation Extension to Rhapsody

1 Developed and marketed by BTC-ES.
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The sequences may be exported in the form of sequence diagrams for visua-
lization through the simulator. They can be applied to the model itself, or a
different revision of the model, via the Test Conductor which, in the case of a
regression test, will report any deviation from the expected behavior. Or they
may be exported to other test-execution environments, e.g. for the purpose of
testing compliance of target code or target system to the model. If the coverage
is insufficient, the generated test suites may be completed by manual effort.

ATG can be applied in implementing the first two of the approaches to adapt
testing to model-based development: Test cases generated from a model may be
run on a model from a later stage, or even the target itself (first approach), or
one may generate the test cases from specifically constructed model for covering
certain aspects (second approach). With respect to standard requirements in
safety-critical design, the generated test cases can be used for functional and
black-box testing, or, with specific test models, also for non-functional aspects
like timing.

Qualification is of course an issue. The test generator is the most advanced
component of the ATG extension. It works by symbolically executing the Cpp
code. Fortunately, the test generator itself does not have to be validated. Ins-
tead, one may independently — using a much simpler tool — validate the coverage
achieved. The test-cases conductor is more critical. If one relies on automatic
execution, the environment performing the tests has to be validated. Alternati-
vely, one may add extensive reporting to provide evidence for correctness and
completeness of the test execution.

Summarizing, the ATG extension to Rhapsody provides tool support to au-
tomate part of the testing activities which consume a substantial percentage of
the development effort. Thus, it adds to the advantages of model-based design
over traditional methods. Taking adequate provisions, ATG may even be applied
when developing a safety-critical system.

Model Checking

The architecture of the model-checking extension is depicted in Fig. B4l Cpp
code generated from Rhapsody models is translated into an automaton format
and fed into a model-checking engine, whose other input may come from a num-
ber of different specification formats (graphical, pattern-based, temporal-logic
formulae). The model-check engine is based on VIS, i.e. it is a symbolic mo-
del checker employing BDDs (Binary Decision Diagrams)@. Its output is either
the message that the model satisfies the specified requirement (“true”) or an
error path which may be animated on the model or visualized as a graphical
specification.

Other than the ATG extension, RUVE is limited in the input it can process.
Some of the limitations are inherent, others are founded in the experimental,
not yet mature state of the tool set. Since semantically, the input to the model
checker must be a finite automaton, dynamic object creation must be limited by
static bounds. Also, the component and association structure cannot be changed

12° A SAT-based engine may be used as an alternative.
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Fig. 8.4. Architecture of the Model-Checking Extension to Rhapsody

freely. Floating point numbers are not permitted for complexity reasons, and
pointer operations are restricted. What remains is still a large and practically
usable subset of the features of Rhapsody in Cpp.

The main usage of model checking is the verification of properties, which
are, despite the different input formats available to the user, in their essence
temporal-logic formulae. Model checking thus offers a way to verify properties
which are predicative in nature. It is less suited to show refinements, e.g. that
some model implements another, more abstract one. A second use case employs
the error-path feature for design animation. For the specification “Always Not
In(S)”, the model checker will output a path leading to the state S if S is
reachable. In that way, one may explore a model with automatic support. Further
usages employ instrumented models.

If one wants to use the model checker for direct verification, the qualification
question becomes important. There are two main issues.

First, the model checker does not work on the Cpp code (which, as already
discussed, can be seen as the true semantics of the UML model), but on an
automaton which has been generated by a nontrivial translation process. One
way to ensure the correctness of this step is to employ methods from compiler
validation. One could either validate the Code Translator, or independently
verify that it worked correctly on those models appearing in the safety case.

Second, one will have to verify the operation of the Model Checker com-
ponent. Since it seems impractical to certify this engine — the model checker
works on advanced data structures and is geared towards efficiency — the best
option is to verify that it worked correctly in the invocations relevant to the
safety case. In Sec. B.5.3we explained that a promising way is to equip the model
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checker with a feature that produces on request a proof for the answer “true”.
Though this has not been done for a BDD-based model checker as far as we
know, there is no fundamental difficulty involved. A proof will be a large object,
but a rather simple procedure would be able to check its correctness.

These obstacles prevent the practical application of RUVE in a safety-critical
development today. In addition, the resource consumption of RUVE is high
already for rather small UML models. One may say that UML state machines —
at least in this Rhapsody implementation — are a rather difficult object for formal
verification. As a result, RUVE can be applied successfully only in specific cases,
e.g. to aid the designer in analyzing a small model thoroughly. This may either
be an abstract model at an early design stage, or a model of a component like
one implementing a protocol for which model checking is particularly suited.
Other than test generation, model checking does not seem mature enough for
industrial application in UML-based design. Design for verification (i.e., language
restrictions), dedicated procedures and additions for certification seem to be
called for to enable profitable use of model checking on a larger scale.

8.6 Conclusion

UML and its extensions offer modeling elements for most aspects of interest in the
context of safety-critical software and system development. A major advantage of
UML is its wide dissemination for general purpose software development, while
e.g. domain-specific languages face communication barriers due to their limited
user basis. It is also clear that by introducing UML into the safety-critical systems
domain not any UML expert will automatically become a software safety engineer.
Model-based software development is not yet considered in the safety-critical
system standards. But statutory obligations and best practices recommend de-
sign qualities like structuredness, simplicity, and preciseness that are among the
key promises of model-based development. Considering the plurality and com-
plexity of UML, UML profiles and variants providing a well defined set of views
and a restricted set of notational elements with precise (formally defined) se-
mantics seem to be well suited for safety-critical systems. Upon the notational
basis, a consistent set of techniques supported by qualified tools has to be de-
fined that facilitates integration of UML models as key artifacts in a software
safety design process. Limited maturity of techniques and tools as well as lack of
elaborated methods supporting specific safety strategies are still severe hurdles
for the proliferation of UML in industrial safety-critical software design.
Verification and validation benefit a lot from executable models in early
design phases. Formal verification and testing contribute with a new quality of
rigour and completeness to verification efforts. Recent research in this field has
achieved substantial progress towards real-world size models and integration into
industrial design processes. By customizing verification techniques to particular
UML-based modeling frameworks, an equivalence between the verification mo-
del and the generated code executed on an abstract machine has been established
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for several tool environments. Such approaches are pathbreaking with regard to
the rigour in establishing functional correctness. In addition, the adaptation of
static analysis techniques to UML models enables assurance of most statically
verifiable properties in principle. But in the whole, tool support is still fragmen-
ted, scalability is limited, and skilled personnel is rare.

Additionally, certification aspects have yet to be addressed adequately: A
number of formally founded approaches still lack an explicit and conclusive ar-
gument on how mathematically proven facts relate to the properties of the real
system, its software components, and the software design artifacts. Despite ad-
vances proposing solutions to particular aspects and sketches of integrating them
with the software safety analysis sub-process, this still need to be improved for
most UML-based techniques. This applies for design-centered methods as well
as for V&V-centered ones.

Therefore, we may conclude that a lot of useful progress has been made.
And while no mature, consistent methodology has been found yet, with prudent
choice of techniques and tools, employing UML can improve the development of
safety-critical systems in practice today.
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