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Abstract. Correctness of asynchronously communicating systems (ACS)
is known to be a hard problem, which became even more actual after the
introduction of Service Oriented Architectures and Service Oriented Com-
puting. In this paper, we focus on one particular correctness property,
namely weak termination: at any moment of the system execution, at least
one option to terminate should be available. We present a compositional
method for constructing an ACS that guarantees weak termination. The
method allows for refinement of single components, refinement of compo-
sitions of components and the creation of new components in the system.
For two important classes of ACS, weak termination follows directly from
their structure. These classes focus on the concurrency over components
and on the implementation of protocols and communicating choices.

1 Introduction

Verification of asynchronously communicating systems is known to be a hard
problem. In past years, modeling and verification mainly focussed on business
processes. With the introduction of paradigms like Service Oriented Architec-
tures (SOA) [1, 4, 7], the focus shifts more and more to the modeling and veri-
fication of inter organizational processes. Different organizations form a virtual
organization to deliver a certain service to other organizations. Languages like
the Business Process Execution Language (BPEL) [5] and the current draft of
the Business Process Modeling Notation 2.0 (BPMN2) [13] are introduced to
model the interaction between processes.

In the paradigm of SOA, components deliver services to other components.
Communication between components is via message sending, and therefore asyn-
chronous. One of the main aspects of SOA is dynamic coupling of components:
to perform a service, a component may need services of other components, which
might be chosen during runtime. This way, during runtime a tree of service in-
stances is formed. We call this a service tree. Due to the dynamic coupling, but
also for privacy reasons, components only know their direct neighbors. Hence,
the whole service tree is not known to any component in the tree, a compo-
nent only knows to whom it is connected to. This dynamic nature makes the

B. Baudry and E. Wohlstadter (Eds.): SC 2010, LNCS 6144, pp. 106–121, 2010.
c© Springer-Verlag Berlin Heidelberg 2010



Construction of Asynchronous Communicating Systems 107

verification of a service tree very hard, or even infeasible. In this paper we fo-
cus on one correctness property, called weak termination, that can be checked
compositionally, by checking pairwise compositions of components.

Weak termination means that at any moment of the system execution, at
least one option to terminate exists. Note that weak termination does not re-
quire that the system always eventually terminates, we only guarantee that the
option to terminate always remains open. Weak termination guarantees that a
system cannot deadlock nor can it be trapped in an infinite loop: in each infinite
loop there is always an option to exit the loop. As the communication between
components is asynchronous, Petri nets [14] are a natural choice for modeling
the components and their interactions. In [2], the authors provide a method to
verify weak termination of service trees compositionally. Each component should
be weakly terminating, and each connected pair of components should satisfy a
certain condition. This way, a given service tree can be checked by only verifying
each component and each connected pair of components.

In this paper, we show a different approach. Instead of checking an existing
service tree, we present a construction methodology for a class of service trees
which are always weakly terminating. The methodology consists of three rules.
The first rule allows for the refinement of existing components by refining a
single place by a new component. The second rule enables the enrichment of the
interaction between components by the replacement of pairs of places by coupled
components that have the weak termination property. The last rule allows for
the creation of new components as an offspring of an existing component. On
top of this rules, we may apply classical refinement rules, e.g., as defined by
Murata [12], Berthelot [8], and the workflow refinement rule [10], to refine the
internal structure of the component.

For two base classes of coupled components, weak termination can be decided
based on their structure. Both classes occur frequently in the design of compo-
nents, and are based on two subclasses of Petri nets: marked graphs and state
machines. The first class focusses on concurrency over components, whereas the
latter focusses on communicating choices over components and the design of
interaction protocols.

This paper is structured as follows. In Section 2, we introduce some basic
concepts and notations. The component framework is explained in Section 3. We
present the construction methodology in Section 4, and in Section 5 we introduce
the two base classes of coupled components that are weakly terminating by their
structure. Finally, we conclude our paper in Section 6.

2 Preliminaries

Let S be a set. The powerset of S is defined as P(S) = {S′ | S′ ⊆ S}. With
|S| we denote the number of elements in S. The empty set, i.e., the set without
any elements is denoted by ∅. Two sets S and T are disjoint if S ∩ T = ∅. A
partition P ⊆ P(S) is a set such that

⋂
A∈P A = S and A∩A′ �= ∅ =⇒ A = A′

for all A, A′ ∈ P . We denote the set of all natural numbers as IN = {0, 1, 2, . . .}.
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A sequence σ of length n ∈ IN over S is a function σ : {1, . . . , n} → S. We
denote the length of a sequence by |σ| = n. We denote a sequence of length n
by σ = 〈a1, . . . , an〉 for some a1, . . . , an ∈ S. If |σ| = 0, it is the empty sequence
ε. The set of all finite sequences over S is denoted by S∗. Concatenation of
two firing sequences σ, υ ∈ S∗ is a function σ; υ : {1, . . . , |σ| + |υ|} defined by
(σ; υ)(i) = σ(i) for 1 ≤ i ≤ |σ| and (σ; υ)(i) = υ(i − |σ|) for |σ| < i ≤ |σ| + |υ|.
The Parikh vector of a sequence σ, denoted by −→σ , is a bag representing the
number of occurrences of each element in σ. A bag m (multiset) over S is a
function m : S → IN . For s ∈ S, m(s) denotes the number of occurrences of s in
m. We denote a bag by square brackets. E.g., in a bag [a, b2, c], element a occurs
once, element b twice, and element c once. All other elements have a multiplicity
of 0. We write INS for the set of all bags over S. The empty bag, i.e., for all
elements the multiplicity is 0, is denoted by ∅. We use + and − for the sum and
difference of two bags, and =, <, >, ≤, ≥ for the comparison of two bags, which
are defined in a standard way. Sets can be seen as a special kind of bag were all
elements occur only once.

A Petri net N is a tuple (P, T, F ) where P is the set of places, T is the set of
transitions, P and T are disjoint, and F ⊆ (P × T ) ∪ (T × P ) is the set of arcs.
An element of P ∪ T is called a node. Graphically, we denote places by circles,
transitions by squares, and arcs as arrows between places and transitions. The
preset •n of a node n ∈ P ∪ T is defined as •n = {n′ ∈ P ∪ T | (n′, n) ∈ F}.
Its postset n• is defined as n• = {n′ ∈ P ∪ T | (n, n′) ∈ F}. The state of
a Petri net, called a marking is a bag over the places P of N . A marking is
graphically represented by placing tokens in each place. A marked Petri net is a
pair (N, m0), where N is a Petri net and m0 a marking of N . A transition t ∈ T is
enabled in (N, m0), denoted by (N : m0

t−→) if •t ≤ m0. An enabled transition
in (N, m0) can fire resulting in a new marking m′ = m0 − •t + t•, denoted
by (N : m0

t−→ m′). We lift the notation of transition firing and enabledness
to sequences in a standard way. A sequence σ ∈ T ∗ of length n ∈ IN is a
firing sequence of (N, m0) if there exist markings mi−1, mi ∈ INP such that

(N : mi−1
σ(i)−→ mi) for all 1 ≤ i ≤ n, and is denoted by (N : m0

σ−→ mn). The
set of all reachable markings of (N, m0) is defined as R(N, m0) = {m | ∃σ ∈
T ∗ : (N : m0

σ−→ m)}. The set of all possible firing sequences from m0 to m is
denoted by L(N, m0, m) = {σ ∈ T ∗ | (N : m0

σ−→ m)}. A place is k-bounded
in (N, m0) for some k ∈ IN if m(p) ≤ k for all m ∈ R(N, m0). A marked Petri
net is k-bounded if all places are k-bounded. A place or marked Petri net is safe
if it is 1-bounded. A marking m of N is a deadlock if there are no transitions
enabled in (N, m). It is a home marking of (N, m0) if m ∈ R(N, m′) for all
m′ ∈ R(N, m0).

Two Petri nets N1 = (P1, T1, F1) and N2 = (P2, T2, F2) are isomorphic with
respect to some function ρ : P1 ∪ T1 → P2 ∪ T2 if ρ is bijective, ρ(p) ∈ P2 for all
p ∈ P1, ρ(t) ∈ T2 for all t ∈ T1 and (p, t)ıF1 if and only if (ρ(p), ρ(t)) ∈ F2.

If for a Petri net N = (P, T, F ) we have |•t| ≤ 1 and |t•| ≤ 1 for all t ∈ T , the
Petri net is an S-net, also called a state machine. If |•p| ≤ 1 and |p•| ≤ 1 for all
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p ∈ P , it is a T-net, also called a marked graph. If a net is a state machine, we
graphically omit the transitions between places.

A special class of Petri nets are workflow nets. A workflow net is a Petri net
N = (P, T, F ) such that there exist exactly one place i ∈ P with •i = ∅, called
the initial place, one place f ∈ P with f• = ∅, called the final place, and all
nodes n ∈ P ∪ T are on a path from i to f . A workflow net is sound if [f ] is a
home marking of (N, [i]) and for all transitions t ∈ T : ∃m ∈ R(N, [i]) : •t ≤ m.
A workflow net N is generalized sound if [fk] is a home marking of (N, [ik]) for
all k ∈ IN .

3 Asynchronous Communicating Systems

A system consists of components that communicate asynchronously with each
other via interfaces, and to each interface at most one component is connected.
In this approach, we model a component by a Petri net [14]. As communication
is asynchronous, we model the communication via special places, called interface
places (cf. [11]). An interface place is either an input place, i.e., the component
receives a message via this place, or an output place, i.e., the component sends
a message via this place. As a component needs to communicate with other
components, the interface places are partitioned into ports. Transitions have a
sign with respect to a port. For each port, a transition either sends messages (sign
!), it receives messages (sign ?), or it is silent (sign τ). Consider the component
shown in Figure 1. In this example, component N has three ports, G, H , and J .
Port G consists of two input places b and e, and three output places a, c and d.
Transition t has sign ! with respect to port G and sign τ with respect to port H .

The internal places together with the transitions form the inner structure
of the component, which we call the skeleton. The input and output places
determine the interfaces to the exterior. A component has one initial and one
final marking, in which only internal places are marked, i.e., in the initial and
final markings no interface places can be marked. The final marking does not
need to be a deadlock.

Definition 1 (Component, skeleton, sign). A component is an 8-tuple (P,
I, O, T, F,G, i, f) where ((P ∪ I ∪ O, T, F ), i) is a marked Petri net; P is a set
of internal places; I is a set of input places, and •I = ∅; O is a set of output
places, and O• = ∅; P , I, O are pairwise disjoint; G ⊆ P(I ∪ O) is a partition
of the interface places, called the ports. A transition either sends to or receives
from a port, i.e., •G∩G• = ∅ for all G ∈ G. i ∈ INP is the initial marking; and
f ∈ INP is the final marking. We call the set I ∪ O the interface places of the
component. Two components N and M are called disjoint if PN , PM , IN , IM ,
ON , OM , TN and TM are pairwise disjoint.

The skeleton of an OPN N is defined as the Petri net S(N) = (PN , TN , F )
with F = FN ∩((PN ×TN)∪(TN ×PN )). The sign of a transition with respect to
a port G ∈ G is a function λG : T → {!, ?, τ} defined by λG(t) =! if t• ∩ G �= ∅,
λG(t) =? if •t ∩ G �= ∅, and λG(t) = τ otherwise, for all t ∈ TN .
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Fig. 1. A component with three ports G, H and J

Even if a component is not connected to any other component, it should work
correctly, i.e., it should always be possible to reach the final marking of the
component. This property is called weak termination.

Definition 2 (Weak termination of a component). A component N is
weakly terminating if fN is a home marking of (S(N), iN ).

We do not require the final marking to be a deadlock. Instead, the final marking
can be a state from which it is always possible to return to, called an idle state
in which the component is in rest. For example, if the initial marking and final
marking are identical, this is the case.

Components communicate via their ports. Communication is only possible
if the input places of the one component are the output places of the other
component and vice versa. In our approach we compose components by fusing
interface places with the same name.

Definition 3 (Composition). The components A and B are composable if
there exists a port G ∈ GA ∩ GB such that (IA ∩ OB) ∪ (OB ∩ IB) = G and
PA ∩ PB = TA ∩ TB = IA ∩ IB = OA ∩ OB = ∅. If A and B are composable,
their composition is a component A ⊕G B = (P, I, O, T, F,G, i, f) defined by:
P = PA ∪ PB ∪ G, T = TA ∪ TB, F = FA ∪ FB; I = (IA \ G) ∪ (IB \ G);
O = (OA \G)∪ (OB \G); G = (GA ∪GB) \ {G} ; i = iA + iB; and f = fA + fB.
If there exists a unique port G ∈ GA ∩ GB such that A ⊕G B, we write A ⊕ B.

Consider again the example of Figure 1. Components N and M share port G,
and all input places of port G in N are output places of port G in M and vice
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versa. Hence, we can compose the two components via port G. In the resulting
net, the interface places of port G become internal places of the composition
N ⊕G M .

4 Construction Rules

To guarantee weak termination of a system consisting of asynchronous commu-
nicating components is in general very hard due to high degree of concurrency
of the components. In [2], a sufficient condition has been presented to pairwise
verify weak termination for a tree-structured composition of components. In this
section we present an approach that guarantees this condition by construction.
The approach consists of three rules to refine a system. The first rule is refine-
ment within a single component. In the second rule, two so called “synchronized
places” can be refined by a composition of two components. The last rule involves
the creation of a new coupled component in a system.

4.1 Refinement within Components

For Petri nets there already exist many refinement rules, like the rules of Mu-
rata [12] and Berthelot [8]. These rules guarantee weak termination: applying
them on a weakly terminating component results again in a weakly terminating
component. However, these rules are all applied on internal parts of the com-
ponent and do not extend the ports of a component. In [10], the authors show
that a place in a workflow net may be refined by a generalized sound workflow
net, while preserving the soundness condition. We redefine this refinement op-
eration on components and refine an internal safe place p of a component N
by a workflow component M . A workflow component is a component which has
a workflow net as skeleton, the only marked place in the initial marking is the
initial place of the skeleton, and the only marked place in the final marking is
the final place of the skeleton.

Definition 4 (Workflow component). A component N is a workflow com-
ponent if S(N) is a workflow net with initial place i and final place f , and
iN = [i] and fN = [f ].

When we refine a place p in a component N by a new workflow component M ,
all transitions in the preset of p are connected to the initial place of M , and all
transitions in the postset of p are connected to the final place of M . Place p is
then removed from N . The ports of M are added to the ports of N . Consider
the example of Figure 2. In this example, place p of component N is refined by
component M . In the refined net N ′, the port G of M is added to the already
existing ports of N .

Definition 5 (Place refinement). Let N be a component and M be a workflow
component, such that N and M are disjoint. Let p ∈ PN be a place that is safe in
(S(N), iN ). The refined component N�pM = (P, I, O, T,G, F, i, f) is defined as:
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Fig. 2. Refinement of place p in N by component M

P = (PN \ {p})∪PM ; I = IN ∪ IM ; O = ON ∪OM ; T = TN ∪TM ; G = GN ∪GM

F = FN \ ((•p×{p})∪({p}×p•))∪FM ∪(•p×{iM})∪({fM}×p•); i(s) = iN(s)
and f(s) = fN(s) for all s ∈ PA \ {p}, i(iM ) = iN (p) and f(fM ) = fN (p).

This definition of place refinement propagates the ports of the refining com-
ponent to the original component. At a first glance, this definition seems to
contradict the paradigm of information hiding. However, the definition allows
for the refinement of a component by a composed component, as long as this
composition remains a workflow component. This way, the ports remain invisible
to the environment of the original component.

Since we only allow to refine safe places, we do not need to require the com-
ponent with which the place will be refined to be generalized sound as in [10],
but weak termination as defined in the previous section is sufficient.

Theorem 6 (Refinement of safe places preserves weak termination).
Let N be a component and let M be a weakly terminating workflow component.
Let p ∈ PN be a safe place in (S(N), iN ). If both N and M are weakly terminat-
ing, then N �p M is weakly terminating.

4.2 Refinement over Components

In system construction, component interaction is often established in several cy-
cles. In each cycle the interaction is refined, until the desired communication
protocol is designed. The first rule, i.e., refinement of a single place in a com-
ponent, does not suffice, as it creates a new port. Thus, it cannot create a more
elaborate interaction protocol between components, it can only create new in-
teractions. Moreover, we want to refine the scheme of interacting components.
For example, a simple request-response pattern could be refined in a more elab-
orated negotiation pattern. Therefore, we introduce refinement of special pairs
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Fig. 3. Desired behavior for synchronized places p and q in component N

of places in a composition. Refinement of a single place in a weakly terminating
component by a weakly terminating subcomponent results again in a weakly
terminating component. Refinement of two places by a composition of two com-
ponents is in general not weakly terminating. As we refine a pair of places by a
composition, we need to be sure that there exists markings in which both places
are marked. If such a marking cannot be reached, the interaction we refine the
components with cannot be executed properly, and thus the refined composition
is not weakly terminating. An intuitive approach would be to apply this refine-
ment only to “synchronizable” places, i.e., two places such that whenever one is
marked before the other, it is always possible to keep the place marked until the
other is marked as well.

Consider two places p and q that satisfy this intuitive requirement, i.e, if p
becomes marked, then it is always possible to keep it marked until q is marked,
or vice versa. To describe the desired behavior on places p and q, we use a state
machine as shown in Figure 3(a). The initial marking s0 is also the final marking.
In the annotation of places, p means that p contains a token, and ¬p means that
p does not contain tokens (similarly for q). The arcs are annotated by sets of
transitions: for each element in the set on an arc from s to s′ there is a transition
with preset {s} and postset {s′}. The set R is defined as R = TN\(•p∪p•∪•q∪q•).
Initially, both places p and q are unmarked. If a transition in the preset of p or q
fires, we reach a state in which either p or q is marked. Then, if p is marked only
transitions in R or •q are able to fire, or, if q is marked, only transition in R or
•p are able to fire. If such a transition fires, we reach a marking in which both
places p and q are marked. From this state, first both places need to become
unmarked, before they can become marked again.

If any accepting firing sequence, i.e., a firing sequence from initial marking to
the final marking, in the skeleton of the component is also an accepting firing
sequence of Syncp,q(N), a pair of places is synchronized. Consider the example of
Figure 4. In this example, there exist accepting firing sequences of A⊕G B that
are also accepting firing sequences of Syncp,q(A ⊕G B). Consider the accepting
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firing sequence 〈t, u, w, v, x, y, z〉. Then this is not an accepting firing sequence of
Syncp,q. However, since transition v does not depend on the input of transition
w, we can swap these transitions. This way, we can shuffle the firing sequence σ
to the new firing sequence 〈t, u, v, w, x, y, z〉. This firing sequence is an accepting
firing sequence for both A ⊕G B and Syncp,q. Hence, if for any accepting firing
sequence of A⊕GB there exists such a shuffled firing sequence that is an accepting
firing sequence of both A ⊕G B and Syncp,q, places p and q are synchronized.
If there would exist an accepting firing sequence that cannot be reshuffled into
an accepting firing sequence of both, the interaction we refine with cannot be
initiated properly, and thus the refined composition is not weakly terminating
anymore.

Definition 7 (Synchronized places). Let A and B be two component com-
posable with respect to some port G ∈ GA ∩ GB. Two places p ∈ PA and q ∈ PB

are synchronized, denoted by p �N q if and only if

∀σ ∈ L(N, i, f) : σ ∈ L(Syncp,q(N))

A direct consequence of the definition of p �N q is that the synchronized places
p and q are safe in the skeleton of N .

Lemma 8. Let N be a component, and p, q ∈ PN such that p �N q. Then p
and q are safe in (S(N), iN ).

Checking whether two places are synchronized is decidable. The state machine
Syncp,q(N) extends Syncp,q(N) by adding an extra state annotated with error.
Let U = p•∪q•, V = U∪•p, W = U∪•q, X = •q∪•p, Y = X∪p•, and Z = X∪q•.
Connect the states as shown in Figure 3(b). Then, state error is a live lock,
which can only be reached if places p and q are not synchronizable. Hence, in
the synchronous product of component N and Syncp,q(N), no marking should
be reachable in which place error is marked, which is a classical coverability
problem that is decidable for Petri nets.

Given a composition N = A⊕G B, the refinement of two synchronized places
by a composition of two workflow components C ⊕H D results in a new compo-
sition, where in component A place p is refined by C, and in component B place
q is refined by D. The interface places of ports G and H become internal places.

Definition 9 (Refinement of synchronized places). Let A and B be two
components that are composable with respect to port G ∈ GA∩GB and let C and D
be two workflow components that are composable with respect to port H ∈ GC∩GD

and A⊕GB and C⊕H D are disjoint. Let p ∈ PA and q ∈ PB such that p �A⊕GB

q. The refined component (A⊕GB)p�q(C⊕HD) = (P, I, O, T, F,G, i, f) is defined
by: P = (PA⊕GB ∪PC⊕HD)\ {p, q}; T = TA⊕GB ∪TC⊕HD; I = IA⊕GB ∪ IC⊕HD;
O = OA⊕GB ∪OC⊕HD; F = (PA⊕GB ∪PC⊕HD \ ((•p×{p})∪ ({p}× p•)∪ (•q ×
{q}) ∪ ({q} × q•))) ∪ (•p × {iC}) ∪ ({fC} × p•) ∪ (•q × {iD}) ∪ ({fD} × p•);
i = iA⊕GB; and f = fA⊕GB.
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Consider the example of Figure 4. In this example, place p of component A and
place q of component B are synchronized in A ⊕G B. Components C and D
are workflow components. Both compositions A ⊕G B and C ⊕H D are weakly
terminating. The refined component (A ⊕G B)p �q (C ⊕H D) is also weakly
terminating.

Theorem 10 (Weak termination for refinement of synchronized places).
Let A and B be two components that are composable with respect to port G ∈ GA ∩
GB and let C and D be two workflow components that are composable with respect
to port H ∈ GC ∩GD and A⊕G B and C⊕H D are disjoint. Let p ∈ PA and q ∈ PB

such that p �A⊕GB q. If A ⊕G B and C ⊕H D are weakly terminating, then the
refined component (A ⊕G B)p�q (C ⊕H D) is also weakly terminating.

4.3 Creating New Components

The first two rules only allow to extend existing components. With the third
rule, it is possible to connect new components in a system such that the system
remains weakly terminating. The rule is based on the principle of outsourcing.
Consider Figure 5. For example, if place p has the meaning that when a token
resides in it, “an item is produced”, and the decision is taken to outsource the
production activity, we can add two transitions: a “start producing item” and a
“finish producing item”. Then the start transition initiates the component pro-
ducing the item, and the finish transition fires if the item is produced. Creating
a new port for these transitions allows the connection of a new component to
the existing system. To realize the intended refinement, a place p in a compo-
nent N is refined by the component M1 – a component that sends a message
over a new port G and then waits in place x until it receives a message on port G.
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Fig. 5. Extending the composition with a new coupled component

Component M1 is composed to a component M2 that waits in an idle state until
it receives a message on port G, thus marking place y. M2 then sends a message,
and returns to its idle state. In BPEL, this corresponds to an invoke activity,
where a message is sent to execute an operation, and the activity waits for the
result of the operation. There are many variants of this rule possible.

If in a weakly terminating component the place we extend is safe, the newly
created system is again weakly terminating. Furthermore, the newly added places
x and y are synchronized by construction. Hence, we can apply the second rule of
the approach on these places to refine the interaction between N �p M1 and M2.

Theorem 11. Let N be a component, M1 ⊕ M2 the request-response net as
depicted in Figure 5, such that N and M1 are disjoint and N and M2 are disjoint.
Define N ′ = (N �p M1) ⊕ M2. Then N ′ is weakly terminating and x �N ′ y.

5 Basic Classes of Weakly Terminating Compositions

In the previous section, we presented a construction approach to build systems
that are weakly terminating by construction. However, for the second rule, i.e.,
to refine two synchronized places, we need a weakly terminating composition of
two workflow components. In this section, we present two basic classes of com-
municating components for which the communication condition can be decided
based on their structure. The first class is based on marked graphs, and intro-
duces concurrency within components and concurrent communication in com-
positions. The second class is based on state machines, to build more complex
communication interactions and protocols.
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5.1 Acyclic Marked Graph Components

A special subclass of Petri nets are marked graphs. In a marked graph, or T-
net, all places have a preset and postset of length at most one. We extend this
notion to components: a workflow component is a T-component if its skeleton is
a marked graph, and all interface places are connected to exactly one transition.
In [10], the authors show that if a T-workflow, i.e., a workflow that is also a
T-net, is acyclic, it is generalized sound. We can use these results to obtain a
similar result for T-components: if a T-component is acyclic, it is safe and weakly
terminating.

Lemma 12 (Weak termination and safeness and T-components [10]).
Let N be a T-component such that S(N) is acyclic. Then it is weakly terminating
and safe.

By definition of a T-component, each interface place in a component has at
most one transition connected to it. Hence, if two T-components are compos-
able with respect to some port, in their composition these interface places have
one transition in their preset and one transition in their postset, and thus the
composition is again a T-component. From Lemma 12, we may directly con-
clude that if the composition of two T-components is acyclic, the composition is
weakly terminating and safe.

Theorem 13 (Weak termination and safeness for compositions of T-
components). Let N and M be two acyclic T-components composable with
respect to some port G ∈ GN ∩GM such that N ⊕G M is acyclic. Then N ⊕G M
is safe and weakly terminating.

As a result, we may refine two synchronized places in a composition by an
acyclic composition of T-components. The algorithm presented in the previous
section can be used to determine the pairs of synchronized places. If places in
a T-component are causal independent, i.e., it is possible that both places are
marked in a place, then they are synchronized.

5.2 Isomorphic State Machine Components

A second subclass of Petri nets are state machines. A state machine is the dual
of a marked graph: each transition has a preset and a postset of length at most
one. A workflow component is an S-component if its skeleton is a state machine,
and each interface place is connected to exactly one transition. From [10], it is
easy to conclude that S-components are always weak terminating and safe.

Lemma 14 (Weak termination and safety of S-components). Let N be
an S-component. Then it is weakly terminating and safe.

Although S-components have a simple structure, their composition is not. Com-
posing S-components introduces concurrency; it is very simple to compose two
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S-components such that the resulting composition can never reach the final mark-
ing, or even has deadlocks. We illustrate this with some examples. In Figure 6 we
see a classical example showing that the composition of two sound S-components
is not sound anymore. The choice A made is not communicated to component
B. Hence, both can make a different choice, thus entering a deadlock. A solution
to overcome this problem is to only connect S-components that have isomorphic
skeletons, and communicate all choices. However, in Figure 7 we see two isomor-
phic S-components and although all choices made by A are communicated, we
see that A ⊕ B is not weakly terminating, since in A the loop may be executed
more times than component B executes the loop. Hence, tokens remain in the
interface places, and thus the composition is not weakly terminating.

The composition of two T-components resulted in a T-component again. A
similar property does not hold for S-components. The communicating transitions
violate the state machine property in the composition: in the composition either
their preset or their postset contain two places. These examples show that we
need strong requirements to allow the composition of two S-components. First,
we require the S-components to have isomorphic skeletons, and all transitions
communicate, but only to the transition it is isomorphic to. Hence, all transitions
either send or receive on the port that is used for the composition. Secondly,
we require that if a component makes a choice, i.e., two or more transitions
are enabled in a marked place, this choice is communicated, since otherwise
the other component does not know in what state the first component is. This
means that if two transitions share a place in their preset, they have the same
sign. Last, we require that in every loop, there are at least two transitions with
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a different sign. As all transitions either send or receive, the last requirement
implies the existence of both a sending transition and a receiving transition in
each loop. If all the requirements hold, we say that the composition agrees on
the isomorphism.

Definition 15 (Composition agrees on isomorphism). Let A and B be
two S-components such that their skeletons are isomorphic with respect to ρ.
The composition N = A ⊕G B for some port G ∈ GA ∩ GB agrees on ρ if and
only if:

– for all transitions t ∈ TA, t′ ∈ TB, there exists a place s ∈ G such that
{(t, s), (s, t′)} ⊆ FN or {(t′, s), (s, t)} ⊆ FN if and only if ρ(t) = t′;

– All transitions in the postset of a place have the same sign, i.e. ∀p ∈ PN , t1, t2
∈ p• : λG(t1) = λG(t2);

– For all markings m ∈ R(S(A), iA) and firing sequences σ ∈ T ∗
A such that

(S(A) : m
σ−→ m) there are i, j ∈ {0, . . . |σ|} such that λG(σ(i)) =! ∧

λG(σ(j)) =?.

Although isomorphism is a strong requirement, in practice it is often used for
protocol design between agents. First a state machine is designed that represents
the communication between the two agents. In each state of choice, only one
agent can make a choice. Then the state machine is copied for both agents, and
the communication between the transitions is added. Definition 15 gives a set of
rules for asynchronous communication between these transitions such that the
composition is always weakly terminating and safe.

Theorem 16. Let N and M be two composable S-components with respect to
some port G ∈ GN ∩GM such that their skeletons are isomorphic with respect to
some bijective function ρ. If the composition N ⊕G M agrees on ρ, N ⊕G M is
weakly terminating and safe.

If the skeletons of two components B and C are isomorphic, and their compo-
sition agrees on this isomorphism, the markings reachable in the composition
have a special form: each marking consists of a marked place of B, a marked
place of C and some marked interface places. As a consequence of the structure
of the composition, it is always possible to mark a place p and its isomorphic
place ρ(p), without any interface marked.

In Figure 8 an example system is shown that is constructed using the presented
approach. The system was constructed by starting with a single marked place.
By the standard refinement rules of Murata [12], the component is refined to
a simple marked graph with two places in parallel. Using the third rule, for
both places a new component is created. Next, the second rule is applied twice
to refine the two synchronized places by a composition of two S-components
that agree on the isomorphism of their skeletons, and an acyclic composition of
T-components. By construction, the system is weakly terminating.
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Fig. 8. System constructed using the constuction method

6 Conclusions

In this paper, we presented a construction methodology for asynchronously com-
municating systems that guarantees weak termination. We model components
and their interaction with Petri nets. The construction method consists of three
rules. The first rule allows for the refinement of safe places by a weakly termi-
nating workflow component. If the initial component is weakly terminating, the
refined component is also weakly terminating. In the second rule, we refine two
synchronized places by a weakly terminating composition of two workflow com-
ponents. A pair of places is synchronized if it is always the case that if one place
is marked before the other, it is always possible to keep that place marked until
the other is marked as well. If the original composition is weakly terminating,
the refined composition is weakly terminating as well. The third rule allows the
creation of new coupled components.

We studied two classes of coupled components that are weakly terminating
by their structure. The first class is based on marked graphs. If a composition
of two workflow T-components is an acyclic marked graph, the composition is
weakly terminating. The second class is based on state machines. If the compo-
sition of two S-components that are isomorphic on their skeleton agrees on the
isomorphism, the composition is weakly terminating.

In [6] the authors give a constructive method preserving the inheritance of
behavior, which can be used to guarantee the correctness of interorganizational
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processes. Other formalisms, like interface automata [3] use synchronous commu-
nication, whereas we focus on asynchronous communication, which is essential
for our application domain, since the communication in SOA is asynchronous.

In [9], the authors propose to model choreographies using Interaction Petri
nets, which is a special class of Petri nets, where transitions are labeled with the
source and target component, and the message type being sent. To check whether
the composition is functioning correctly, the whole network of components needs
to be checked, whereas in our approach this is guaranteed by construction.

To keep our results at a conceptual level, we present our results on Petri net
models. Our method can easily instaciated for industrial languages like BPEL,
to facilitate the construction of web services in development environments like
Oracle BPEL or IBM Websphere.
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