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Abstract. In this paper we study scoring and order approach to concept
interpretation in description logics. Only concepts are scored/ordered,
roles remain crisp. The concepts in scoring description logic are fuzzi-
fied, while the concepts in order description logic are interpreted as pre-
orders on the domain. These description logics are used for preferential
user-dependent search of the best instances. In addition to the standard
constructors we add top-k retrieval and aggregation of user preferences.
We analyze the relationship between scoring and order concepts and we
introduce a notion of order-preserving concept constructors.

1 Introduction

The main motivation of our research is a large amount of data available on the
web. It is the effort of Semantic Web community to use ontologies and description
logics (DLs) for expressing knowledge about this data. One of the approaches
to tackle with this problem are fuzzy description logics (fuzzy ontologies). The
connection of description logic and fuzzy set theory appears to be suitable for
many areas of Soft Computing and Semantic Web.

One interesting application of fuzzy DLs is representation of user preferences.
Users naturally express their preferences in a vague, imprecise way (e.g. “I want
to buy a cheap and fast car”). It is possible to handle such vague requirements
with fuzzy sets. Moreover, users often need only top-k best answers, ordered
by their specific preferences. Therefore we use modified top-k algorithm [6] for
user-dependent search of k best objects.

We explore a specific problem when the knowledge base has a simple struc-
ture but contains a large number of individuals. We choose the description logic
traditionally called EL ([1,2]), which allows only concept conjunction and exis-
tential restrictions to define complex concepts. Then we add fuzzy concepts to be
able to represent user preference. Thus an individual which belongs to a prefer-
ential concept good car to degree 0.9 is preferred more than an individual with
a membership degree 0.5. Fuzzy membership values are handled by a concrete
domain D (inspired by [11], see also [8] chapter 6 for an introduction to concrete
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domains). This kind of fuzziness does not affect roles, so they remain crisp. We
call the resulting DL a scoring description logic, s-EL(D).

The specific fuzzy membership value or score does not play any role in many
applications - only the order implied by the fuzzy value matters. The actual
score is hidden to user in some applications, e.g. Google search. Therefore we
present another DL called order DL o-EL(D), where concepts are interpreted as
preorders of instances, and roles remain crisp. Having such a DL enables us to
combine a part of a knowledge base describing user preferences as a module with
the rest of the knowledge base (i.e. using an ontology).

The two description logics defined in this paper have many similarities. We
can define a corresponding order concept for every scoring concept. An impor-
tant question is whether complex concepts also have this feature. The main
contributions of this paper are results on connections of o-EL(D) to s-EL(D).

2 Description Logic s-EL(D) with Scoring Concepts and
Aggregation

This section briefly recalls s-EL(D), first published in [4]. As any other DL,
s-EL(D) describes its universe of discourse (domain) using concepts and roles.
Concepts can be viewed as classes of individuals (objects), while roles can be
viewed as binary predicates describing various relationships among individuals.
See [8] for basic DL theory.

The description logic s-EL(D) is fuzzified, however, it differs from other fuzzy
DLs. It is designed especially to represent user preferences and allow preferen-
tial top-k queries. The main difference is that we use crisp roles to describe
relationships of objects from the domain and fuzzy (scoring) concepts to repre-
sent vague user preferences. Allowed constructors are top concept �, conjunc-
tion C � D and existential restriction ∃R.C. A DL knowledge base consists of
a TBox with complex concept definitions C � D and C ≡ D and an ABox
with assertions about individuals (role assertions (a, c) : R and concept asser-
tions 〈a : C, t〉, where t is a truth value). We use a finite set of truth values
TVn = { i

n : i ∈ {0, . . . , n}} ⊂ [0, 1].
Every interpretation I consist of a non-empty domain ΔI and an interpreta-

tion function •I . Concepts are interpreted as fuzzy sets of elements from the do-
main (see Table 1, row 1), roles are interpreted as crisp relations RI ⊆ ΔI ×ΔI .
Interpretations of complex concepts can be seen on Table 1, where A, C, D are
concept names, R is a role, u is a concrete role and a, b are individuals.

An interpretation I is a model of TBox definition C � D iff ∀x ∈ ΔI :
CI(x) ≤ DI(x), definition C ≡ D, iff ∀x ∈ ΔI : CI(x) = DI(x), ABox concept
assertion 〈a : C, t〉 iff CI(a) ≥ t and role assertions (a, c) : R iff (a, c) ∈ RI .

The interpretation of existential quantifier ∃R.C is similar to other fuzzy DLs
(like sup

b∈ΔI
min{RI(a, b), CI(b)} in [11]), except that we use crisp roles, so the

value of RI(a, b) is always 0 or 1. Apart from standard EL constructors allowed
in the TBox, we add concrete domain predicates P , aggregation @U and top-k
constructor. They are described more closely throughout the rest of this section.
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Table 1. Syntax and Semantics of s-EL(D)

Syntax Semantics

A AI : ΔI −→ TVn

� �I : ΔI −→ {1}
C � D (C � D)I(a) = min{CI(a),DI(a)}
∃R.C (∃R.C)I(a) = sup

b∈ΔI
{CI(b) : (a, b) ∈ RI}

∃u.P (∃u.P )I(a) = sup
b∈ΔD

{P (b) : (a, b) ∈ uI}

top-k(C) top-k(C)I(a) =

{
CI(a), if

∣∣b ∈ ΔI : CI(a) < CI(b)
∣∣ < k

0, otherwise

@U (C1, . . . , Cm) @U (C1, . . . , Cm)I(a) =

m∑
i=1

wiCI(a)

m∑
i=1

wi

Example 1. Let the knowledge base contain data from the used car sales. We
have a concept car and roles has horsepower, has price, has mileage. Facts
in the ABox are transfered from a (crisp) relational database, so the membership
values of both individuals Audi A3 and Mercedes Benz 280 in the fuzzy concept
car is equal to 1.

〈Audi A3 : car, 1〉
(Audi A3, 7900) : has price
(Audi A3, 73572) : has mileage
(Audi A3, 110) : has horsepower
〈Mercedes Benz 280 : car, 1〉
(Mercedes Benz 280, 9100) : has price
(Mercedes Benz 280, 127576) : has mileage
(Mercedes Benz 280, 147) : has horsepower

Different users may have different preferences to price, mileage and horsepower.
Instead of exact preferences, we support vague concepts like good price,
good mileage, good horsepower. Interpretations of these concepts vary from
user to user – for example, 20000 EUR is a good price for one user and un-
acceptable for another. Therefore all preference concepts will be user-specific
(e.g. good priceU1 for user U1) and we represent them with concrete domain
predicates [8].

We chose the concrete domain D originally defined in [11], because it con-
tains basic trapezoidal predicates, sufficient to represent user preferences. It is
defined as D = (ΔD , P red(D)), where the domain ΔD = R and the set of predi-
cates Pred(D) = {lta,b(x), rta,b(x), trza,b,c,d(x), inva,b,c,d(x)} contains monotone
and trapezoidal fuzzy sets (unary fuzzy predicates). The interpretation of fuzzy
predicates is fixed, handled by the concrete domain. Figure 1 shows lta,b(x)
(left trapezoidal membership function), rta,b(x) (right trapezoidal), trza,b,c,d(x)
(trapezoidal) and inva,b,c,d(x) (inverse trapezoidal) with one variable x and pa-
rameters a, b, c, d.
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Fig. 1. Fuzzy membership functions of basic trapezoidal types

Fuzzy concrete domain D adds a concept constructor ∃u.P , where P ∈ PredD

and u is a concrete role. This constructor generates a total preorder, because P
has a fixed interpretation.

Example 2. We further extend the knowledge base stated above with preference
concepts of user U1.

good priceU1
≡ ∃(has price).lt7000,9000

good horsepowerU1
≡ ∃(has horsepower).rt100,150

good carU1
≡ car � good price� good horsepower

Then every model I of the knowledge base will satisfy the following:

〈Audi A3 : good priceU1
, 0.55〉

〈Audi A3 : good horsepowerU1
, 0.2〉

〈Audi A3 : good carU1
, 0.2〉

〈Mercedes Benz 280 : good priceU1
, 0〉

〈Mercedes Benz 280 : good horsepowerU1
, 0.94〉

〈Mercedes Benz 280 : good carU1
, 0〉

Fuzzy conjunction is not always suitable to represent user preferences because it
penalizes some objects that may be still interesting for the user. This is the case
of the individual Mercedes Benz 280, which has very good value of horsepower
for user U1, but the price is beyond preferred range. Instead of the conjunction,
we can use aggregation to obtain overall preference value. Aggregation functions
are m-ary fuzzy functions @U : TV m

n −→ TVn, monotone in all arguments and
such that @U (1, . . . , 1) = 1 and @U (0, . . . , 0) = 0. We do not require other prop-
erties such as being homogeneous, additive or Lipschitz continuous, though such
functions can be more useful for the computation. Note that aggregations are
a generalization of both fuzzy conjuctions and disjunctions. As such, unrestricted
aggregations add too much expressive power to the language [10]. According to
the paper [5], the instance problem for DLs with aggregation is polynomially
decidable, provided that the subsumption of two aggregations can be decided in
polynomial time.

If we use aggregation, the concept good carU1
from our example will be

@U1(good priceU1
, good horsepowerU1

), where the aggregation is a weighted
average @U1(x, y) = x+2y

3 . Then the minimal model will be different:

〈Audi A3 : good car, 0.32〉
〈Mercedes Benz 280 : good car, 0.63〉
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Instead of standard reasoning tasks, we add a new task, top-k retrieval, to
our description logic: for a given concept C, find k individuals with the greatest
membership degrees. The value of top-k(C)I(a) is equal to CI(a) if a belongs
to k best individuals from preference concept C (or it is preferred equally as
kth individual). Otherwise the value is set to 0. Note that according to the defi-
nition of top-k(C)I(a) in Table 1, we return those elements for which the number
of strictly greater elements is less than k, which includes the ties on the kth po-
sition. Thus the result can possibly include more than k individuals. The
original top-k algorithm [7] is non-deterministic – instead of returning all ties
on the kth position, it chooses some of them randomly and returns exactly k ob-
jects. We use this non-standard definition in order to make the top-k constructor
deterministic.

Top-k algorithm [6] uses a preprocessing stage to generate lists of individuals
ordered by role values. In the example above it would generate three ordered lists
of individuals (for has price, has mileage and has horsepower). The lists are
traversed in specific order dependent on the particular fuzzy sets. The algorithm
evaluates aggregation function on the fly and determines threshold value to find
out if some other objects can have greater overall value than objects already
processed. This algorithm has proved to be very efficient (see [6]).

3 Description Logic o-EL(D) with Concept Instance
Ordering

Every preference concept defined in the previous section generates ordering of
individuals according to the preference value. Conjunctions or aggregations are
necessary to obtain overall order. This principle is similar to the decathlon rules:
athletes compete in ten disciplines, each discipline is awarded with points ac-
cording to scoring tables. All points are summed up to determine the final order.
This is the case when all precise scores are important to determine the final score.

There are other cases when the score itself is not important. Recall another
example from sport: in Formula 1, the first eight drivers gain points according
to the point table (10, 8, 6, 5, 4, 3, 2, 1) regardless of their exact time, speed or
headstart. The final order is also determined by summing up all points. A similar
system is used in Tour de France, where riders can earn points at the end of each
stage. The stages are divided into several types and each type has its own point
table.

To return back to computer science, user preference is often represented as
an order, partial or total. The partial order can be induced from user inputs like
“object a is better than object b” or from sample set of objects rated by the
user. Inductive learning of user preference from such rated set of objects means
finding a linear extension of the partial order and thus be able to compare any
pair of objects.

In this section we propose description logic o-EL(D) with concepts C≤ in-
terpreted as non-strict preorders on the domain, CJ

≤ . From a logical point of
view, we interpret both concepts and roles as binary predicates. If (a, b) ∈ CJ

≤ ,
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Table 2. Syntax and Semantics of o-EL(D)

Syntax Semantics

A≤ AJ
≤ ⊆ ΔJ × ΔJ

�≤ ΔJ × ΔJ

C≤ � D≤ {(a1, a2) : (a1, a2) ∈ CJ
≤ ∧ (a1, a2) ∈ DJ

≤}
∃R.C≤ {(a1, a2) : ∀c1 (a1, c1) ∈ RJ ∃c2 (a2, c2) ∈ RJ : (c1, c2) ∈ CJ

≤ }
∃u.P {(a1, a2) : ∀c1 (a1, c1) ∈ uJ ∃c2 (a2, c2) ∈ uJ : P (c1) ≤ P (c2)}

@U (C≤1 , . . . , C≤m) defined below

top-k(C) defined below

then a belongs to the concept C≤ less than b (or equally). If C≤ is a concept
representing user preference, we say that b is preferred to a. Complex concepts
in o-EL(D) are constructed according to Table 2 (compare with Table 1). Lower-
case letters denote individuals, except for u which denotes a concrete role. Two
additional non-standard constructors (aggregation and top-k constructor) are
defined in the subsequent text.

A preorder is a reflexive and transitive relation. We do not need the anti-
symmetry condition (as is required for partial orders) because there can be two
individuals that are not identical despite being equally preferred. We call such
individuals indiscernible according to preference concept C. A preorder is total,
if ∀a, b ∈ ΔJ : (a, b) ∈ CJ

≤ ∨ (b, a) ∈ CJ
≤ (one or both inequalities can hold).

We use the same concrete domain as in case of s-EL(D). Typical TBox def-
initions are C≤ � D≤ and C≤ ≡ D≤. The ABox contains concept assertions
(a1, a2) : C≤ and role assertions (a, c) : R. To distinguish the interpretations in
o-EL(D) from s-EL(D), we denote the order-oriented interpretations as J .

An interpretation J is a model of C � D iff (a, b) ∈ CJ
≤ implies (a, b) ∈ DJ

≤ ,
and C ≡ D, iff CJ = DJ . J is a model of an ABox assertion (a1, a2) : C≤ iff
(a1, a2) : CJ

≤ . Role assertions are handled in the same way as in s-EL(D).
Top concept �≤ is interpreted as a complete relation ΔJ × ΔJ , where all

individuals are equally preferred. Concept conjunction C≤ �D≤ often produces
partial preorder, even if C≤ and D≤ are total preorders. According to the order-
extension principle, it is possible to extend (C≤ � D≤)J to a total preorder.
However, this extension does not have to be unique. Sometimes it is more con-
venient to use aggregation @U instead of concept conjunction, especially when
we consider a conjunction of more than two concepts.

The semantics of ∃R.C≤ is chosen to be analogous with s-EL(D). Imagine
that the individual a1 is connected with c1, c2, c3 (values of role R), while a2 is
connected with c4, c5, c6. In the scoring case, we would simply take the supremum
of CI(c1), CI(c2), CI(c3) as the fuzzy value of ∃R.CI(a1) and analoguously for
∃R.CI(a2). Then we just compare the suprema. To simulate the “supremum”
in the ordering case, we must define that for every ci connected with a1 there
exists a better cj (with respect to the preference concept C≤) connected with a2

via role R.
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For every @U with arity m and for every m-tuple of order concepts C≤j ⊆
ΔJ × ΔJ aggregation @J

U (C≤1 , . . . , C≤m) ⊆ ΔJ × ΔJ is a partial preorder. If
(a, b) ∈ CJ

≤j
for every j = 1, . . . , m, then (a, b) ∈ @J

U (C≤1 , . . . , C≤m). We define
aggregation similar to Formula 1 rules. First of all, it is necessary to define the
level of instance a in the interpretation of concept C. It is the biggest possible
length of a sequence such that the first element is a and every following element
is strictly greater than its predecessor.

level(C, a,J ) = max
l∈N

{l : ∃b1, . . . , bl ∈ ΔJ ∀i ∈ {1, . . . , l − 1}(bi, bi+1) ∈
CJ ∧ (bi+1, bi) /∈ CJ ∧ b1 = a}
Next we define a scoring table for the aggregation, which is a finite strictly de-
creasing sequence score@U (score1, . . . , scorem) like (10, 8, 6, 5, 4, 3, 2, 1). The
differences bet ween adjacent elements are also decreasing, but not strictly. The
pair (a, b) belongs to aggregation @J

U (C≤1 , . . . , C≤m) if

m∑
j=1

scorelevel(C≤j
,a,J ) ≤

m∑
j=1

scorelevel(C≤j
,b,J ).

This means that we find the level of individual a in every preference concept CJ
≤j

,
then we determine the corresponding scores for these levels and sum up all the
scores. If the individual b has better levels in the preference concepts CJ

≤j
than

individual a, it will also have a higher sum of all scores.
It is also straightforward to define top-k queries. Let Ca = {c ∈ ΔJ : (a, c) ∈

CJ
≤ ∧ (c, a) /∈ CJ

≤ } be a set of individuals strictly greater than a in ordering
concept C≤. Then (a, b) ∈ top-k(C≤)J , iff:

1. (a, b) ∈ CJ
≤ or

2. |Ca| ≥ k

If C≤ was a total preorder, then top-k(C≤) will be also total. Top-k constructor
preserves the original order of the first k individuals, including the ties. Note
that the first k individuals often occupy less than k levels because some of them
are ties. Concerning the ties on the last included level (not necessarilly the k-th
level), we can either choose only some of them to fill up the needed amount of
elements, or we can return them all. We choose the latter possibility, even if we
end up with more than k elements in the result, because it makes our definition
deterministic. If some element a has more than k strictly greater elements in CJ

≤ ,
so that it is beyond the last included level (see condition 2), it is made lower or
equal to all other elements, which moves it to the last level in top-k(C≤)J .

Example 3. We transform the knowledge base from the previous section:

(Audi A3, Mercedes Benz 280) : car
(Mercedes Benz 280, Audi A3) : car
(Audi A3, 7900) : has price
(Audi A3, 110) : has horsepower
(Mercedes Benz 280, 9100) : has price
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(Mercedes Benz 280, 147) : has horsepower
good priceU1

≡ ∃(has price).lt7000,9000

good horsepowerU1
≡ ∃(has horsepower).rt100,150

good carU1
≡ car � good priceU1

� good horsepowerU1

Every model J of the knowledge base will satisfy the following:

(Mercedes Benz 280, Audi A3) : good priceU1

(Audi A3, Mercedes Benz 280) : good horsepowerU1

The latter assertion is satisfied because ∀c1 (Audi A3, c1) ∈ has horsepowerJ

∃c2 ∈ ΔJ (Mercedes Benz 280, c2) ∈ has horsepowerJ : (c1, c2) ∈ rtJ100,150.
We have only one possibility c1 = 110 and c2 = 147 and moreover (110, 147) ∈
rtJ100,150.

Note that neither the tuple (Audi A3, Mercedes Benz 280), nor the tuple
(Mercedes Benz 280, Audi A3) belongs to good carJU1

in every model J . This
is caused by the ambiguity in concept conjunctions (because the interpreta-
tion of the concept good carU1

is a partial preorder). This shows a necessity
to use aggregations instead of concept conjunctions. Let us define the scoring
table for aggregation @U1 as (3, 2, 1) and the preferential concept good carU1

as
@U1(good priceU1

, good horsepowerU1
). Individual Audi A3 has the first place

in concept good horsepowerU1
, while Mercedes Benz 280 is first in the concept

good priceU1
. The result is that both individuals gain five points in total (three

for the first place and two for the second place) and every interpretation must
satisfy both:

(Mercedes Benz 280, Audi A3) : good carU1

(Audi A3, Mercedes Benz 280) : good carU1

4 Relationship between Scoring and Order Approach

Definitions for s-EL(D) and o-EL(D) are much similar, but the two logics are not
equivalent. At the first sight, it is obvious that o-EL(D) drops exact membership
degrees, thus it loses the ability to express some features of s-EL(D). If we
have a “constant” fuzzy concept CI(a) = w ∈ TVn for every a ∈ ΔI , the
corresponding order concept in o-EL(D) will be CJ

≤ = ΔJ × ΔJ , regardless
of the value w. Similarly, if DI(a) ≤ DI(b), the corresponding order concept
contains the pair (a, b) ∈ DJ

≤ , but we lose information about the difference
DI(b) − DI(a).

If we compare a scoring concept C with ordering concept C≤, we are
concerned about the order of individuals. It is straightforward to define corre-
sponding order-preserving concept A≤ for every primitive concept A and for any
interpretation AI . We define (a, b) ∈ AJ

≤ iff AI(a) ≤ AI(b). Concept construc-
tors should also preserve order of individuals. We start from a scoring concept
A, transform it to a corresponding ordering concept A≤, use constructors (let
us denote a generic constructor as m(A), m(A≤)) on both concepts and finally



Comparison of Scoring and Order Approach 717

compare order of individuals in the results. If m(A≤) is a partial preorder, there
are many possible total extensions.

Let (a, b) ∈ AJ
≤ iff AI(a) ≤ AI(b). Constructor m(A) is order-preserving if

there exists a linear extension m(A≤)′ of m(A≤) such that ((a, b) ∈ m(A≤)′J iff
m(A)I(a) ≤ m(A)I(b)). Note that the concrete domain D is already defined in
such a way that ∃u.P is order-preserving.

Lemma 1. Existential quantification is order-preserving.

Proof. Let C≤ be order-preserving concept for C. Let (a1, a2) ∈ ∃R.CJ
≤ . Ac-

cording to the definition, ∀c1 (a1, c1) ∈ RJ ∃c2 (a2, c2) ∈ RJ : (c1, c2) ∈ CJ
≤ .

We know that the interpretation of roles is the same and C is order-preserving,
thus ∀c1 (a1, c1) ∈ RI ∃c2 (a2, c2) ∈ RI : CI(c1) ≤ CI(c2). The same inequality
holds for suprema: sup

b∈ΔI
{CI(c1) : (a1, c1) ∈ RI} ≤ sup

b∈ΔI
{CI(c2)| (a2, c2) ∈ RI}

Therefore (∃R.C)I(a1) ≤ (∃R.C)I(a2).
For the reversed implication, suppose that (∃R.C)I(a1) ≤ (∃R.C)I(a2), and

from the definition also sup
b∈ΔI

{CI(c1) : (a1, c1) ∈ RI} ≤ sup
b∈ΔI

{CI(c2) : (a2, c2) ∈
RI}. Since the set of truth values is finite, the supremum must belong to the set.
Towards the contradiction, suppose that ∃c1 (a1, c1) ∈ RI ∀c2 (a2, c2) ∈ RI :
CI(c1) > CI(c2). Then CI(c1) is upper bound of the set and it is greater than
the maximum CI(c1) > max

b∈ΔI
{CI(c2) : (a2, c2) ∈ RI} ≥ max

b∈ΔI
{CI(c1) : (a1, c1) ∈

RI} ≥ CI(c1), which is a contradiction. Thus ∀c1 (a1, c1) ∈ RI ∃c2 (a2, c2) ∈
RI : CI(c1) ≤ CI(c2). As C is order-preserving concept, we gain (a1, a2) ∈
∃R.CJ

≤ . �

Note that in case of fuzzy s-EL(D), we define sup ∅ = 0. In case of o-EL(D), if
no individual is connected to a1 with role R, then (a1, a2) ∈ ∃R.CJ

≤ , so it yields
correct inequalities for 0 ≤ x and 0 ≤ 0.

Lemma 2. Constructor top-k is order-preserving.

Proof. Let us suppose that top-k(C)I(a1) ≤ top-k(C)I(a2). Note that the con-
dition

∣∣c ∈ ΔI : CI(a) < CI(c)
∣∣ < k is equivalent to |Ca| < k because C is

order-preserving. Since top-k(C)I(x) can be either 0 or CI(x), we have three
possibilities:

– case 1) top-k(C)I(a1) = top-k(C)I(a2) = 0
– case 2) 0 = top-k(C)I(a1) ≤ top-k(C)I(a2) = CI(a2)
– case 3) CI(a1) = top-k(C)I(a1) ≤ top-k(C)I(a2) = CI(a2)

Case 1 and 2: From the definition and the equivalence of conditions above we
have |Ca1 | ≥ k. This is the condition 2 from the definition of top-k(C≤), and
thus (a1, a2) ∈ top-k(C≤)J .

Case 3: CI(a1) ≤ CI(a2) means that (a1, a2) ∈ CJ , which is the condition 1
from the definition of top-k(C≤), and thus also (a1, a2) ∈ top-k(C≤)J .
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Now let (a1, a2) ∈ top-k(C≤)J . This can be a consequence of the condition 1
or 2.

Let condition 2 hold – we know that |Ca1 | ≥ k and from the equivalence
of conditions

∣∣c ∈ ΔI : CI(a1) < CI(c)
∣∣ ≥ k. From the definition of top-k(C)

follows that top-k (C)I(a1) = 0, so it will always be less or equal than
top-k (C)I(a2).

Let condition 1 hold and let |Ca1 | < k (otherwise we could apply the proof
above). Because a2 is greater than a1 in preorder CJ

≤ , the set of greater el-
ements will also have cardinality less than k. Thus top-k(C)I(a1) = CI(a1)
and top-k(C)I(a2) = CI(a2) and moreover CI(a1) ≤ CI(a2), which yields top-
k(C)I(a1) ≤ top-k(C)I(a2). �

Constructor C≤�D≤ produces partial preorders. Because of the minimum func-
tion in (C �D)I , we cannot model this constructor exactly in o-EL(D). There is
no way of comparing elements without fuzzy degrees in two different preorders.

Lemma 3. Concept conjunction is order-preserving.

Proof. Let (C � D)I(a1) ≤ (C �D)I(a2). According to the definition of C � D,
min{CI(a1), DI(a1)} ≤ min{CI(a2), DI(a2)}. Let us suppose that CI(a1) =
min{CI(a1), DI(a1)} (the other case is analoguous). Then CI(a1) must be on
the first place and we have six possibilities how to order all the values:

1. CI(a1) ≤ DI(a1) ≤ CI(a2) ≤ DI(a2)
2. CI(a1) ≤ CI(a2) ≤ DI(a1) ≤ DI(a2)
3. CI(a1) ≤ CI(a2) ≤ DI(a2) ≤ DI(a1)
4. CI(a1) ≤ DI(a1) ≤ DI(a2) ≤ CI(a2)
5. CI(a1) ≤ DI(a2) ≤ DI(a1) ≤ CI(a2)
6. CI(a1) ≤ DI(a2) ≤ CI(a2) ≤ DI(a1)

In cases 1, 2 or 4 we are done, because both CI(a1) ≤ CI(a2) and ≤ DI(a1) ≤
DI(a2) hold and we have also (a1, a2) ∈ (C≤ � D≤)J . In cases 3, 5, 6 neither
(a1, a2) nor (a2, a1) belong to (C≤�D≤)J . We define the extension X to contain
the tuple (a1, a2). All tuples added this way agree with order induced by (C�D)I .
The extension X is a total preorder, so it must be reflexive, transitive and
∀a, b ∈ ΔJ : ((a, b) ∈ X ∨ (b, a) ∈ X). Because (C �D)I is also a total preorder
and all inequalities from (C�D)I hold also in X , we only have to check whether
X contains any extra tuples from (C≤ � D≤)J that could be in conflict with
(C � D)I .

Let (a1, a2) ∈ (C≤ � D≤)J . From the definition of concept conjunction,
(a1, a2) ∈ CJ

≤ ∧ (a1, a2) ∈ DJ
≤ . Concepts C, D are order-preserving, hence

CI(a1) ≤ CI(a2) ∧ DI(a1) ≤ DI(a2). The same inequality holds for minimum,
min{CI(a1), DI(a1)} ≤ min{CI(a2), DI(a2)}, which means (C � D)I(a1) ≤
(C �D)I(a2). Thus X is a linear extension of (C≤ �D≤)J and preserves order-
ing of (C � D)I . �

Note that aggregations are defined differently for o-EL(D) and s-EL(D), so we
do not address their relationship here.
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5 Related Work

There is a considerable effort concerning the connection of tractable description
logics with top-k algorithm. Papers [9,16,17] use DL-Lite, a tractable DL with
constructors ∃R, ∃R−, C1 � C2, ¬B and functional property axioms, together
with top-k retrieval. Also DL EL is a subject of intensive research, in order to
enhance the language without losing the tractability (see [3,14,15]).

The notion of instance ordering within description logics appeared in [12].
This paper defines crisp DL ALCQ(D) with special ordering descriptions that
can be used to index and search a knowledge base. The paper [13] presents
ALCfc, a fuzzy DL with comparison concept constructors, where it is possible
to define e.g. a concept of very cheap cars (with fuzzy degree of “cheap” over
some specified value), or cars that are more economy than strong. However, all
of the mentioned papers use the classical (crisp or fuzzy) concept interpretation.
To the best of our knowledge, there is no other work concerning interpreting
concepts as preorders.

We already studied EL(D) with fuzzified concepts in [4]. We suggested the
shift towards ordering approach, but the paper did not specify details of
o-EL(D), nor the relationship between scoring and ordering description logic. In
the paper [18], we proposed a basic reasoning algorithm for o-EL(D).

6 Conclusion

User preference is often represented as an order of objects. We show that it is
possible to omit fuzzy scores (membership degrees) in description logics and to
interpret concepts as preorders of the domain. We adopt the order-oriented ap-
proach for the standard concept constructors like existential restriction, concept
conjunction and concrete domain predicates. We add extra constructors @U for
aggregation and top-k for the retrieval of k best individuals from the concept.
The resulting description logic is called o-EL(D). We show that the constructors
in o-EL(D) preserve the order of individuals induced by fuzzy scores in s-EL(D).
DL o-EL(D) is especially suited for user preference modelling, but it has also
some limitations, e.g. it is difficult to adapt some classical reasoning problems
to ordering case. As a part of our future research, we want to improve the rea-
soning algorithm for instance problem in o-EL(D) [18] and to devise a reasoning
algorithm for subsumption of two order concepts.
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