
Chapter 7
Towards and Beyond Being
There in Collaborative Software Development

Prasun Dewan

Abstract Research has shown that the productivity of the members of a software
team depends on the degree to which they are co-located. In this chapter, we present
distributed tools that both (a) try to virtually support these forms of collabora-
tion, and (b) go beyond co-located software development by automatically offering
modes of collaboration not directly supported by it.

7.1 Introduction

A variety of novel tools have been created to allow software developers to collab-
orate with each other. This chapter classifies them based on whether they try to
(a) make software developers feel they are co-located, or (b) provide features not
found in co-located collaboration. The result is an overview that relates concepts
not linked together earlier, which include not only research tools but also studies
that motivate/evaluate them. Each of the surveyed works is described by showing
how it builds on or overcomes problems of other research addressed in this chapter.
By focusing only on the differences among these works, the chapter covers a large
variety of concepts, from over fifty papers. It is targeted mainly at the practitioner
familiar with the state of the art, rather than the researcher working on improving
current practices. Nonetheless, the interrelationships among the referenced works
should be of interest to everyone. In particular, a new researcher in this area should
be able to find holes in existing designs and evaluations.

Naturally, not all aspects of all research in collaborative software development
are covered, or all viewpoints taken. By focusing on the “being there” and beyond
themes, this discussion concentrates on the nature of the collaboration rather than
the form of software engineering such as design and inspection. It addresses tools
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and related studies, rather than collaboration theories, cultural issues, organizational
structures, studies that have not yet informed tool design, and other aspects of col-
laborative software development. Finally, it is intended to be a broad overview of the
area, identifying relationships among diverse classes of research, rather than among
different approaches within a particular class such as expert finders.

It begins by identifying the various degrees of physical co-location that have
had an impact on software productivity. It then presents virtual channels that allow
distributed developers to simulate these forms of co-location, and go beyond.

7.2 Productivity vs. Co-Location Degrees

Complex software must be developed collaboratively. However, Brooks [4]
observed that adding more people to a software team can result in disproportion-
ate increase in coordination cost, thereby reducing the productivity of the individual
programmer. Surveys have found that, on an average, 50–80% of software devel-
opers’ time is taken by communication [2, 44] and they are interrupted every three
minutes [24].

These results seem unintuitive for two reasons. First, modular decomposition
of software products should isolate software developers. Second, documentation
should reduce the need for direct communication. However, studies have found
that the approaches of documenting and partitioning are far from a panacea. Curtis
et al. [10] found documentation is problematic for several reasons. Requirements,
designs and other collaborative information keep changing, making it hard to keep
their documentation consistent. After finishing an activity, software developers often
choose to proceed to the next task rather than document the results of what they have
done. People may deliberately hide information for career advancement. Sometimes
there is conflicting information from different stakeholders that needs to be resolved
through meetings. For example, for a defense project, the following stakehold-
ers may provide different requirements: the champions responsible for getting the
project approved the procurement office responsible for setting and monitoring the
goals, the commanders, and the actual operators of the software to be created by the
project.

Perry et al. [43] found that modularizing a project into multiple files does not
isolate programmers. They studied Lucent’s 5ESS system and found a high level
of concurrency in the project – for example, they found hundreds of files that were
manipulated concurrently by more than twenty programmers in a single day. Often
the programmers edited adjacent or same lines in a file. They found that the more a
file is accessed concurrently, the more the numbers of defects in it, despite the fact
that state-of-the-practice versions control tools were used. There are many possible
reasons for this correlation. After checking-in a file, a programmer may remember
that some necessary change was not made, and to correct this mistake, may change
the file in-place without creating a new version [26]. Programmers concurrently
working on different private spaces (created from the same base) often race to finish
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first to avoid having to (a) deal with merging problems [26] and/or (b) re-run test
suites on the merges [13, 14]. Programmers may not look at the documentation of
previous versions to understand the code they are modifying [27]. Indirect conflicts
on related files are not caught by differencing or file-based locking. Few people have
a sense of the overall picture or the broad architecture [10, 27] which is required to
reduce indirect conflicts.

All of the studies above assumed that team members are co-located in a single
building and work from separate cubicles. If coordination/communication is really
an issue, as these studies indicate, then distributing the team should further aggravate
this problem and radically co-locating it, that is, requiring all team members to work
in a single war-room, should reduce it. Two independent studies have found that this
is indeed the case – the productivity of distributed teams was lower than that of co-
located teams [32] and the productivity of radically co-located teams was higher
than that of co-located ones [53].

The study comparing co-location and distribution [32] found that in distributed
team development, it was harder to find people, get work-related information
through casual conversation, get access to information shared with co-located co-
workers, get timely information about plan changes, have clearly formed plans,
agree about plans, be clear about assigned tasks, and have co-workers assist with
heavy workloads, beyond what they are required to do. Interestingly most people
thought that they gave help equally to local and remote collaborators but received
more help from local collaborators. The study found that the perception of received
help was the only factor that correlated with productivity.

The study on radical co-location [53] found two main factors that made it work
better. First, there was continuous face-to-face communication among team mem-
bers. Second, they were able to overhear and see each other’s activity, which allowed
them to solve their problems and interject commentary, clarifications and correc-
tions. On the other hand, the study found that people sometimes wanted private
spaces, and there was concern about distraction and getting individual recognition
for work.

In radical co-location, even though the members of the team work in one room,
they use different workstations. Higher physical coupling is achieved in pair pro-
gramming, wherein two programmers sit next to each other, sharing a workstation
and working on a single task, with only one programmer providing input to the
workstation at one time. One study comparing pair and individual programming
produced several interesting findings. It found that in the pair programming case
(a) 80% of programmers felt higher satisfaction, (b) more alternatives were explored
and fewer lines written, and (c) there was more team building as programmers
were involved with each other and enjoyed celebrating project-completion together.
Even more interesting, it found that pair programming took more person hours
but resulted in fewer bugs [55]. Assuming certain times for fixing and detecting
bugs, the study established that pair programming actually increases the productiv-
ity of an individual programmer. This result seems to contradict Brooks’s law [4]
which says that adding more programmers to a late project makes it later. The two
results are not, in fact, contradictory, because Brooks assumed programmers were
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co-located but in separate cubicles. Thus, he did not consider radical co-location or
pair programming.

The above studies, together, show that (a) communication and coordination are
problems in team software development, (b) the more the physical coupling between
members of a team, the less the severity of these problems. The moral, then, seems to
be to increase the co-location degree among team members to the maximum degree
possible.

Other work has shown that this conclusion is not necessarily correct. Nawrocki
and Wojciehowski [39] found pair programming often took about twice as many
person hours, though the pair-programming times showed less variance. Ratcliffe
and Robertson [45] found that programmers with high (self-reported) skills did not
like being paired with those with low skills.

More interesting, recent work has proposed a variation of pair programming,
called side-by-side programming, wherein two programmers, sitting next to each
other and using different workstations, work together on the same task [7]. A study
showed that, in comparison to pair programming, side-by-side programming offers
significantly lower completion times [40] while slightly reducing the understanding
developers have of code written by their partners. It also found that developers who
liked working together on a single task preferred side-by-side programming to pair
programming.

The more complicated argument, then, seems to be that there are both benefits
and drawbacks of tight physical coupling. Its strength is that multiple program-
mers can communicate with each other about a problem and possibly discuss it.
Its weakness is that it reduces concurrency even when communication/discussion
would be useless. More important, tight coupling may not always be preferred or
even possible. For team members who are geographically dispersed, a closer phys-
ical coupling is not an option. Even when a team is co-located, because of lack of
war-rooms in the workplace and the concerns mentioned above regarding radical co-
location, team members may work in different rooms/cubicles. Pair programming
is not widely practiced currently, and not always the most preferred or productive
coupling, and even if it were, different pairs would have looser physical couplings.
Thus, the communication/coordination problems of these couplings remain.

One way to address these problems is to provide virtual channels that simulate a
variety of physical couplings, making the team members feel that they are together
in a single building or room, or sitting in adjacent seats, or sharing a single worksta-
tion. This is consistent with the idea of taking steps towards virtually “being there.”
A complementary solution is to support virtual channels that reduce collaboration
problems existing in all forms of co-location. This is consistent with the idea of
virtually going “beyond being there” [34].

Examples of both kinds of channels exist in traditional – that is, state-of-
the-practice – tools. For example, IM systems provide the “towards being there”
functionality of synchronously chatting, and version control systems provide the
“beyond being there” functionality of asynchronous merging. The fact that, despite
the pervasiveness of these tools, communication/coordination is still a major issue
in team software development seems to indicate that there are opportunities to
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significantly improve existing collaboration channels. Several research efforts have
explored such opportunities. The remainder of this chapter surveys some of the
concepts identified by these research efforts, and experience with these concepts.

7.3 Towards Being There

7.3.1 Virtual Co-location and Radical Co-location

Co-location, especially radical co-location, allows developers to easily communi-
cate to the whole team events of shared interest. When the team is distributed,
several approaches have been devised and used for conveying this information.
A version control system provides a way for distributed programmers to formally
communicate some of this information through check-in comments. Grudin and
Poltrock [28] advocate the use of project Blogs to informally communicate with
co-developers. Gutwin et al. [29] found that email can be a practical alternative
for announcing important, infrequent events such as the starting and termination of
tasks.

For supporting continuous “stream of consciousness babbling” [31] of the kind
that can be expected in radical co-location, lighter weight tools have been developed.
Elvin [22] is an example of such a tool. Messages posted by a team continuously
scroll in a ticker tape. A tool with similar goals is RVM (Rear View Mirror) [31]
so named because it is intended as an unobtrusive background “rear view mirror”
for the members of the team as they performed their tasks. User studies yielded
several counter-intuitive results about desired features. Originally, the tool showed
users only the last few hours of those messages that were exchanged when they were
logged on. Based on user feedback it was changed to support all of the conversa-
tion. Also previously, an explicit permission had to be given to each person viewing
presence information. Based on user feedback, the system was changed to allow
each member of a team to see the presence information of all the other members.
Presence information was liked more than chat. In fact, managers exchanged only
two chat messages during the study!

A potential problem with the tools above is that a developer interacting with
a programming environment must switch to a separate tool to see the presence
information of and interact with co-developers. Jazz [6] and CollabVS [30] provide
these facilities, in-place, within the programming environment. A study of CollabVS
found that programmers preferred in-place presence and communication [30].

7.3.2 Distributed Pair Programming

The channels above simulate physical channels in radical and regular co-location.
Let us next consider concepts supporting the higher physical coupling provided by
pair programming.
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The easiest way to support such coupling is to use a generic desktop-sharing sys-
tem, which traps window level input events and window or frame-buffer level screen
updates, and transmits them to a remote collaborator. An alternative is to couples the
edit buffers and other components of the semantic state of the programming environ-
ment of the developers [20, Schummer #1092]. The former is slower and requires
use of a special, potentially unfamiliar system for sharing. On the other hand, the lat-
ter requires the developers to manually synchronize their views. A hybrid approach,
taken in Jazz [6] and CollabVS [30] is to add commands to the user-interface of a
programming environment to invoke a desktop sharing system [6, 30].

A study comparing distributed and co-located serial pair programming found that
physical distance does not matter [1]. This is an interesting result because, as men-
tioned above, studies of individual programming have found that distance reduces
productivity [32].

7.3.3 Distributed Side-by-Side Programming

As mentioned above, a variation of pair programming is side-by-side programming,
wherein two programmers sit next to each other working on the same task. It offers
(potentially) looser coupling than pair programming, as the developers can work
concurrently on different aspects of the task; and tighter coupling than radical co-
location, as they are required to work on a single task that has not been decomposed
for them; and more important, are able to see all actions of their partners.

Dewan et al. [17] have devised a distributed analog of this idea. Each developer
in the pair interacts with two computers – one primary computer to act as the driver
of his subtask, and an awareness computer to act as the navigator for the partner’s
subtask. In other words, each programmer interacts with the windows displayed
on his primary computer, and each awareness computer shows the screen of the
partner’s primary computer. The developers use the phone to talk to each other. No
video channel is established between them in this set-up.

A desktop sharing system is used to ensure that each awareness computer shows
the screen of the partner’s desktop. In addition a model-sharing system such as a
file system or a Web server is used to synchronously share edits to code made con-
currently on the two primary computers. Thus, the same input is shared at multiple
levels of abstraction – at the window level by the desktop sharing system and at the
semantic level by the model sharing system.

In this architecture, local response is not affected by the network delays, as is
the case in single-computer (desktop-sharing based) distributed pair-programming
implementations. Thus, the two-computer solution offers good response times for
even pure pair programming.

A study of distributed side-by-side programming showed that developers used
its ability to dynamically switch between pair programming, independent program-
ming, and several other intermediate synchronous programming modes such as
concurrent searching/programming [17].
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7.3.4 Distributed Synchronous Design and Inspection

Distributed pair programming is only one form of distributed synchronous software
engineering. It is particularly interesting because, traditionally, programmers col-
laborate asynchronously on different parts of a project rather than synchronously on
every line of code. On the other hand, activities that precede and succeed the coding
phase – design and inspection – are typically carried out in synchronous, face-to-
face meetings. Therefore, tools have been built and effectively used for distributed
synchronous design [41] and inspection [38]. A study of distributed synchronous
inspection has shown that it is as effective as face to face inspection in terms of
faults found, but developers preferred face-to-face inspection [38].

7.3.5 Other “Towards Being There” Mechanisms

There are a variety of other kinds of distributed tools such as connected kitchens
[35] video walls [25] and media spaces [37] which provide elements of being there
in the same building or room. However, as there have been no studies of their use in
team software development, we ignore them in this chapter. See [15] for a survey of
these and other tools that have not been targeted at software development.

7.4 Beyond Being There

Software tools that go beyond being there automate various aspects of collaboration,
and are thus useful for both (radically) co-located and distributed teams.

7.4.1 File System Events

Traditional version control systems provide an important form of collaboration
automation. When users check-out or check-in files from a version control repos-
itory, interested users are automatically notified about these events. O’Reilly et al.
[42] point out that it is also useful to monitor operations at the file-system level, for
several reasons. Sometimes users manually change the permissions of files to make
them writeable instead of checking them out from the repository. A new project file
is not known to the repository until it is checked in. A repository tracks events at
the user level – sometime a user takes multiple personas, creating multiple different
private workspaces from the same base. While working on one of these workspaces,
it is not possible for him to be notified about actions he took in another workspace.

Therefore they extend the repository events above with the following addi-
tional events: (a) Added/removed: A file known to the repository has been added
to/removed from project working directory pending commit. (b) Updated: A file in
the repository has been updated in the working directory. (c) Needs checkout: A file
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in the working directory has been updated in the repository. (d) Needs merge: A
file has been updated both in the working directory and the repository. (e) Unknown
added/removed/updated: A file in the working directory not known to the repository
has been added/removed/updated.

7.4.2 Persistent Awareness vs. Notifications

An alternate to notifying interested developers about operations of their collabo-
rators on files is to update a persistent view of the file status in the user-interface
of a programming environment or a separate tool. For example, the Jazz [6] and
CollabVS [30] programming environments continuously indicate to developers
which files have been checked-out or are being edited by their team members. In
FASTDash [3] a separate tool provides this facility. Thus, programmers interested in
knowing, for example, if a file is being currently edited by a collaborator need only
look at the persistent view rather than mine through the event history to determine
this information. On the other hand, changes to the awareness information may go
unnoticed. For example, if two developers start editing the same file, neither of them
may notice the change to the view of the file status. Thus, both persistent awareness
of and notifications about collaborators’ operations on files/versions are useful.

7.4.3 Programming Environment Events

Operations on objects maintained by a programming environment that are not
known to the file or version control system may also be of interest to collaborators.
These include starting/stopping of the editing of a particular program construct such
as method or class [19, 50, 51] and concurrent editing of the same or dependent pro-
gram constructs [19, 46, 50]. Awareness of this information can be provided through
notifications or updates of persistent status views. For example, in CollabVS, con-
current editing of dependent program constructs results in both notifications and
updates of awareness views [19].

Three studies have shown the usefulness of providing awareness of programming
environment events. A study of Tukan found that when programmers found them-
selves editing the same program construct, they transformed their individual coding
sessions into a joint pair programming session [51]. Two studies, of CollabVS and
Palantír, respectively, have found that programmers used information about concur-
rent editing of dependent constructs to prevent direct and indirect conflicts [19, 48].
The comments from the CollabVS study [19] also showed that programmers liked
having information about programming environment events even when these events
had no apparent benefit such as conflict prevention. Hegde and Dewan [30] give
several scenarios in which awareness of programming environment events may be
useful. For example, if Alice sees Bob taking an undue amount of time editing a
method, she can offer to help him with the task.
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7.4.4 Shared Version with Multiple Views

Suppose Alice does wish to help Bob finish his task. One approach to do so is to
use distributed pair or side-by-side programming. As mentioned above, distributed
pair programming requires her to work lock step with Bob, not allowing concurrent
work on the task. The scheme for distributed side-by-side programming described
above addresses this issue, but suffers from two related drawbacks in its attempt to
faithfully mimic co-located side-by-side programming. First, it requires each pro-
grammer to view a separate display to observe his partner’s incremental updates.
Second, to receive these edits, the developer must manually pull them from the file
system or web server. These updates are not automatically pushed to him.

Some software development systems have addressed these two problems using a
variation of distributed side-by-side programming. In these systems, as in side-by-
side pair programming, the developers work on the same version of the code-base.
The difference is that they can edit it concurrently using different views of it that
are updated automatically or manually. This is a special case of the general idea
of editing the same model using multiple views [18]. Changes to the model can be
pulled and pushed at various time and space granularities depending on the coupling
between the views [18].

An early system supporting this approach was Flecse [20] which provided tools
that allow programmers to do synchronous concurrent editing, debugging, testing
and inspection. As motivation for such tools, the paper on Flecse [20] provides
the following hypothetical scenario. Three users have finished creating different
procedures of a matrix multiplication program. One of them finds an error in the
output. Two of them use the Flecse collaborative debugger to jointly work with
another to find the bug. The two users find that the bug can be fixed by changing the
semantics of one, of two procedures and cannot agree on which, one of these should
be changed. They use the Flecse multi-user inspection tool to hold a more formal
code-review meeting involving all three users to make the decision. The tool allows
them to make their annotations privately before discussing them in public. The
code review session suggests changing both procedures to eliminate other related
errors.

A follow-up to this work was CAIS [38] an inspection tool supporting both asyn-
chronous and synchronous inspection. User studies with this tool [38] found that
people preferred to perform software inspection asynchronously, until the discussion
became controversial, when they switched to synchronous discussion.

Several other tools have been built based on these ideas. CollabVS [30] allows
developers to asynchronously share the contents of their edit buffers before checking
them to the version control system. SubEthaEdit and Sun’s JSE 7 allow synchronous
editing of the same file in different views. JSE 7 also supports synchronous collabo-
rative inspection by allowing code to be sent through the chat tool, which correctly
formats it. Users can independently scroll the shared code and user comments about
it in the chat window, thereby seeing different views of the inspection data.

Unlike the scheme for distributed side-by-side programming, none of these sys-
tems require a special awareness screen. In these systems, when developers edit the
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same model using different views, they can lose track of the activities of their col-
laborators. As a separate screen for showing these activities is not guaranteed, more
space efficient and thus higher level mechanisms are needed for allowing the team
members to be aware of each others’ views. These mechanisms are different from
those we saw above that allow developers to be aware of the semantic or model
changes of their collaborators. For example, a multi-user scrollbar in SubEthaEdit,
which shows the scrollbars of the collaborators, provides view awareness, while
awareness about the methods being edited by collaborators, provided by CollabVS
[30] provides model awareness.

Few studies have been performed in which software developers concurrently
interact with different views of a shared version without special awareness screens.
Two exceptions are [30] and [8] which were targeted mainly at determining if such
a mechanism could reduce conflicts, and found that this is indeed the case.

7.4.5 Searching and Mining

Allowing developers to easily search for project-related information is another form
of automation that can be supported by a beyond being there tool. Microsoft’s Team
Visual Studio allows developers to easily track information related to work items.
It associates a work item with status information indicating whether it is active,
pending, resolved, or closed. A check-in can be linked to the work item implemented
by it. In addition, if the work item is a bug correction request, it can be linked to the
build and test suites that identified the bug. These links allow the system to search
for various kinds of project information – in particular the status of work items, the
users assigned to a work item, and duplicate work items.

Hipikat [9] extends the above concept by linking additional kinds of information,
deriving some of these links automatically based on similarity of documents, and
providing sorted recommendations in response to requests for similar documents.
These queries are made from the programming environment by asking the system to
provide documents similar to the one that is selected. The user can then recursively
look for documents similar to the recommendations.

To determine how well these features worked, two user studies were performed,
involving an “easy” and “difficult” task. In the easy task, programmers were asked to
extend Eclipse’s hover capability. Given the task description, Hipikat automatically
found a very similar past task as the highest recommendation. As a result, novice
programmers who used Hipikat were as successful as expert programmers who did
not. In the hard task, programmers were asked to extend Eclipse’s version system
integration. Expert programmers who did not use Hipikat missed some subtle issues
while some novice programmers who used Hipikat addressed them because the sys-
tem provided a recommendation that identified these issues. On the other hand, some
of the Hipikat users also missed these issues as the relevant recommendation was
not the highest ranked one. Studying each recommendation was a difficult heavy-
weight task – hence when users found a relevant recommendation, they did not look
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for lower ranked recommendations that provided additional information. Thus, the
recommendations were used shallowly to understand how to start a task, rather than
deeply to understand the system architecture.

The general idea of mining the software artifacts created by groups of soft-
ware developers has several other useful manifestations. Document similarity can
be used to trace different versions of some software artifact, and thereby gain a bet-
ter understanding of the project [36]. SpotWeb [54] finds reuses of the classes of a
framework, and classifies the reused classes as hotspots (coldspots) if there are sev-
eral (few) reuses of the classes. Hotspots (coldspots) can be expected to more (less)
tested and hence reliable than the average classes. More important, from the point
of team software development, new developers in a team can, instead of consulting
older members, look at hotspots and associated reuses to understand how to use the
framework. Zou and Godfrey [57] mine interaction histories to automatically sep-
arate newcomers and experts – the latter tend to focus on a smaller set of artifacts.
This information can be used to find experts, and also to pair developers in pair
programming.

Cataldo et al. [5] have found that mining the version-control logs provides a
method for finding useful dependencies, which complements the static analysis
used in CollabVS and Palantír. For example, files that are committed together
have been found to be closely related to each other. They classify communication
among developers as “good” or “bad” based on whether or not the programmers
are modifying dependent artifacts. Xiang et al. [56] build on this idea by automati-
cally recommending communication among developers working on dependent files.
Schroter et al. [49] support a variation of this idea on in which the communication
is recommended only on failed builds.

7.4.6 Visualization

Visualization is an alternative to query-based searches. Instead of specifying a query
to find some aspect of data, users locate it in a visualization of the data. Tools have
been developed to provide visualization (a) in-the-large of the entire software engi-
neering project, (b) in-the-medium of sets of files, and (c) in the small of components
of a file.

Doppke et al. [21] visualize and enforce the software process by mapping it into
MUD abstractions [11]. Each task is mapped to a MUD virtual room containing
representations of the artifacts manipulated to perform the task. For example the
testing activity is mapped to a room containing the executable being tested, the
inputs fed to it, and the output produced by it. A human enters a room with artifacts
to perform the associated activity, and cannot leave until the activity is finished. On
leaving, the human is directed to the next activity in the workflow.

Doppke et al. found that software processes could not be mapped completely too
traditional MUD spaces, for several reasons. (a) In a traditional MUD environment,
a person can be in a single room at a time, while in a software process, a human can
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be in multiple activities simultaneously. Therefore, they defined the abstraction of a
persona, which is a person’s activity thread. A persona is always at a particular stage
in the activity. When a person enters a room taking on the role of the persona in the
room, he carries on work from that stage onwards. A persona rather than person
is mapped to a room. They defined several typical software engineering personas
such as generic developer and programmer. (b) A software process is associated
with constraints – therefore they extended MUDs to support programmer-defined
constraints for entering and leaving a room. (c) A software task can have several
subtasks, which in turn can have their own subtasks. This was modeled by creating
sub-buildings within rooms.

Instead of or in addition to displaying the current state of the formal process
associated with a project, it is also possible to visualize the informal collaboration
describing its state. Jazz [6] creates such a visualization, called “Team Jam,” which
is a persistent virtual place that includes a discussion board, links to transcripts of
chats, and notifications of the kind of events we saw earlier such as check-in and
check-out of code.

Instead of seeing the complete communication regarding a project, as in Team
Jam, it may be useful to understand the impact various aspects of the communica-
tion has on a project. Sarma et al. [47] have recently developed a browser/visualize,
called Tesseract, that allows programmers to relate artifact dependencies, commu-
nication patterns, and features/bug fixes. For instance, given a bug-fix, a user can
see a visualization of all files and developers involved with the bug, and which of
these developers communicated with each other. Similarly, it visualizes the relation-
ship between the amount of communication among developers working on related
artifacts and the number of bugs.

Tesseract, Team Jam, and the MUD-like process visualization address visualiza-
tion in the large of the entire project. Let us consider next techniques for visualizing
in the medium and small.

Palantír [48] provides visualization of concurrent accesses to hierarchic objects
checked-in by a user to a private workspace. Each object checked out by the user
is associated with a stack of tiled boxes. Different tiles in the stack correspond to
parallel checked out versions. Each tile can contain sub-stacks corresponding to sub-
objects. The stacks are sorted by severity of divergence among the tiles in the stack.
Palantír allows the application to calculate the severity, and proposes some simple
measures including changed vs. not changed, lines changed/total lines, and number
of interface changes. Thus, Palantír provides visualization in the medium of sets of
files as sorted, nested collections of file stacks.

Several examples of visualization in the small exist. One of them is based on
the notion of physical wear, which is a useful concept in the physical world – by
following worn paths, we can find our way in an unknown terrain; and by looking for
worn pages in a recipe book, we can find the popular recipes. Hill and Hollan [33]
create a virtual concept out of physical wear. They associate a line of text with edit
and read wear. Edit wear counts the number of edits made to the line. Edits can be
differentiated based, for instance, on time and author, to create different categories
of wear. Read wear measures how long the line was viewed before it was scrolled
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out or the viewing user became inactive. Edit/read wear can be used to determine,
for instance, which sections are currently changing the most or of most interest.

In the visualization provided by Hill and Hollan [33] collaboration-related infor-
mation about a file is shown in-place by widths of lines in the scrollbar of a window
displaying the file. Froehlich and Dourish [23] provide an alternative approach
wherein collaboration information is displayed by coloring a miniature of the file
displayed in a separate tool. Each line of text in a program is represented by a graph-
ical line consisting of three parts. The first two parts are of fixed length, while the
length of the third part is proportional to the length of the associated text line. All
three parts are colored to indicate collaboration attributes of the text, which include
author, age (time of last edit), and structure (method, comment, import, variable
declaration).

Froehlich and Dourish deployed this system and found that people liked the fact
that they could see project growth over time. Users reported discovering notable
aspects of the team development such as finding (a) from the drastic changes to a
file one day that re-factoring happened that day, (b) up to 15 authors for some files,
(c) files with unusual growth patterns, (d) different indentation and import styles,
(e) changes made by others to files they thought were owned by them, (f) heavily
indented files that were candidates for re-factoring, (g) structures of large functions
without scrolling.

7.4.7 Context-Based Automatic Filtering

In both searching and visualization, a software developer must explicitly find infor-
mation of interest. An alternative is to automatically show information relevant to
the current task of the developer that is based on the activities of the whole team. An
example of this approach is supported by Team Tracks [12]. It allows developers to
identify those classes of the current project that are often visited by the team. (These
are different from hotspots which are classes that are often reused but not necessar-
ily often visited). In addition, if the developer is currently viewing some program
construct, Team Tracks shows a list of related items that are often visited before or
after the construct by the team.

A lab study of Team Tracks showed that the participants used and liked these
features and were able to use them to better understand code. A field study shows
ways in which it could be improved. Code that was often visited to fix bugs in
it was not of interest to people not responsible for fixing these bugs. Moreover,
programmers also wanted to explicitly filter related items by person and time.

7.4.8 Tagging

TagSEA [52] shows how the above limitations of Team Tracks can be addressed.
Like Team Tracks, it can be used by a developer to identify important locations in



148 P. Dewan

a route through the program, which may be a “maintenance pattern” [52] so that
other developers can easily take the same route. Thus, instead of trying to automat-
ically deduce interesting routes, it requires developers to manually specify them.
Developers can tag any construct using a shared structured tag name and descrip-
tion, which essentially identifies the route. TagSEA supports both the search and
visualization approaches to finding tagged constructs. A developer can ask the sys-
tem to show all constructs matching a tag/route. In addition, when a file is opened
for editing, all tagged constructs are highlighted.

The general lesson to be learnt from TagSEA is that developers interested in find-
ing some information can be helped not only by tools but also other developers. It
would be useful to integrate the Team Tracks and TagSEA approaches by supporting
semi-automatic identification of routes. For instance, a system could automatically
tag constructs that are visited before or after a construct with the same name, and
allow developers to later edit these tags.

7.5 Summary

We have taken above a tour of several novel collaborative software development
concepts. The tour provides a high-level overview of the rationale and nature of
these concepts. More important, it classifies these concepts based on several criteria,
thereby providing an efficient taxonomy for describing the large range of research
tools in which these concepts are implemented.

The “towards being there” virtual channels simulate physical channels available
in face-to-face collaboration. These include light-weight communication channels
such as ticker-tape, which support distributed “stream of consciousness babbling”;
desktop sharing and multi-user programming environments, which supports dis-
tributed pair programming; and multi-user inspection/design tools, which support
distributed synchronous inspection and design.

The “beyond being there” features offer automation that is useful even in face-
to-face collaboration. Some of these make collaborators aware of events that would
otherwise have to be communicated manually. Others allow them to share a single
version using multiple flexibly coupled views. The last form of computer automation
discussed here consists of helping developers locate some information of interest.

This taxonomy is a relatively superficial/high-level classification of collaborate
software development concepts. It is possible to provider more detailed taxonomies
such as the one given in [16] for conflict management. It would be useful to cre-
ate detailed taxonomies for other features presented here such as view and model
awareness and information visualization.

This chapter provides a basis for creating some of these more detailed tax-
onomies.
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