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Abstract. The problem of enforcing bounded-time 2-phase recovery
in real-time programs is often necessitated by conflict between fault-
tolerance requirements and timing constraints. In this paper, we address
the problem of synthesizing two types of 2-phase recovery: relaxed and
graceful. Intuitively, relaxed 2-phase recovery requires that in the pres-
ence of faults, the program recovers to an acceptable behavior within
some time θ and recovers to ideal behavior within time δ. And, graceful
2-phase recovery allows us to capture a requirement that the time to
recover from faults is proportional to the perturbation caused by that
fault. We show that the problem of synthesizing relaxed bounded-time
2-phase recovery is NP-complete although a similar problem of graceful
2-phase recovery can be solved in polynomial-time both in the size of
the input program’s region graph. Finally, based on the results in this
paper, we argue that the requirement of intermediate recording of a fault
before reaching legitimate states can increase the complexity of adding
fault-tolerance substantially.

Keywords: Fault-tolerance, Real-time, Bounded-time recovery, Phased
recovery, Program synthesis, Program transformation.

1 Introduction

Achieving correctness is perhaps the most important aspect of using formal
methods in design and development of computing systems. Such correctness
turns out to be a fundamental element in gaining assurance about reliability and
robustness of safety/mission critical embedded systems. These systems are often
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real-time due to their controlling duties and integrated with physical processes
in hostile environments. Hence, time-predictability and fault-tolerance are two
desirable features of programs that operate in such systems. However, these
features have conflicting natures, making achieving and reasoning about their
correctness fairly complex.

One way to deal with this complexity is to design automated synthesis and
revision algorithms that build programs that are correct-by-construction. Al-
gorithmic synthesis of programs in the presence of an adversary has mostly
been addressed in the context of timed controller synthesis (e.g., [12,14,4,5]) and
game theory (e.g., [13,15]). In controller synthesis (respectively, game theory),
program and fault transitions can be modeled as controllable and uncontrollable
actions (respectively, in terms of two players). In both approaches, the objective
is to restrict the actions of a plant or player at each state through synthesizing
a controller or a wining strategy, such that the behavior of the entire system
always meets some safety and/or reachability conditions. However, the notion
of dependability and in particular fault-tolerance requires other functionalities
that are not typically addressed in controller synthesis and game theory. For in-
stance, fault-tolerance is concerned with bounded-time recovery, where a program
returns to its normal behavior when its state is perturbed due to the occurrence
of faults. In this context, a recovery mechanism is normally added to a program
so that it reacts to faults properly.

Although synthesis algorithms are known to be intractable, it has been shown
that their complexity can be overcome through:

– focusing on safety and liveness properties typically used in specifying systems
rather than considering any arbitrary specification,

– rigorous complexity analysis for each class of properties to identify bottle-
necks,

– devising intelligent heuristics that address complexity bottlenecks, and
– exploiting efficient implementation techniques.

By applying these principles, we have been able to synthesize distributed fault-
tolerant programs with reachable states of size 1060 and beyond [9,11], even
though the worst case complexity (NP-completeness in the state space) initially
seemed to be unfeasible to cope with in practice. In case of real-time dependable
systems, however, the problem is more complex, because of conflicting nature of
requirements and high complexity of decision procedures simultaneously.

In this paper, we focus on one aspect of the conflict between real-time con-
straints and fault-tolerance requirements. In particular, the fault-tolerance re-
quirement of the program may require that eventually the program recovers to
its legitimate states from where its subsequent behavior is ideal, i.e., one that
could occur in the absence of faults. Also, the real-time constraints may require
that the recovery to the ideal behavior be achieved quickly. When satisfying both
these requirements is not feasible, one approach is to ensure that the program
recovers quickly to an acceptable behavior and eventually recovers to its ideal
behavior. The recovery requirements for acceptable and ideal behavior can be
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specified in terms of a set of states Q and S respectively. Thus, the requirements
for a real-time fault-tolerant system can be viewed as a 2-phase recovery, where
the program eventually reaches Q within some time θ and eventually reaches S
in some time δ.

There are different variations for such 2-phase recovery problem. The scenario
discussed above can be expressed in terms of constraints of the form (¬S �→≤θ Q)
and (Q �→≤δ S), i.e., starting from any state in ¬S, the program first recovers
to Q (acceptable behavior) in time θ and subsequently from each state in Q, it
recovers to states in S (ideal behavior) in time δ. We denote this variation as
strict 2-phase recovery.

Another variation is (¬S �→≤θ (Q − S)) and (Q �→≤δ S), i.e., the program
first recovers to (Q− S) in time θ and subsequently from each state in Q, it re-
covers to S in time δ. We denote this variation as ordered-strict 2-phase recovery.
One motivation for such a requirement is that we first record the occurrence of
the fault before ideal behavior can resume. Thus, the program behavior while
recording the fault (e.g., notifying the user) is strictly different from its ideal
behavior.

Third possible variation is (¬S �→≤θ Q) and (¬S �→≤δ S), i.e., the program
recovers to Q (acceptable behavior) in time θ and it recovers to states in S
(ideal behavior) in time δ. We denote this variation as relaxed 2-phase recovery.
One motivation for such requirements is to provide a tradeoff for the designer.
In particular, if one can obtain a quick recovery to Q, then one can utilize the
remaining time budget in recovering to S. Observe that such tradeoff is not
possible in strict 2-phase recovery.

Fourth possible variation is (Q �→≤δ S) and (¬S �→≤θ S), i.e., if the program
is perturbed to Q, then it recovers to S in time δ and if the program is perturbed
to any state, then it recovers to a state in S in time θ. We denote this variation
as graceful 2-phase recovery. One motivation for such requirements is a scenario
where (1) faults that perturb the program to Q only are more common and,
hence, a quick recovery (small δ) is desirable in restoring the ideal behavior, and
(2) faults that perturb the program to ¬Q are rare and, hence, slow recovery
(large θ) is permissible.

In [10], we introduced the notion of bounded-time 2-phase recovery in a general
sense. We also addressed the complexity of synthesizing fault-tolerant real-time
programs that mask the occurrence of faults and provide strict and ordered-strict
2-phase recovery. In this paper, we focus on synthesis of relaxed and graceful
2-phase recovery. The main contributions of the paper are as follows:

– We formally define and classify different types of bounded-time 2-phase re-
covery in the context of fault-tolerant real-time programs.

– Regarding synthesizing relaxed 2-phase recovery, we show that
• the general problem is NP-complete,
• the problem can be solved in polynomial-time, if S ⊆ Q and it is required

that Q be closed, i.e., the program cannot begin in a state in Q and reach
a state outside Q, and

• the problem remains NP-complete, if S ⊆ Q but Q is not required to be
closed.
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– Regarding synthesizing graceful 2-phase recovery, we show that the problem
can always be solved in polynomial-time.

We emphasize that all complexity results are in the size of the input program’s
region graph.

Organization of the Paper. The rest of the paper is organized as follows.
Section 2 is dedicated to define real-time programs and specifications. In Section
3, we formally define the different variations of 2-phase recovery. In Section
4, we define the problem statement for synthesizing 2-phase recovery. Section 5
presents our results on the complexity of synthesis of relaxed and graceful 2-phase
recovery. Finally, we conclude in Section 6.

2 Real-Time Programs and Specifications

2.1 Real-Time Program

In our framework, real-time programs are specified in terms of their state space
and their transitions [3,2]. Let V = {v1, v2 · · · vn}, n ≥ 1, be a finite set of discrete
variables and X = {x1, x2 · · ·xm}, m ≥ 1, be a finite set of clock variables.
Each discrete variable vi, 1 ≤ i ≤ n, is associated with a finite domain Di

of values. Each clock variable xj , 1 ≤ j ≤ m, ranges over nonnegative real
numbers (denoted R≥0). A location is a function that maps discrete variables to
a value from their respective domain. A clock constraint over the set X of clock
variables is a Boolean combination of formulae of the form x � c or x − y � c,
where x, y ∈ X , c ∈ Z≥0, and � is either < or ≤. We denote the set of all clock
constraints over X by Φ(X). A clock valuation is a function ν : X → R≥0 that
assigns a real value to each clock variable.

For τ ∈ R≥0, we write ν + τ to denote ν(x) + τ for every clock variable x
in X . Also, for λ ⊆ X , ν[λ := 0] denotes the clock valuation that assigns 0 to
each x ∈ λ and agrees with ν over the rest of the clock variables in X . A state
(denoted σ) is a pair (s, ν), where s is a location and ν is a clock valuation for
X . Let u be a (discrete or clock) variable and σ be a state. We denote the value
of u in state σ by u(σ). A transition is an ordered pair (σ0, σ1), where σ0 and
σ1 are two states. Transitions are classified into two types:

– Immediate transitions: (s0, ν) → (s1, ν[λ := 0]), where s0 and s1 are two
locations, ν is a clock valuation, and λ is a set of clock variables, where
λ ⊆ X .

– Delay transitions: (s, ν) → (s, ν + δ), where s is a location, ν is a clock
valuation, and δ ∈ R≥0 is a time duration. Note that a delay transition
only advances time and does not change the location. We denote a delay
transition of duration δ at state σ by (σ, δ).

Thus, if ψ is a set of transitions, we let ψs and ψd denote the set of immediate
and delay transitions in ψ, respectively.
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Definition 1 (real-time program). A real-time program P is a tuple
〈SP , ψP〉, where SP is the state space (i.e., the set of all possible states), and ψP
is a set of transitions such that ψP ⊆ SP × SP .

Definition 2 (state predicate). Let P = 〈SP , ψP〉 be a real-time program. A
state predicate S of program P is any subset of SP , such that if ϕ is a constraint
involving clock variables in X , where S ⇒ ϕ, then ϕ ∈ Φ(X), i.e., clock variables
are only compared with nonnegative integers.

By closure of a state predicate S in a set ψP of transitions, we mean that (1)
if an immediate transition originates in S then it must terminate in S, and (2)
if a delay transition with duration δ originates in S then it must remain in S
continuously, i.e., intermediate states where the delay is in interval (0, δ] are all
in S.

Definition 3 (closure). A state predicate S is closed in programP = 〈SP , ψP〉
(or briefly ψP) iff

(∀(σ0, σ1) ∈ ψsP : ((σ0 ∈ S) ⇒ (σ1 ∈ S))) ∧
(∀(σ, δ) ∈ ψdP : ((σ ∈ S) ⇒ ∀ε | ((ε ∈ R≥0) ∧ (ε ≤ δ)) : σ + ε ∈ S)).

Definition 4 (computation). A computation of P = 〈SP , ψP〉 (or briefly ψP)
is a finite or infinite timed state sequence of the form:

σ = (σ0, τ0) → (σ1, τ1) → · · ·

if the following conditions are satisfied: (1) ∀j ∈ Z≥0 : (σj , σj+1) ∈ ψP , (2) if σ
reaches a terminating state σf where there does not exist a state σ such that
(σf , σ) ∈ ψsP , then we let σ stutter at σf , but advance time indefinitely, and (3)
the sequence τ0, τ1, · · · (called the global time), where τi ∈ R≥0 for all i ∈ Z≥0,
satisfies the following constraints:

1. (monotonicity) for all i ∈ Z≥0, τi ≤ τi+1,
2. (divergence) if σ is infinite, for all t ∈ R≥0, there exists j ∈ Z≥0 such that
τj ≥ t, and

3. (consistency) for all i ∈ Z≥0, (1) if (σi, σi+1) is a delay transition (σi, δ) in
ψdP then τi+1 − τi = δ, and (2) if (σi, σi+1) is an immediate transition in ψsP
then τi = τi+1.

We distinguish between a terminating computation and a deadlocked finite com-
putation. Precisely, when a computation σ terminates in state σf , we include
the delay transitions (σf , δ) in ψdP for all δ ∈ R≥0, i.e., σ can be extended to an
infinite computation by advancing time arbitrarily. On the other hand, if there
exists a state σd, such that there is no outgoing (delay or immediate) transition
from σd then σd is a deadlock state.
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2.2 Specification

Let P = 〈SP , ψP〉 be a program. A specification (or property), denoted SPEC ,
for P is a set of infinite computations of the form (σ0, τ0) → (σ1, τ1) → · · · where
σi ∈ SP for all i ∈ Z≥0. Following Alpern and Schneider [1] and Henzinger [17],
we require that all computations in SPEC satisfy time-monotonicity and diver-
gence. We now define what it means for a program to satisfy a specification.

Definition 5 (satisfies). Let P = 〈SP , ψP〉 be a program, S be a state pred-
icate, and SPEC be a specification for P . We write P |=S SPEC and say that
P satisfies SPEC from S iff (1) S is closed in ψP , and (2) every computation of
P that starts from S is in SPEC .

Definition 6 (invariant). Let P = 〈SP , ψP〉 be a program, S be a state pred-
icate, and SPEC be a specification for P . If P |=S SPEC and S �= {}, we say
that S is an invariant of P for SPEC .

Whenever the specification is clear from the context, we will omit it; thus, “S
is an invariant of P” abbreviates “S is an invariant of P for SPEC ”. Note that
Definition 5 introduces the notion of satisfaction with respect to infinite com-
putations. In case of finite computations, we characterize them by determining
whether they can be extended to an infinite computation in the specification.

Definition 7 (maintains). We say that program P maintains SPEC from S
iff (1) S is closed in ψP , and (2) for all computation prefixes α of P that start
in S, there exists a computation suffix β such that αβ ∈ SPEC . We say that P
violates SPEC from S iff it is not the case that P maintains SPEC from S.

We note that if P satisfies SPEC from S then P maintains SPEC from S as well,
but the reverse direction does not always hold. We, in particular, introduce the
notion of maintains for computations that a (fault-intolerant) program cannot
produce, but the computation can be extended to one that is in SPEC by adding
recovery computation suffixes, i.e., α may be a computation prefix that leaves
S, but β brings the program back to S (see Section 3 for details).
Specifying timing constraints. In order to express time-related behaviors
of real-time programs (e.g., deadlines and recovery time), we focus on a standard
property typically used in real-time computing known as the bounded response
property. A bounded response property, denoted P �→≤δ Q where P and Q are
two state predicates and δ ∈ Z≥0, is the set of all computations (σ0, τ0) →
(σ1, τ1) → · · · in which, for all i ≥ 0, if σi ∈ P then there exists j, j ≥ i, such
that (1) σj ∈ Q, and (2) τj − τi ≤ δ, i.e., it is always the case that a state in P
is followed by a state in Q within δ time units.

The specifications considered in this paper are an intersection of a safety
specification and a liveness specification [1,17]. In this paper, we consider a
special case where safety specification is characterized by a set of bad immediate
transitions and a set of bounded response properties.
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Definition 8 (safety specification). Let SPEC be a specification. The safety
specification of SPEC is the union of the sets SPEC bt and SPEC br defined as
follows:

1. (timing-independent safety) Let SPEC bt be a set of immediate bad transi-
tions. We denote the specification whose computations have no transition in
SPEC bt by SPEC bt.

2. (timing constraints) We denote SPEC br by the conjunction
∧m
i=0(Pi �→≤δi

Qi), for state predicates Pi and Qi, and, response times δi.

Throughout the paper, SPEC br is meant to prescribe how a program should
carry out bounded-time phased recovery to its normal behavior after the occur-
rence of faults. We formally define the notion of recovery in Section 3.

Definition 9 (liveness specification). A liveness specification of SPEC is a
set of computations that meets the following condition: for each finite computa-
tion α, there exists a computation β such that αβ ∈ SPEC .

Remark 1. In our synthesis problem in Section 4, we begin with an initial pro-
gram that satisfies its specification (including the liveness specification). We will
show that our synthesis techniques preserve the liveness specification. Hence,
the liveness specification need not be specified explicitly.

3 Fault Model and Fault-Tolerance

3.1 Fault Model

The faults that a program is subject to are systematically represented by tran-
sitions. A class of faults f for program P = 〈SP , ψP〉 is a subset of immediate
and delay transitions of the set SP ×SP . We use ψP []f to denote the transitions
obtained by taking the union of the transitions in ψP and the transitions in f .
We emphasize that such representation is possible for different types of faults
(e.g., stuck-at, crash, fail-stop, timing, performance, Byzantine, message loss,
etc.), nature of the faults (permanent, transient, or intermittent), or the ability
of the program to observe the effects of the faults.

Definition 10 (fault-span). We say that a state predicate T is an f -span
(read as fault-span) of P = 〈SP , ψP〉 from S iff the following conditions are
satisfied: (1) S ⊆ T , and (2) T is closed in ψP []f .

Observe that for all computations of P = 〈SP , ψP〉 that start from states where
S is true, T is a boundary in the state space of P up to which (but not beyond
which) the state of P may be perturbed by the occurrence of the transitions in f .
Subsequently, as we defined the computations of P , one can define computations
of program P in the presence of faults f by simply substituting ψP with ψP []f
in Definition 4.
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3.2 Phased Recovery and Fault-Tolerance

Now, we define the different types of 2-phase recovery properties discussed in
Section 1.

Definition 11 (2-phase recovery). Let P = 〈SP , ψP〉 be a real-time program
with invariant S, Q be an arbitrary intermediate recovery predicate, f be a set of
faults, and SPEC be a specification (as defined in Definitions 8 and 9). We say
that P provides (ordered-strict, strict, relaxed or graceful) 2-phase recovery from
S and Q with recovery times δ, θ ∈ Z≥0, respectively, iff 〈SP , ψP []f〉 maintains
SPEC br ≡ (¬S �→≤θ Q1) ∧ (Q2 �→≤δ S) from S, where, depending upon the
type of the desired 2-phase recovery, Q1 and Q2 are instantiated as follows:

ordered-strict strict relaxed graceful

Q1 Q− S Q Q S
Q2 Q Q ¬S Q

We call θ and δ intermediate recovery time and recovery time, respectively.

Definition 12 (fault-tolerance). Let P = 〈SP , ψP〉 be a real-time program
with invariant S, f be a set of faults, and SPEC be a specification as defined
in Definitions 8 and 9. We say that P is f -tolerant to SPEC from S, iff (1)
P |=S SPEC , and (2) there exists T such that T is an f -span of P from S and
〈SP , ψP []f〉 maintains SPEC from T .

Notation. Whenever the specification SPEC and the invariant S are clear from
the context, we omit them; thus, “f -tolerant” abbreviates “f -tolerant to SPEC
from S”.

4 Problem Statement

Given are a fault-intolerant real-time program P = 〈SP , ψP〉, its invariant S, a
set f of faults, and a specification SPEC such that P |=S SPEC . Our goal is to
synthesize a real-time program P ′ = 〈SP′ , ψP′〉 with invariant S′ such that P ′ is
f -tolerant to SPEC from S′. We require that our synthesis methods obtain P ′

from P by adding fault-tolerance to P without introducing new behaviors in the
absence of faults. To this end, we first define the notion of projection. Projection
of a set ψP of transitions on state predicate S consists of immediate transitions
of ψsP that start in S and end in S, and delay transitions of ψdP that start and
remain in S continuously.

Definition 13 (projection). Projection of a set ψ of transitions on a state
predicate S (denoted ψ|S) is the following set of transitions:

ψ|S = {(σ0, σ1) ∈ ψs | σ0, σ1 ∈ S} ∪
{(σ, δ) ∈ ψd | σ ∈ S ∧ (∀ε | ((ε ∈ R≥0) ∧ (ε ≤ δ)) : σ + ε ∈ S)}.
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Since meeting timing constraints in the presence of faults requires time pre-
dictability, we let our synthesis methods incorporate a finite set Y of new
clock variables. We denote the set of states obtained by abstracting the clock
variables in Y from a state predicate U by U\Y . Likewise, if ψ is a set of
transitions, we denote the set of transitions obtained by abstracting the clock
variables in Y by ψP\Y . Now, observe that in the absence of faults, if S′ contains
states that are not in S then P ′ may include computations that start outside
S. Hence, we require that (S′\Y ) ⊆ S. Moreover, if ψ

′
P |S′ contains a transition

that is not in ψP |S′ then in the absence of faults, P ′ can exhibit computa-
tions that do not correspond to computations of P . Therefore, we require that
(ψP′\Y )|(S′\Y ) ⊆ ψP |(S′\Y ).

Problem Statement 1. Given a program P = 〈SP , ψP〉, invariant S, specifica-
tion SPEC , and set f of faults such that P |=S SPEC , identify P ′ = 〈SP′ , ψP′〉
and S′ such that:

(C1) SP′\Y = SP , where Y is a finite set of new clock variables,
(C2) (S′\Y ) ⊆ S,
(C3) (ψP′\Y ) | (S′\Y ) ⊆ ψP |(S′\Y ), and
(C4) P ′ is f -tolerant to SPEC from S′.

Note that the above problem statement can be instantiated for all four types of
2-phase recovery. In this paper, we focus on relaxed and graceful 2-phase recovery.
Hence, we instantiate the problem statement with these two types and whenever
it is clear from the context, for brevity, we omit the instantiation.

Notice that conditions C1..C3 in Problem Statement 1 precisely express the
notion of behavior restriction (also called language inclusion) used in controller
synthesis and game theory. Moreover, constraint C4 implicitly implies that the
synthesized program is not allowed to exhibit new finite computations, which
is known as the non-blocking condition. It is easy to observe that unlike con-
troller synthesis problems, our notion of maintains (cf. Definition 7) embedded
in condition C4 allows the output program to exhibit recovery computations
that input program does not have.

5 Synthesizing Relaxed and Graceful 2-Phase Recovery

In this section, first, in Subsection 5.1, we show that the problem of synthesiz-
ing relaxed 2-phase recovery is NP-complete. Then, in Subsection 5.2, we show
that it can be solved in polynomial-time if Q is required to be closed in the
synthesized program. Subsequently, we interpret this result and identify its ef-
fect in Subsection 5.3. We present our polynomial algorithm for graceful 2-phase
recovery in Subsection 5.4. Finally, we consider whether there are other types of
2-phase recovery instances in Subsection 5.5.
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5.1 Complexity of Synthesizing Relaxed 2-Phase Recovery

In this section, we show that, in general, the problem of synthesizing fault-
tolerant real-time programs that provide relaxed 2-phase recovery is NP-complete
in the size of locations of the given fault-intolerant real-time program.
Instance. A real-time program P = 〈SP , ψP〉 with invariant S, a set of faults f ,
and a specification SPEC , such that P |=S SPEC , where SPEC br ≡ (¬S �→≤θ
Q) ∧ (¬S �→≤δ S) for state predicate Q and δ, θ ∈ Z≥0.
The decision problem (R2P). Does there exist an f -tolerant program P ′ =
〈SP′ , ψP′〉 with invariant S′ such that P ′ and S′ meet the constraints of Problem
Statement 1 when instantiated with relaxed 2-phase recovery?

We show that the R2P problem is NP-complete by reducing the 2-path problem
[16,6] to R2P.

Theorem 1. The problem of transforming a fault-intolerant real-time program
into a fault-tolerant program that provides relaxed 2-phased recovery is NP-
complete in the size of locations of the fault-intolerant program.

Corollary 1. The problem of transforming a fault-intolerant real-time program
into a fault-tolerant program that provides relaxed 2-phased recovery isNP-complete
in the size of locations of the fault-intolerant program even if S ⊆ Q.

5.2 Synthesizing Relaxed 2-Phase Recovery with Closure of Q

In this section, we show that if the intermediate predicate Q is required to be
closed in the synthesized program, then the problem of synthesizing relaxed 2-
phase recovery can be solved in polynomial time in the size of the time-abstract
bisimulation of the input program. Towards this end, we propose the algorithm
Add RelaxedPhasedRecovery .

Assumption 1. For simplicity of presentation, we assume that the number
of fault occurrences in any computation is at most 1. Note that the proof of
Theorem 1 is valid even with this assumption. In [8], we have shown that if
multiple faults occur within a computation, for a given state, one can compute
the maximum time required to reach a state predicate.

Next, we describe our algorithm Add RelaxedPhasedRecovery:

– (Step 1: Initialization). Using the technique described above from [2], we
obtain the region graph, R(P), for the input program by using the routine
ConstructRegionGraph (Line 1). Vertices of R(P) (denoted SrP) are regions.
Edges of R(P) (denoted ψrP) are of the form (s0, ρ0) → (s1, ρ1) iff for some
clock valuations ν0 ∈ ρ0 and ν1 ∈ ρ1, (s0, ν0) → (s1, ν1) is a transitions
in ψP . Likewise, we convert state predicates and sets of transitions into
corresponding region predicates and sets of edges. For example, Sr denotes
the region predicate obtained from input S, and it is obtained as Sr =
{(s, ρ) | ∃(s, ν) : ((s, ν) ∈ S ∧ ν ∈ ρ)}.
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Algorithm 1. Add RelaxedPhasedRecovery
Input: A real-time program P = 〈SP , ψP〉 with invariant S, fault transitions f , bad transitions

SPEC bt, and SPEC br ≡ (¬S 	→≤θ Q) ∧ (¬S 	→≤δ S), where Q is an intermediate recovery
predicate, such that S ⊆ Q.

Output: If successful, a fault-tolerant real-time program P′ = 〈SP′ , ψP′〉 and invariant S′ such

that 〈SP , ψ
′
P []f〉 |=S′ SPEC br and Q is closed in ψP′ .

1: 〈Sr
P , ψ

r
P〉, Sr

1 , Qr , fr, SPEC r
bt := ConstructRegionGraph(〈SP , ψP〉, S, Q, f , SPEC bt);

2: ms := {r0 | ∃r1, r2 · · · rn : (∀j | 0≤j<n : (rj , rj+1) ∈ fr) ∧ (rn−1, rn) ∈ SPEC r
bt};

3: mt := {(r0, r1) ∈ ψr
P | (r1 ∈ ms) ∨ ((r0, r1) ∈ SPEC r

bt)};
4: T r

1 := Sr
P − ms;

5: repeat
6: T r

2 , S
r
2 := T r

1 , S
r
1 ;

7: ψr
P1

:= ψr
P |Sr

1 ∪ {((s0, ρ0), (s1, ρ1)) | (s0, ρ0) ∈ (T r
1 −Qr) ∧ (s1, ρ1) ∈ T r

1 ∧
∃ρ2 | ρ2 is a time-successor of ρ0 : (∃λ ⊆ X : ρ1 = ρ2[λ := 0])} ∪

{((s0, ρ0), (s1, ρ1)) | (s0, ρ0) ∈ (Qr − Sr
1 ) ∧ (s1, ρ1) ∈ Qr ∧

∃ρ2 | ρ2 is a time-successor of ρ0 : (∃λ ⊆ X : ρ1 = ρ2[λ := 0])} − mt;
8: ψr

P1
, ns := Add BoundedResponse(〈Sr

P, ψ
r
P1

〉, Qr − Sr, Sr, δ);

9: T r
1 := T r

1 − ns;

10: ψr
P1
, ns := transform (Add BoundedResponse(transform(〈Sr

P , ψ
r
P1

〉), T r
1 −Qr , Qr, θ));

11: T r
1 , Q

r := T r
1 − ns, Qr − ns;

12: while (∃r0, r1 : r0∈T r
1 ∧ r1 �∈T r

1 ∧ (r0, r1)∈fr) do
13: T r

1 := T r
1 − {r0};

14: end while
15: while (∃r0∈ (Sr

1 ∩ T r
1 ) : (∀r1 | (r1 �= r0 ∧ r1 ∈ Sr

1) : (r0, r1) �∈ ψr
P1

)) do

16: Sr
1 := Sr

1 − {r0};
17: end while
18: if (Sr

1 = {} ∨ T r
1 = {}) then

19: print ‘‘no solution to relaxed 2-phase recovery exists’’; exit;
20: end if
21: until (T1 = T2 ∧ S1 = S2)
22: 〈SP′ , ψP′ 〉, S′, T ′ := ConstructRealTimeProgram(〈Sr

P, ψ
r
P1

〉, Sr
1 , T

r
1 );

23: return 〈SP′ , ψP′ 〉, S′, T ′;

In order to ensure that the synthesized program does not violate timing-
independent safety, we identify the set ms of regions from where a computa-
tion can violate SPEC bt by the occurrence of faults alone (Line 2). Clearly,
the program should not reach a region in ms . Hence, we remove (Line 4)
ms from the region predicate T r1 , which is used to compute the fault-span of
the program being synthesized. The set of edges that should not be included
in the synthesized program, mt , consists of edges that reach ms and the
edges in SPEC r

bt. These edges are removed while constructing the possible
program transitions (Line 7).

– (Step 2: Adding (Q �→≤δ S) ). In this step, we first recompute the set
ψP1

of program edges (Line 7) that could potentially be used during phased
recovery in the synthesized program. Towards this end, we partition the
edges based on their originating states: If an edge originates from a state in
Sr1 (estimated invariant of the synthesized program), then by constraint C3
of Problem Statement 1, the edge must be included in the original program.
If the edge originates in a region in Qr1 −Sr1 then due to closure requirement
ofQ, it must end in Qr1. And, if the edge originates in a region in T r1 −Qr1 then
due to closure requirement of fault-span, it must end in T r1 . Furthermore,
the edges must meet the time monotonicity condition and not present in the
set mt . It is straightforward to observe that the edges computed on Line 7
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must be a superset of the edges in a program that satisfies constraints of
Problem Statement 1.
We use the program constructed on Line 7 and invoke the procedure
Add BoundedResponse to add (Q �→≤δ S). Add BoundedResponse (from [7])
adds a clock variable, say t1, which gets reset when Q− S becomes true. It
computes a shortest path from every region in Qr1 − Sr1 to some region in
Sr1 . If the delay on this path is less than or equal to δ, it includes that path
in the synthesized program. If the delay is more than δ then it includes the
corresponding region in Qr1 − Sr1 in ns. It follows that regions in ns cannot
be included in the synthesized program. Hence, we remove ns from T r1 and
Qr on Lines 9 and 11, respectively. Add BoundedResponse can also add ad-
ditional paths whose length is larger than that of the shortest paths but less
than δ. However, for relaxed 2-phase recovery, addition of such additional
paths needs to be performed after adding the second timing constraint in
Line 10.

– (Step 3: Adding (¬S �→≤γ Q) ). For each region r in Qr, we identify wt(r)
that denotes the length of the path from r to a region in Sr. Next, we add
the property (¬S �→≤γ Q), where the value of γ depends upon the exact
state reached in Q. Since we need to ensure (¬S �→≤θ Q), γ must be less
than θ. And, since we need to ensure (¬S �→≤δ S), the time to reach a region
r in Qr must be less than δ − wt(r).
To achieve this with Add BoundedResponse, we transform the given region
graph by the function transform , where we replace each region r in Qr by
r1 (that is outside Qr) and r2 (that is in Qr) such that there is an edge
from r1 to r2. All incoming edges from T r1 − Qr to r now reach r1. All
other edges (edges reaching r from another state in Qr and outgoing edges
from r) are connected to r2. The weight of the edge from r1 to r2 is set
to max(0, θ + wt(r) − δ). Now, we call Add BoundedResponse add (T1 −
Q �→≤θ Q). Notice that the transformation of the region graph along with
invocation of Add BoundedResponse (Line 10) ensures that any computation
of the synthesized program that that starts from a state σ0 in ¬S and reaches
a state σ1 in Q− S within θ still has sufficient time to reach a state σ2 in S
such that the overall delay between σ0 and σ2 is less than δ. In other words,
the output program will satisfy (T1−Q �→≤δ S) no matter what path it takes
to achieve 2-phase recovery. We now collapse region r1 and r2 (created by
transform) to obtain region r. We use transform to denote such collapsing.

– (Step 4: Repeat if needed or construct synthesized program). Since we remove
some regions from T r1 , we ensure closure of T r1 in f by the loop on Lines 12-
14. Furthermore, due to constraint C4 of the problem statement, Sr1 cannot
have deadlock regions from where there are no outgoing edges. Hence, on
Lines 15-17, we remove such deadlocks. If this removal causes Sr1 or T r1 to
be an empty set then the algorithm declares failure (Line 19).
Since removal of regions from Sr1 or T r1 can potentially affect the bounded
response properties added on Lines 8 and 10, Steps 2 and 3 may have to be
repeated. If no regions are removed (i.e., we reach a fixpoint), then we con-
struct the corresponding real-time program P ′ = 〈SP′ , ψP′〉 on Line 22. Since
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the construction of the region graph is a bisimulation of the corresponding
real-time program, such reverse transformation is possible.

Theorem 2. The Algorithm Add RelaxedPhasedRecovery is sound, i.e., the
synthesized program satisfies the constraints of Problem Statement 1, and com-
plete, i.e., the algorithm finds a fault-tolerant program provided one exists.

5.3 Interpretation of Closure of Q

One main observation from the results in Subsections 5.1 and 5.2 is that the
requirement of ‘closure of Q’, where Q is the intermediate recovery predicate,
appears to play a crucial role in reducing the complexity. Thus, one may pose
questions on the intuitive implication of this requirement in practice. There are
two ways of characterizing the intermediate recovery predicate:

– One characterization is that predicate Q identifies an acceptable behavior
of the program. In this case, it is expected that once the program starts
exhibiting acceptable behavior, it continues to exhibit acceptable (or ideal)
behavior in future. In such a characterization, closure of Q is satisfied.

– Another characterization is that the predicate Q identifies a special behavior
that does not occur in the absence of faults. This special behavior can include
notification or recording of the fault, suspension of normal operation for a
certain duration, etc. Thus, in such a characterization, the program reaches
Q, then leaves Q and eventually starts exhibiting its ideal behavior. In such
a characterization, closure of Q is not satisfied.

The results in this paper shows that the complexity of the former characteriza-
tion is significantly less than the latter. In other words, requiring that faults be
recorded causes a significant growth in the complexity.

5.4 Complexity of Synthesizing Graceful 2-Phase Recovery

We present a somewhat counter-intuitive result: a sound and complete solution
to the Problem Statement 1 when instantiated for graceful 2-phase recovery.
This algorithm also requires Assumption 1 from Subsection 5.2. Without loss
of generality, we assume that δ ≤ θ. If δ > θ, then graceful 2-phase recovery
corresponds to the requirement (¬S �→≤θ S). We now describe the algorithm.

– (Step 1: Initialization). This step is identical to that in Algorithm 1 and it
constructs the region graph R(P).

– (Step 2: Adding (Q �→≤δ S) ). In this step, we add recovery paths to R(P)
so that R(P) satisfies (Q �→≤δ S). The set of edges used in this step (Line 7)
differs from the corresponding step in Add RelaxedPhasedRecovery. In par-
ticular, if an edge originates in Qr1, it need not terminate in Qr1. This is
due to the fact that Q is not necessarily closed in graceful 2-phase recovery.
Thus, the transitions computed for ψP1

of program edges are as specified on
Line 7.
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Algorithm 2. Add GracefulPhasedRecovery
Input: A real-time program P = 〈SP , ψP〉 with invariant S, fault transitions f , bad transitions

SPEC bt, and SPEC br ≡ (¬S 	→≤θ S) ∧ (¬Q 	→≤δ S), where Q is an intermediate recovery
predicate, such that S ⊆ Q.

Output: If successful, a fault-tolerant real-time program P′ = 〈SP′ , ψP′〉 and invariant S′ such

that 〈SP , ψ
′
P []f〉 |=S′ SPEC br.

// This algorithm is obtained by changing the following lines from Algorithm 1
7 : ψr

P1
:= ψr

P |Sr
1 ∪ {((s0, ρ0), (s1, ρ1)) | (s0, ρ0) ∈ (T r

1 − Sr) ∧ (s1, ρ1) ∈ T r
1 ∧

∃ρ2 | ρ2 is a time-successor of ρ0 : (∃λ ⊆ X : ρ1 = ρ2[λ := 0])} − mt;
10 : ψr

P1
, ns := Add BoundedResponse((〈Sr

P, ψ
r
P1

〉), T r − Sr
1 , Sr

1 , θ);

After adding recovery edges, we invoke the procedure Add BoundedResponse
(Line 8) with parametersQr−Sr, Sr, and δ to ensure that R(P) indeed satis-
fies the bounded response property Q �→≤δ S. Since the value of ns returned
by Add BoundedResponse indicates that there does not exist a computation
prefix that maintains the corresponding bounded response property from the
regions in ns, in Line 9, the algorithm removes ns from T r1 .

– (Step 3: Adding (¬S �→≤θ S) ). This task is achieved by calling
Add BoundedResponse, where from each state in ¬S, we add a shortest path
from that state to a state in S. Note that the paths from states in Q have a
delay of at most δ. If such a path does not exist from a state in Q then, in
Step 2, that state would have been included in ns and, hence, removed from
T r1 . While the addition of the second bounded response property is possible
for graceful 2-phase recovery, for reasons discussed after Theorem 3, it is not
possible for relaxed 2-phase recovery.

– (Step 4 ). This step is identical to that in Algorithm 1.

Theorem 3. The Algorithm Add GracefulPhasedRecovery is sound and com-
plete.

Next, we discuss the main the main reason that permits solution of graceful
2-phase recovery be in polynomial-time without closure of Q, but causes the
addition of relaxed 2-phase recovery to be NP-complete. Observe that in Line 10
in Add RelaxedPhasedRecovery, we added recovery paths from states in T1 to
states in Q. Without closure property of Q, the paths added for
Add RelaxedPhasedRecovery can create cycles with paths added from Q to S.
Such cycles outside S prevent the program from recovering to the invariant
predicate within the required timing constraint. To the contrary, in Line 10
in Add GracefulPhasedRecovery, we added recovery paths from states in T1 to
states in S. These paths cannot create cycles with paths added from Q − S.
Moreover, the paths also do not increase the delay in recovering from Q to S.
For this reason, the problem of Add GracefulPhasedRecovery could be solved in
polynomial-time.
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5.5 Other Types of 2-Phase Recovery

Let us consider Definition 11 closely. Interesting possible values for Q1 are Q,
S and Q − S and interesting possible values for Q2 are ¬S and Q. Thus, the
different combinations for 2-phase recovery are as shown in the table below.

Q1 = Q Q1 = S Q1 = Q− S

Q2 = Q strict graceful ordered-strict
Q2 = ¬S relaxed single phase ordered-relaxed

Of these, we showed that the problem of relaxed 2-phase recovery is NP-
complete. It is straightforward to observe that this proof can be extended to show
that synthesizing ordered-relaxed 2-phase recovery is also NP-complete. More-
over, in [10], we showed that the problems of synthesizing strict and ordered-strict
2-phase recovery are NP-complete. As mentioned in Subsection 5.4, one surpris-
ing result in this table, however, is that the problem of synthesizing graceful
2-phase recovery can be solved in polynomial-time.

6 Conclusion

In this paper, we focused on complexity analysis of synthesizing bounded-time 2-
phase recovery. This type of recovery consists of two bounded response properties
of the form: (¬S �→≤θ Q1) ∧ (Q2 �→≤δ S). We characterized S as an ideal
behavior and Q1,2 as acceptable intermediate behaviors during recovery. Each
property expresses one phase of recovery within the respective time bounds θ and
δ in a fault-tolerant real-time program. We formally defined different scenarios
of 2-phased recovery, characterized their applications in real-world systems, and
considered two types of them called relaxed (where Q1 = Q and Q2 = ¬S) and
graceful (where Q1 = S and Q2 = Q). We showed that, in general, the problem
of synthesizing relaxed 2-phase recovery is NP-complete. However, the problem
can be solved in polynomial-time, if S ⊆ Q and Q is closed in the synthesized
program. We also found a surprising result that the problem of synthesizing
graceful 2-phase recovery can be solved in polynomial-time even though all other
variations are NP-complete. We emphasize that all complexities are in the size
of the input program’s region graph.

Based on the complexity analysis, we find that the problem of synthesizing
relaxed 2-phase recovery is significantly simpler, if the intermediate recovery
predicate Q is closed in the execution of the synthesized program. This result
implies that if the intermediate recovery predicate is used for recording the fault,
then the complexity of the corresponding problem is substantially higher than
the case where the program quickly provides acceptable behavior.

One future research direction is to develop heuristics to cope with the NP-
complete instances. Based on our experience with synthesizing distributed fault-
tolerant programs [9,11], we believe that efficient implementation of such heuris-
tics makes it possible to synthesize real programs in practice. Another research
problem is to consider the case where a real-time program is subject to different
classes of faults and a different type of tolerance is required for each fault class.



On the Complexity of Synthesizing Relaxed and Graceful Phased Recovery 675

References

1. Alpern, B., Schneider, F.B.: Defining liveness. Information Processing Letters 21,
181–185 (1985)

2. Alur, R., Dill, D.: A theory of timed automata. Theoretical Computer Sci-
ence 126(2), 183–235 (1994)

3. Alur, R., Henzinger, T.A.: Real-time system = discrete system + clock variables.
International Journal on Software Tools for Technology Transfer 1(1-2), 86–109
(1997)

4. Asarin, E., Maler, O.: As soon as possible: Time optimal control for timed au-
tomata. In: Vaandrager, F.W., van Schuppen, J.H. (eds.) HSCC 1999. LNCS,
vol. 1569, pp. 19–30. Springer, Heidelberg (1999)

5. Asarin, E., Maler, O., Pnueli, A., Sifakis, J.: Controller synthesis for timed au-
tomata. In: IFAC Symposium on System Structure and Control, pp. 469–474 (1998)

6. Bang-Jensen, J., Gutin, G.: Digraphs: Theory, Algorithms and Applications.
Springer, Heidelberg (2002)

7. Bonakdarpour, B., Kulkarni, S.S.: Automated incremental synthesis of timed au-
tomata. In: Brim, L., Haverkort, B.R., Leucker, M., van de Pol, J. (eds.) FMICS
2006 and PDMC 2006. LNCS, vol. 4346, pp. 261–276. Springer, Heidelberg (2007)

8. Bonakdarpour, B., Kulkarni, S.S.: Incremental synthesis of fault-tolerant real-time
programs. In: Datta, A.K., Gradinariu, M. (eds.) SSS 2006. LNCS, vol. 4280, pp.
122–136. Springer, Heidelberg (2006)

9. Bonakdarpour, B., Kulkarni, S.S.: Exploiting symbolic techniques in automated
synthesis of distributed programs with large state space. In: IEEE International
Conference on Distributed Computing Systems (ICDCS), pp. 3–10 (2007)

10. Bonakdarpour, B., Kulkarni, S.S.: Masking faults while providing bounded-time
phased recovery. In: Cuellar, J., Maibaum, T., Sere, K. (eds.) FM 2008. LNCS,
vol. 5014, pp. 374–389. Springer, Heidelberg (2008)

11. Bonakdarpour, B., Kulkarni, S.S.: SYCRAFT: A tool for synthesizing fault-tolerant
distributed programs. In: van Breugel, F., Chechik, M. (eds.) CONCUR 2008.
LNCS, vol. 5201, pp. 167–171. Springer, Heidelberg (2008)

12. Bouyer, P., D’Souza, D., Madhusudan, P., Petit, A.: Timed control with partial
observability. In: Hunt Jr., W.A., Somenzi, F. (eds.) CAV 2003. LNCS, vol. 2725,
pp. 180–192. Springer, Heidelberg (2003)

13. de Alfaro, L., Faella, M., Henzinger, T.A., Majumdar, R., Stoelinga, M.: The el-
ement of surprise in timed games. In: Amadio, R.M., Lugiez, D. (eds.) CONCUR
2003. LNCS, vol. 2761, pp. 144–158. Springer, Heidelberg (2003)

14. D’Souza, D., Madhusudan, P.: Timed control synthesis for external specifications.
In: Alt, H., Ferreira, A. (eds.) STACS 2002. LNCS, vol. 2285, pp. 571–582. Springer,
Heidelberg (2002)

15. Faella, M., LaTorre, S., Murano, A.: Dense real-time games. In: Logic in Computer
Science (LICS), pp. 167–176 (2002)

16. Fortune, S., Hopcroft, J.E., Wyllie, J.: The directed subgraph homeomorphism
problem. Theoretical Computer Science 10, 111–121 (1980)

17. Henzinger, T.A.: Sooner is safer than later. Information Processing Letters 43(3),
135–141 (1992)


	On the Complexity of Synthesizing Relaxed and Graceful Bounded-Time 2-Phase Recovery
	Introduction
	Real-Time Programs and Specifications
	Real-Time Program
	Specification

	Fault Model and Fault-Tolerance
	Fault Model
	Phased Recovery and Fault-Tolerance

	Problem Statement
	Synthesizing Relaxed and Graceful 2-Phase Recovery
	Complexity of Synthesizing Relaxed 2-Phase Recovery
	Synthesizing Relaxed 2-Phase Recovery with Closure of $Q$
	Interpretation of Closure of $Q$
	Complexity of Synthesizing Graceful 2-Phase Recovery
	Other Types of 2-Phase Recovery 

	Conclusion



<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (ISO Coated v2 300% \050ECI\051)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Error
  /CompatibilityLevel 1.3
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Perceptual
  /DetectBlends true
  /DetectCurves 0.1000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo true
  /PreserveFlatness true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts false
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /Warning
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 150
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /Warning
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 150
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 600
  /MonoImageMinResolutionPolicy /Warning
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU <FEFF004a006f0062006f007000740069006f006e007300200066006f00720020004100630072006f006200610074002000440069007300740069006c006c006500720020003700200061006e006400200038002e000d00500072006f006400750063006500730020005000440046002000660069006c0065007300200077006800690063006800200061007200650020007500730065006400200066006f00720020006f006e006c0069006e0065002e000d0028006300290020003200300030003800200053007000720069006e006700650072002d005600650072006c0061006700200047006d006200480020000d000d0054006800650020006c00610074006500730074002000760065007200730069006f006e002000630061006e00200062006500200064006f0077006e006c006f006100640065006400200061007400200068007400740070003a002f002f00700072006f00640075006300740069006f006e002e0073007000720069006e006700650072002e0063006f006d000d0054006800650072006500200079006f0075002000630061006e00200061006c0073006f002000660069006e0064002000610020007300750069007400610062006c006500200045006e0066006f0063007500730020005000440046002000500072006f00660069006c006500200066006f0072002000500069007400530074006f0070002000500072006f00660065007300730069006f006e0061006c0020003600200061006e0064002000500069007400530074006f007000200053006500720076006500720020003300200066006f007200200070007200650066006c00690067006800740069006e006700200079006f007500720020005000440046002000660069006c006500730020006200650066006f007200650020006a006f00620020007300750062006d0069007300730069006f006e002e>
  >>
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [595.276 841.890]
>> setpagedevice




