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Abstract. This paper proposes a new variant of collisions on hash func-
tions named bit-free collision, which can be applied to reduce the number
of chosen challenges in password recovery attacks on hash-based chal-
lenge and response protocols, such as APOP (Authentication Post Office
Protocol). In all previous APOP attacks, the attacker needs to imper-
sonate the server and to send poisoned chosen challenges to the user.
Impersonating the server takes a risk that the user may find out he is
being attacked. Hence, it is important for the attacker to reduce the num-
ber of impersonation in order to lower the probability that the attack will
be detected. To achieve this, reducing the number of chosen challenges
is necessary. This paper is the first approach to improve previous APOP
attacks based on this observation to our best knowledge. With t-bit-free
collisions presented in this paper, the number of chosen challenges to
recover each password character can be reduced by approximately a fac-
tor of 2t. Though our attack utilizing t-bit-free collisions needs higher
offline complexity than previous attacks, the offline computation can be
finished in practical time if the attacker can obtain reasonable compu-
tation power. In this research, we generate 1-bit-free collisions on MD5
practically. As a result, the number of challenges for password recovery
attacks on real APOP is approximately half reduced. Of independent
interest, we apply the bit-free-collision attack on a simpler hash function
MD4, and show that 3-bit-free collisions can be generated practically.

Keywords: hash function, bit-free collision, APOP, MD5, MD4.

1 Introduction

With the development of internet, challenge and response password authentica-
tion protocols have become popular. In the communication through internet, the
user may face several threats: (a) a third party may impersonate the server, and
(b) a third party may eavesdrop on the communication channel. Accordingly,
it is dangerous for the user to send the password itself directly to the server to
get authenticated. As a countermeasure to protect the password, challenge and
response password authentication protocols have been adopted. The crucial idea
is, in every authentication round, randomly generating challenges and comput-
ing responses based on challenges and the password. One popular approach to
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generate responses is hashing challenges and the password, which will base the
security of the protocols on the underlying hash functions. As far as the hash
function is secure, the protocol is secure.

APOP (Authentication Post Office Protocol) [8] is a challenge and response
password authentication protocol based on MD5 [10], which has been practically
utilized in real mail systems. The responses are generated by hashing the chal-
lenges concatenated with the password. Recently password recovery attacks on
APOP have been proposed [6] [11] [12], which originated from collision attacks
on MD5 [15]. All previous APOP attacks are chosen challenge attacks. The at-
tacker impersonates the server and sends chosen challenges to the user to make
the user provide corresponding responses. The attack scenario is as follows.

1. the user sends access requests to the attacker (impersonating the server).
2. the attacker sends poisoned chosen challenges to the user.
3. the user sends the corresponding responses to the attacker.
4. the attacker responds “No new email” to the user.

Impersonating the server takes a risk that the user may suspect to have being
attacked in the following situations:

(a) the user does not get a new email for a long time if the attacker continuously
impersonates the server.

(b) the user gets a new email delayed even if the attacker impersonates the
server from time to time. Suppose the user accesses to the server once an
hour. The user may get a new email delayed an hour even though the attacker
only impersonates once.

From this observation, the attacker should reduce the times of impersonating in
order to lower the probability that the attack will be detected. This means that
the number of necessary chosen challenges should be reduced. So far, no result
has been published to improve previous APOP attacks on reducing the number
of chosen challenges to our best knowledge.

1.1 Our Results

We will propose the first approach to reduce the number of challenges of APOP
attacks, by presenting a new variant of collisions on hash functions named bit-free
collision.

Conceptually, bit-free collision is a pair of partially-fixed messages, which will
collide regardless of the value of the unfixed bits. The unfixed bits are denoted as
free bits in this paper. We denote by t-bit-free collision a bit-free collision with
t-free bits for simplicity. For example, suppose (M, M ′) is a 1-bit-free collision.
By setting the free bit to 0, we can obtain a pair of messages (M0, M

′
0) from

(M, M ′). By setting the free bit to 1, we can obtain another pair of messages
(M1, M

′
1) from (M, M ′). Both (M0, M

′
0) and (M1, M

′
1) are collisions. So (M, M ′)

will be a collision no matter what the value of the free bit is. Similarly, for t-
bit-free collision, a set of 2t pairs of messages can be derived by setting the
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values of the t-free bits, and each pair of messages from this set is a collision.
Here we will roughly point out the difference between free bit in this paper
and neutral bit proposed by Biham and Chen in [1]. The usage of free bit is
mainly allowing the attacker to freely determine several bit-values of the colliding
messages without affecting the collision, while the usage of neutral bit is mainly
speeding up collision search. Refer to Section 3 for more details.

Bit-free collisions can be utilized to reduce the number of chosen challenges of
APOP attacks. Previous APOP attacks recover the password characters one by
one. One character is 8-bit long, so there are 28 possible candidates for one pass-
word character. The attacker adopts guess-then-verify approach to exhaustively
check the correctness of all possible candidates for one password character. In
order to check one possible candidate, the attacker needs to generate a pair of
challenges. If a possible candidate is the true password character, the responses
of the corresponding pair of challenges will collide. There are in total 28 candi-
dates for a password character, and each candidate needs a pair of challenges.
As a result, (28 − 1) pairs of challenges1 are necessary in the worst case.

On the other hand, our attack utilizes bit-free collisions to reduce the number
of chosen challenges. Our attack will also recover password characters one by
one. The main novelty of our attack is recovering one password character part
by part, which will reduce the number of necessary chosen challenges. The high-
level description of our attack to recover one password character is as follows.
More details are explained in Section 5.2.
1. Locate t-free bits in the targeted password character, which divides the pass-

word character into (8 − t)-non-free bits and t-free bits.
2. Recover the (8− t)-non-free bits first. The attacker adopts exhaustive guess-

then-verify approach: guess the value of (8 − t)-non-free bits, then generate
a pair of challenges, which will lead to a t-bit-free collision after being con-
catenated with the guess value, and finally send the pair of challenges to the
user to check whether the responses collide or not. If the responses collide,
the guess value is true. Otherwise, the guess value is wrong. There are in
total (28−t) possible candidates for the (8 − t)-non-free bits, so (28−t − 1)
pairs of challenges are necessary in the worst case.

3. Recover the t-free bits also by guess-then-verify approach. The attacker can
recover the t-free bits one bit by one bit. For example, the attacker sets the
value of the first target bit to 0, then generates a pair of challenges that
leads to a (t− 1)-bit-free collision, and finally sends the pair of challenges to
check whether the responses collide or not. If the responses collide, then the
guess is correct and the value of the first target bit is 0. Otherwise, the value
of the first target bit is 1. Similarly, the attacker can recover the second bit
until the whole t-free bits are obtained. So t pairs of challenges are necessary
in the worst case.

In the above procedure of recovering one password character, the attacker will
first exhaustively guess and recover the values of (8 − t)-non-free bits without

1 The attacker does not need to check the last possible candidate if the attacker has
confirmed all other candidates are not correct.



6 L. Wang et al.

the knowledge of the t-free bits, and then recover the value of the t-free bits. As
shown above, (28−t − 1 + t) pairs of challenges are necessary in the worst case.
The total number of necessary challenges has been reduced by approximately
a factor of 2t compared to previous APOP attacks. Consequently following our
attack strategy, the probability that the user will detect the attack has become
lower, which makes the attack become more realistic.

We will analyze the complexity of generating bit-free collisions. In general, such
bit-free collisions are harder to be found than regular collisions, but can provide
more serious damages to hash-based protocols. We believe that bit-free collisions
have more applications besides APOP attacks. We will use one compression func-
tion computation as a unit to count the complexity. The complexity of generating
t-bit-free collisions on a general Merkle-Damg̊ard hash function is (n

2 )2
t × 2

n
2 +t

computations. Here we omit the descriptions. Refer to Section 3.1 for more de-
tails. The complexity of t-bit-free collisions on a general compression function is
22t−1×n+t computations. Refer to Section 3.2 for more details. Moreover, we apply
bit-free-collision attacks on MD5 [10] and MD4 [9] by utilizing previous collision
attacks on MD5 and MD4 [2] [15] [14]. We show that 1-bit-free-collision attacks on
MD5 and 3-bit-free-collision attacks on MD4 are practical.

Finally, we show the effect of applying 1-bit-free collisions on MD5 to pass-
word recovery attacks on APOP in a real environment. The previous paper [6]
assumes that each password character has 6 bits of entropy (they consider a
kind of password most people use). Under this assumption, a password charac-
ter is recovered by generating 25 colliding challenge pairs, and asking 26 queries
impersonating the server. Previous paper [6] assumes that a user runs the au-
thentication protocol once per minute, and estimates that asking 26 queries takes
about 1 hour. In our attack, with the same assumption, we need to generate 24

1-bit-free collisions for recovering non-free bits and a single collision for recover-
ing the free bit. Hence, our attack needs to ask 25+2 queries in the online phase,
which can be finished in roughly 30 minutes2. Another our concern is the validity
of the assumption that the attacker can ask chosen challenges once per minute.
This assumption is not always true. It is typical that a user checks new mails
only several times per day. Let us consider the case that the impersonation can
be done only once per day. Clearly, the previous attack takes roughly 60 days to
recover a password character while our attack takes only 30 days. We therefore
can say that reducing the number of queries is important in a real environment.

1.2 Organization of the Paper

Section 2 explains background and related works. Section 3 defines bit-free col-
lision and analyzes the complexity of generating bit-free collisions. Section 4
shows practical bit-free-collision attacks on MD5 and MD4 based on previous
differential collision attacks. Section 5 applies bit-free collisions to APOP attack.
Section 6 gives the conclusion and discussion of future work.
2 We ignore the offline complexity of generating 1-bit-free collisions. Actually, this can

be finished quickly, e.g. 36 seconds with 14400 PCs (details are discussed in Section
4.2). Hence, the assumption is reasonable.
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2 Background and Related Works

2.1 Merkle-Damg̊ard Hash Function

Many hash functions such as MD5 [10] and MD4 [9] have been designed following
the well-known framework Merkle-Damg̊ard [7] [3]. A Merkle-Damg̊ard hash
function map arbitrary-length messages to short hash digests by iterating a fixed-
input-length component usually described as compression function. Denote by
H , F and M a Merkle-Damg̊ard hash function, underlying compression function
and an input message respectively. The hash procedure is as follows:
1. M will be padded and divided into fixed-length blocks m1, m2, · · · , ml:

pad(M) = m1||m2|| · · · ||ml, where || means concatenation.
2. F takes a public constant IV and m1 as input and outputs an intermediate

value h1. Then F takes h1 and m2 as input and outputs h2. Similarly, the
calculation will be carried out until all the message blocks are used.

3. Finally H outputs hl as the hash digest.
We will describe one property of Merkle-Damg̊ard hash functions, which has
been adopted by APOP attacks.

One property of Merkle-Damg̊ard hash function
Denote by M and M ′ two messages. pad(M) = m1||m2|| · · · ||ml and pad(M ′) =
m′

1||m′
2|| · · · ||m′

l. Moreover there is some t (1 ≤ t ≤ l) such that mi = m′
i

(∀i : t ≤ i ≤ l). According to the above hash procedure, the following relation
holds:

ht = h′
t =⇒ hl = h′

l.

2.2 APOP

APOP is a hash-based challenge and response authentication protocol [8], which
is used in mail system by servers to authenticate users. The procedure of APOP
is detailed as follows. A mail server and a user share one common password.
1. The user sends one access request to the mail server.
2. The mail server generates a random challenge, and sends it to the user.
3. The user calculates one hash digest MD5(challenge||password), and sends

the digest to the mail server.
4. The mail server itself carries out the same calculation, gets another hash

digest, and compares it with the user’s response.
5. If the two digests are the same, authentication succeeds. Otherwise, authen-

tication fails.

2.3 Previous Password Recovery Attacks on APOP

Password recovery attacks on APOP [6] [11] [12] are chosen challenge attacks.
The attacker impersonates the server and sends chosen challenges to the user.
Briefly speaking, the attacker will recover the password characters one by one
based on the property of MD5 (Merkle-Damg̊ard hash function), which has been
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shown in Section 2.1. Consequently, the complexity of recovering the whole pass-
word will be reduced significantly from the expected complexity. Denote the
password by P1||P2|| . . . ||Pl. Suppose the attacker has recovered the values of
P1, P2, . . ., Pi−2 and Pi−1 (i ≤ l). The high-level description of the procedure
of recovering Pi is as follows.

1. Guess the value of Pi.
2. Generate a pair of challenges (C, C′) satisfying three conditions: C and C′

have the same length; the length of C||P1||P2|| · · · ||Pi is multiple of block-
length; and H(C||P1||P2|| · · · ||Pi) = H(C′||P1||P2|| · · · ||Pi).

3. Send C to the user to obtain the response R.
4. Send C′ to the user to obtain the response R′.
5. If R = R′, then the current guess value is the true Pi.
6. If R �= R′, change the guess value, and go to step 2.

Suppose Pi has n bits. There are 2n possible candidates for Pi. As a result, steps
2-6 will be repeated 2n times in the worst case. So the bit-length of Pi should be
as short as possible. From the specification of APOP [8], the length of challenges
must be a multiple of 8 bits. Therefore, the minimum length of Pi is 8 bits,
namely, one character. So, the previous APOP attacks [6] [11] [12] recover the
password characters one by one. A password character is 8-bit long, so there are
in total 28 possible candidates for one password character. Following the above
previous APOP attack procedure, 28 − 1 pairs of challenges are necessary in
the worst case. This paper will mainly deal with how to reduce the number of
necessary challenges.

3 Bit-Free Collision

Definition 1. If a pair of partially-fixed messages (M, M ′) satisfies the follow-
ing conditions3, it is denoted as a bit-free collision on a hash function H:
1. M and M ′ have the same bit-length.
2. M and M ′ have the unfixed bits at the same bit positions.
3. the unfixed bits of M and the unfixed bits of M ′ are equal.
4. any pair of messages, derived by setting the value of the unfixed-bits of M

and M ′, will be a collision on H.
where the unfixed bits are denoted as free bits.
Denote by t-bit-free collision a bit-free collision with t-free bits for simplicity.
2t pairs of colliding messages can be derived from a t-bit-free collision. So a
t-bit-free collision is a set of 2t independent colliding message pairs.

Picking 1-bit-free collision, denoted as (M, M ′), as an example. M and M ′

have the same bit-length, and have one same bit position (the free bit), where
the value is not fixed. By setting the free bit to 0, a pair of messages (M0, M

′
0) is

3 The conditions are restrictive. In fact we can give more general definition for bit-free
collision. For example, conditions 1, 2 and 3 are not necessary. Since this paper deals
with application to APOP attacks, we define the bit-free collision according to this
application for consistency.
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derived from (M, M ′). By setting the free bit to 1, a pair of messages (M1, M
′
1)

is derived from (M, M ′). Both (M0, M
′
0) and (M1, M

′
1) are collisions on H .

This paper will deal with bit-free-collision attacks on the compression function
of MD5, which makes this concept similar to the neutral bit concept proposed
by Biham and Chen [1]. The concept of the neutral bit has been detailed in
Appendix A. Free bit can be regarded as neutral bit up to the last step of MD5
compression function. Previous works never consider neutral bit up to the last
step. This is because the usage of neutral bits is mainly speeding up the collision
search. So the previous works are interested in finding neutral bits up to some
intermediate step of hash computation. Free bit does not speed up the collision
search. However, it has the following potential advantage: the attacker has the
power to freely control some bit-values of the colliding messages without affecting
the collision. We believe the concept bit-free collision has many applications.

In the following two sections, we will analyze the complexity of generating a
t-bit-free collision on a general iterated hash function and a general compression
function.

3.1 Bit-Free Collisions on a General Merkle-Damg̊ard Hash
Function

Denote by H a general Merkle-Damg̊ard hash function. Denote by n the bit-
length of hash values of H . We will utilize Joux’s multi-collisions [4] to generate
bit-free collisions on H . The format of generated bit-free-colliding messages with
l-block length is as follows: (M = m0||m1|| . . . ||ml−1, M

′ = m0||m′
1|| . . . ||m′

l−1),
and the free bits locate in the m0.

To warm up, we first show how to generate 1-bit-free collisions. We will locate
the free bits in the first message block m0. m0

0 and m1
0 are derived by setting

the 1-free bit of m0 to 0 and 1, respectively.

1. Determine the bit position of the 1-free bit.
2. Set the 1-free bit to 0, and adopt Joux’s multi-collision technique [4] to

obtain 2
n
2 multi-collisions on H as shown in Fig. 1 with l = n

2 . The colliding
messages will be denoted as m0

0||m1,k1 || . . . ||mn
2 ,k n

2
, where k1, k2, . . . , kn

2
∈

{0, 1}.
3. Calculate the hash values of messages m1

0||m1,k1 ||m2,k2 || . . . ||mn
2 ,k n

2
, for all

k1, k2, . . . , kn
2
.

Fig. 1. Joux’s multi-collision
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4. If a pair of colliding messages is found: (m1
0||m1,k1 ||m2,k2 || . . . ||mn

2 ,k n
2
,

m1
0||m1,k′

1
||m2,k′

2
|| . . . ||mn

2 ,k′
n
2
), where k1, k

′
1, . . . , kn

2
, k′

n
2

∈ {0, 1}, then

(m0||m1,k1 || . . . ||mn
2 ,k n

2
, m0||m1,k′

1
|| . . . ||mn

2 ,k′
n
2
) is 1-bit-free collision.

Similarly, we can utilize Joux’s multi-collision technique to generate t-bit-free
collisions. The high-level description is as follows:

1. Determine the bit positions for the t-free bits in m0. There are 2t possible
values for the t-free bits, which will be denoted as {0, 1, . . . , 2t − 1} for
simplicity.

2. Set the values of the t-free bits to 0.
3. Generate multi-collisions on H as shown in Fig. 1 with l = (n

2 )2
t

. The
complexity is (n

2 )2
t × 2

n
2 , counting one compression function computation

as a unit.
4. Change the free bits to 1. Denote the new derived first message block as m1

0.
5. First calculate the intermediate hash value at (n

2 + 1)-th block of new mes-
sages (starting with m1

0) to find a collision (M1,0, M1,1). Denote the colliding
intermediate hash value as h. Then fix the intermediate hash value at (n

2 +1)-
th block as h, and calculate the intermediate hash values at (n+1)-th block to
find a collision (M2,0, M2,1). Similar calculation will be carried out until the
last message block. Finally we obtain m0||M1,k1 ||M2,k2 || . . . ||M( n

2 )2t−1,k
( n
2 )2t−1

(ki ∈ {0, 1}), which will collide when the value of the free bits are 0 or 1.
6. Repeat steps 4 and 5 setting the free bits to the rest possible values.
7. Finally we will obtain a pair of messages, which can collide for any possible

value of the free bits. This pair of message is a t-bit-free collision on H .

The complexity of generating a t-bit-free collision on H is roughly (n
2 )2

t × 2
n
2 +t.

3.2 Bit-Free Collisions on a General Compression Function

Denote by F a general compression function. Denote by n the bit-length of the
outputs of F . We will assume that the message space is always large enough
to carry out the exhaustive t-bit-free collision search. We will analyze the com-
plexity of generating a t-bit-free collision on F by the exhaustive search. The
exhaustive search is as follows:

1. Determine the bit positions for the t-free bits. There are in total 2t possible
values for the whole t-free bits, which will be denoted as {0, 1, . . . , 2t − 1}.

2. Randomly select a message M , and expand M to a set of messages {M0, . . . ,
M2t−1}, where Mi differs from M only at the t-free bits and the value of the
t-free bits is i.

3. Search a pair of messages (M , M ′) such that F (Mi) = F (M ′
i) for any i ∈

{0, 1, . . .2t − 1}.
4. (M, M ′) is a pair of t-bit-free collision on F .

Denote by F ∗ a compression function F ∗(M) = F (M0)||F (M1)|| . . . ||F (M2t−1).
The exhaustive search can be regarded as searching a collision on F ∗. The bit-
length of F ∗ is 2t × n. So the complexity of generating a t-bit-free collision on
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a general compression function F with n bit-length hash digests is 2(2t×n)/2 F ∗

computations. One F ∗ computation consists of 2t F computations. As a result,
t-bit-free-collision attacks on F is with a complexity 22t−1×n+t F computations.

4 Bit-Free-Collision Attacks Based on Differential
Collision Attacks on Hash Functions

This section will deal with how to find bit-free collisions based on Wang et al.’s
differential collision attacks.

In 2005, Wang et al. published their differential collision attacks on hash
functions from MD4 family [14] [15]. Here we will briefly recall Wang et al.’s
collision attacks. Refer to Appendix C.1 for more details. The attack procedure
is as follows: first determine a message difference Δ, then determine how the Δ
will propagate during hash computation, which is usually denoted as differential
path, then derive sufficient conditions that make sure the difference propagation
will follow the differential path, and finally search a message M satisfying all
sufficient conditions, which leads to a collision (M, M + Δ).

4.1 Crucial Ideas

We first showa 1-bit-free collision as an example in Fig. 2.Denote byΔ the message
difference of the chosen collision attack on H in Fig. 2. Following Wang et al.’s
collision attacks, if M0 can satisfy all the sufficient conditions, (M0, M0 + Δ) is a
collision. Similarly, if M1 can satisfy all the sufficient conditions, (M1, M1 + Δ) is
a collision. So, as long as both M0 and M1 can satisfy all the sufficient conditions,
(M, M +Δ) will collide no matter what the value of the free bit is. Consequently, 1-
bit-free-collision search can be transformed to search a pair of messages (M0, M1)
satisfying two conditions: M0 and M1 only differ at the free bit, and both M0 and

Fig. 2. a 1-bit-free-collision based on a collision attack

Sufficient conditions are from a collision attack on H . M0 and M1 are
derived by setting a bit-value of M to 0 and 1, respectively. Difference
propagation describes how the 1-bit difference between M0 and M1

propagates during the hash computation.
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M1 can satisfy all sufficient conditions of a differential path for collision attack.
Usually the difference propagation in Fig. 2 starts from some intermediate step
of hash computation depending on the bit position of the free bit. So after the bit
positions of the free bits are determined, a suitable differential path should have the
minimum number of sufficient conditions, whichmight be affected by the difference
propagation in Fig. 2.

A high-level description of t-bit-free-collision attack based on Wang et al.’s
collision attacks is as follows.

1. Pre-determine the bit positions of t-free bits.
2. Choose a differential path of a collision attack with the minimum number of

sufficient conditions, which might be affected by changing the values of the
free bits. Denote by Δ the message difference of the collision attack.

3. Search a message M that can satisfy all the sufficient conditions no matter
what the value of the t-free bits is.

4. (M, M + Δ) is a t-bit-free collision.

4.2 Bit-Free-Collision Attacks on MD5

This section deals with bit-free-collision attacks on MD5. For specification of
MD5, refer to Appendix B.

Pre-determine the bit position of the free bits:
Since we will apply bit-free-collision attacks on MD5 to improve APOP at-
tacks, we locate the free bits in the last 8-bit positions of messages.

Well-suited differential path for collision attacks on MD5:
We adopt a differential path obtained from previous attacks on MD5 as
follows:
-Pseudo-collision attack on the compression function of MD5 proposed by

Den Boer and Bosselaers in [2] has been shown in Appendix C.2. The
differential path for the pseudo-collision attack on MD5 has the least
number of sufficient conditions to our best knowledge. Moreover, Klima
in [5] proposes a fast collision search technique on MD5 named Tunnel.
By using Klima’s tunnel Q9 detailed in Appendix C.3, the bit-free colli-
sion search can be regarded as starting from step 25. So the number of
sufficient conditions, which might be affected by changing the value of
the free bits, will be only 23.

-A so-called technique IV bridge proposed by Sasaki et al. in [12] provides a
pair of messages which can link public constant IV of MD5 to necessary
differences for pseudo-collision attacks in [2]. The pair of messages in [12]
is shown in Table 1: (M0||M1, M0||M ′

1), which provides a pair of inter-
mediate hash values (h, h′) well-suited for pseudo-collision attacks in [2].

Finally there are roughly 23 sufficient conditions that might be affected by chang-
ing the value of the free bits. For one collision on MD5, roughly 223 MD5 compu-
tations are necessary. Hence, for t-bit-free collisions, 223×2t

MD5 computations
are necessary. It seems that 1-bit-free collision with a complexity 246 is practical.
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Table 1. One example of 1-bit-free collision on MD5

(M0||M1||M2, M0||M ′
1||M2) is a 1-bit-free collision, where the free bit locates at the

24-th bit of m15 of M2. Denote by md5 the compression function of MD5.
h = md5(md5(IV,M0), M1) and h′ = md5(md5(IV,M0), M

′
1). h and h′ is well-suited

for pseudo-collision attacks on MD5 [2]: md5(h, M2) = md5(h′, M2).

M0 m4=0x37373936 m5=0x3433302d m6=0x38312d35 m7=0x61704035

m8=0x6f777373 m9=0x645f6472 m10=0x63657465 m11=0x5f726f74

m12=0x2e636264 m13=0x6976746d m14=0x632e7765 m15=0x73752e61

m0=0x986e1da4 m1=0x83707d06 m2=0xa86e1ddd m3=0xe264eedb

M1 m4=0xff68e19f m5=0x120ea5b3 m6=0x7437d3e2 m7=0x600f543d

m8=0x7c63c5ab m9=0xe9ead9d9 m10=0xa9b5c51e m11=0xc309f623

m12=0xfd534f1e m13=0xad33c7ad m14=0xfd0380c6 m15=0x7745f36a

m′
0=0x986e1da4 m′

1=0x83707d06 m′
2=0xa86e1ddd m′

3=0xe264eedb

M ′
1 m′

4=0xff68e19f m′
5=0x120ea5b3 m′

6=0x7437d3e2 m′
7=0x600f543d

m′
8=0x7c63c5ab m′

9=0xe9ead9d9 m′
10=0xa9b5c51e m′

11=0x4309f623

m′
12=0xfd534f1e m′

13=0xad33c7ad m′
14=0xfd0380c6 m′

15=0x7745f36a

h h[a] = 0xbd7ade50; h[b] = 0xe17a619d; h[c] = 0x8e940937; h[d] = 0xfd4af95f;

h′ h′[a] = 0x3d7ade50; h′[b] = 0x617a619d; h′[c] = 0x0e940937; h′[d] = 0x7d4af95f;

m0 = 0xc0797ae2; m1 = 0xe95d42e6; m2 = 0x49fe29af; m3 = 0x3329c9a9;

M2 m4 = 0xa790a55d; m5 = 0x783e6d3; m6 = 0xb906c7b1; m7 = 0x2d63e951;

m8 = 0x9edac296; m9 = 0x26afe101; m10 = 0xd4cfc4fb; m11 = 0xcb0d1667;

m12 = 0x77b75eab; m13 = 0xea993a34; m14 = 0x8c9868ae; m15 = 0x7effffff;

24-th bit of m15 of M2 is free bit: m15 = 0x7effffff or 0x7fffffff.

We implement 1-bit-free collision search. Surprisingly, it takes only 12 hours by
12 computers on average to generate 1-bit-free collision, which is much faster
than the usual time for 246 computations. One reason is that the complexity
calculated by counting the number of sufficient conditions is greater than the
precise complexity. Moreover, due to the biased bit position of sufficient con-
ditions, since all sufficient conditions are located in only MSB of intermediate
values, the complexity should be less than 246.

One example of generated 1-bit-free collision is shown in Table 1.

4.3 Bit-Free-Collision Attacks on MD4

We will also apply bit-free-collision attacks on MD4 [9]. For the specification of
MD4, refer to Appendix B.
Pre-determine the bit position of the free bits:

Similarly with MD5 case, considering the application to APOP attack, we
set the free bits at the last 8-bit positions of messages.

A well-suited differential path for collision attacks on MD4:
We determine to use the differential path on MD4 in [13] detailed in Ap-
pendix C.4, since it has the minimum number of sufficient conditions which
might be affected by changing the value of the free bits to the best of our
knowledge.
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Table 2. One example of 3-bit-free collision on MD4

m0 = 0x3938313c; m1 = 0xbfdc10ea; m2 = 0xc5708671; m3 = 0xa0196be0;

m4 = 0xa8d2a83a; m5 = 0xfd15dd85; m6 = 0x992e75bc; m7 = 0xabc6ccb8;

M0 m8 = 0x6f6fd206; m9 = 0xfd303797; m10 = 0x764081f6; m11 = 0xd6821ee2;

m12 = 0xcc7e0ed5; m13 = 0x53c72d75; m14 = 0x446d4fe9; m15 = 0x1854dfdc;

m0 = 0x182994f8; m1 = 0xc989fe5e; m2 = 0xe3e086f0; m3 = 0x17eb1082;

m4 = 0x562a7af6; m5 = 0xa6f0e339; m6 = 0xc46682a8; m7 = 0xb817cfa4;

M1 m8 = 0xe5a24a72; m9 = 0x8eca35be; m10 = 0x12c6229e; m11 = 0xaf84be49;

m12 = 0x1a94a2a5; m13 = 0x8a2386b0; m14 = 0x76d2a8b1; m15 = 0x003effff;

27-th, 28-th and 29-th bits of m15 of M1 are the 3-free bits:

m15=0x003effff, 0x083effff, 0x103effff, 0x183effff, 0x203effff,

0x283effff, 0x303effff, 0x383effff

Here we will show one 3-bit-free collision example (M0||M1, M0||(M1 + Δ)),
where M0 and M1 have been shown in Table 2. The message difference ΔM
(M ′

1 − M1) is (Δm0 = 228, Δm2 = 231, Δm4 = 231, Δm8 = 231, Δm12 = 231).
No matter what the value of the 3-free bits (27, 28, 29-th bits of m15 of M1) is,
MD4(M0||M1) = MD4(M0||(M1 + ΔM)).

5 Application to APOP Attacks

5.1 Overview of Our Contribution

Previous APOP attacks [6] [11] [12] are chosen challenge attacks. The attacker
will impersonate the server and send chosen challenges to the user. Imperson-
ating the server takes a risk that the user may suspect being attacked by the
following situation: (a) the user does not get a new email for a long time if
the attacker continuously impersonates the server; (b) the user get a new email
delayed even when the attacker impersonates the server from time to time. To
lower the probability that the attack will be detected, the number of imperson-
ation should be reduced. To achieve this, the number of necessary challenges
has to be reduced. This section will utilize bit-free collisions on MD5 to reduce
the number of necessary chosen challenges. As shown in Section 4.2, 1-bit-free-
collision attack on MD5 is practical. We will adopt 1-bit-free-collisions on MD5
to improve previous APOP attacks. The number of necessary challenges is al-
most half -reduced. For one password character, our attack needs 27 pairs of
challenges in the worst case, while previous APOP attack needs (28 − 1) pairs
of challenges.

5.2 Improved APOP Attack

In this section, we will detail how to improve previous APOP attacks utilizing
bit-free-collisions. Our attacks will also recover the password characters one by
one, following previous attacks. Our attack procedure with a comparison with
previous attacks has been shown in Table 3.
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Table 3. Comparison between our attack and previous attacks

Denote by pr the password characters which have been recovered. De-
note by p a password character which is going to be recovered. Note
that the online work and offline work are parallel and independent.

Our procedure

Our attack utilizes 1-bit-free collision. Set
the bit position of the free bit in p, which
will divide the p into two parts: 1-free bit
and 7-non-free bits denoted as pf and pnf ,
respectively. For simplicity, we assume that
the 1-free bit locates at MSB of p.

Stage 1: recover the value of pnf .
-Chosen challenge collection (offline)

1. For pnf = 0000000 to 1111111
(7-non-free bits)

2. Generate a pair of challenges
(C, C′): (C||pr||pf ||pnf , C′||
pr||pf ||pnf ) is a 1-bit-free col-
lision.

3. Store (C, C′, pnf ) to Table T .
4. End For

-Impersonating as server (online)
If T is not NULL, then
1. Pick an element (C, C′, pnf )

from T .
2. Erase (C, C′, pnf ) from T .
3. Send C to the user to obtain

the response R.
4. Send C′ to the user to obtain

the response R′.
5. If R = R′, then the current

value pnf is the true 7-non-
free bits of p. Goto Stage 2.

6. If R �= R′, continue to run
Stage 1.

Else, the attacker does not imper-
sonate. Continue to run Stage 1.

Stage 2: recover the value of pf .
1. Guess the 1-free bit is 0.
2. Generate a pair of challenges

(C, C′) such that (C||pr||0||pnf ,
C′||pr||0||pnf ) is a collision.

3. Send C to the user to obtain the
response R.

4. Send C′ to the user to obtain the
response R′.

5. If R = R′, the value of pf is 0.
Otherwise, the value is 1.

6. Halt the program.

Previous procedure

-Chosen challenge collection (offline)
1. For p=00000000 to 11111111 (8

bits)
2. Generate a pair of challenges

(C, C′): (C||pr||p, C′||pr||p) is a
collision.

3. Store (C, C′, p) to Table T .
4. End For

-Impersonating as server (online)
If T is not NULL, then
1. Pick an element (C, C′, p) from T .
2. Erase (C, C′, p) from T
3. Send C to the user to obtain the

response R.
4. Send C′ to the user to obtain the

response R′.
5. If R = R′, then the current value

p is the target password character.
Halt the program.

6. If R �= R′, continue to run the pro-
gram.

Else, the attacker does not imperson-
ate. Continue to run the program.
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As shown in Table 3, our procedure generates 27 chosen challenge pairs at Step
1 of the offline phase and 1 chosen challenge pair at Step 2 of Stage 2, whereas,
the previous procedure generates 28 chosen challenge pairs at Step 1 of the offline
phase. Hence, the number of chosen challenges in our attack is roughly half of
the previous attack. Note our attack needs to generate 1-bit-free collisions. This
requires higher complexity than generating collisions, but can be computed at
offline. In the real protocol, it is typical that the protocol is triggered by the user,
not by the server (or the attacker impersonating the server). Therefore, to make
the user provide the responses of chosen challenges, the attacker needs to wait
for the user’s access requests. Such a waiting time might be long, e.g., half day.
During this time, the attacker can process the offline part in parallel. Since 1-
bit-free collisions of MD5 can be generated in 12 hours with 12 PCs as described
in Section 4.2, we can conclude that the extra cost of offline complexity has less
impact than reducing the number of chosen challenges in the real environment.

Application to APOP-MD4
Suppose APOP utilizes MD4 instead of MD5. As shown in Section 4.3, 3-bit-free
collisions on MD4 can be found practically. For APOP-MD4 case, the attacker can
adopt similar attack procedurewith Table 3: first recover the non-free bits and then
recover the free bits. So for one password character (8-bit long) in the worst case,
(28−3−1) pairs of challenges are necessary to recover the (8−3)-non-free bits, and
23 pairs of challenges are necessary to recover the 3-free bits. In total, the number
of necessary challenges is 71 for one password character in the worst case, while
previous attacks need 510 challenges. So the number of necessary challenges has
been reduced by a factor of 7.2 compared with previous attacks.

6 Conclusion and Discussion

In this paper, we presented the first approach of reducing the number of cho-
sen challenges in the APOP attacks. The newly proposed variant of collision
“bit-free collision” enabled us to achieve this. Roughly speaking, when t-bit-free
collisions are available, the number of chosen challenges becomes 1/2t compared
to the previous attacks. We showed how to generate t-bit-free collisions in general
case, 1-bit-free collisions on MD5, and 3-bit-free collisions on MD4 with giving
examples of generated bit-free collisions on MD5 and MD4. We applied bit-free
collisions to APOP attacks, and proposed the improved attack procedure.

Finallywewould like todiscuss potential applications ofbit-free collisions,which
will be our future work. Here we will give one application on distinguishing a com-
pression function family from a random function family. Moreover, all the elements
of the compression function family share the same structure but differ in IV val-
ues. During interacting with the distinguisher, each of the two families changes its
element to calculate responses from time to time. Suppose the attacker has enough
offline computational power. The distinguishing attack procedure is as follows.

1. Locate the free bits in IV , then guess the bit-values of non-free bits of IV , and
finally generate a t-bit-free collision (M, M ′) on the compression function.
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2. Send M and M ′ to a oracle to obtain responses R and R′ respectively.
3. If R is equal to R′, then the oracle is the compression function family.

Denote by n the bit-length of IV . Suppose the distinguisher uses t-bit-free colli-
sions. The bit-length of non-free bits is (n− t), so if the oracle is the compression
function family, after 2n−t pairs of messages are queries, a pair of colliding re-
sponses will be obtained with non-negligible probability. On the other hand, a
pair of colliding responses will be obtained after roughly 2n pairs of messages are
queried. Consequently, utilizing bit-free collisions, the distinguisher can succeed
with non-negligible probability with an online rough complexity 2n−t+1 queries.

We expect more applications of bit-free collisions can be found in future.
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A Definition of Neutral Bits [1]

Biham and Chen proposed a concept neutral bit to speed up the collision search
on hash functions. Here we will give a brief description. For more detailed de-
scription, refer to [1].

Definition 2. [1] For a pair message M0 and M1, denote by Δi the difference
of intermediate chaining variables at i-th step during hash computations. The
j-th bit of M0 and M1 is a neutral bit with respect to M0 and M1 up to i-th step
if it can satisfy the following property: M ′

0 and M ′
1 are obtained by flipping the

j-th bit of M0 and M1, respectively, and the Δ′
i of M ′

0 and M ′
1 is equal to Δi of

M0 and M1.

B Specification of MD5 and MD4

MD5 [10] and MD4 [9] map arbitrary length messages to 128 bit-length hash di-
gests. At first, the input message is padded and divided into 512-bit blocks. Here
we will omit the description of padding rule. Then the message blocks will be
sent to a primitive called compression function sequentially and hashed. A fixed
128-bit constant initial value (IV) and M1 will be hashed by the compression
function, which outputs a 128 bit-length H1. Then H1 and M2 will be hashed
by the compression function. After the last message block is hashed, the output
of the compression function will be the hash digest.

In the following, we will briefly describe the compression functions of MD5
and MD4 respectively.

Compression function of MD5
The message block M and the intermediate value H will be divided into 32-bit
values denoted as (m0, . . . , m15) and (a0, b0, c0, d0) respectively. The compression
function consists of 64 steps, regrouped into four 16-step rounds. Each step is
defined as follows:

ai = di−1, ci = bi−1, di = ci−1,
bi = bi−1 + (ai−1 + f(bi−1, ci−1, di−1) + mk + t) ≪ si,

where mk is one of (m0, . . . , m15), the index k being given by a permutation of
{0, . . . , 15} depending on the round, t is a constant defined in each round, ≪ si

means a left-rotation by si bits, and f is a Boolean function depending on the
round.

1R: f(X, Y, Z) = (X ∧ Y ) ∨ (¬X ∧ Z)
2R: f(X, Y, Z) = (X ∧ Z) ∨ (Y ∧ ¬Z)
3R: f(X, Y, Z) = X ⊕ Y ⊕ Z
4R: f(X, Y, Z) = (X ∨ ¬Z) ⊕ Y

The final output is (a0 + a64, b0 + b64, c0 + c64, d0 + d64).
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Compression function of MD4
The differences between MD5 and MD4 are the following:

- MD4 consists of 48 steps regrouped into three 16-step rounds.
- Each step is defined as: bi = (ai−1 + f(bi−1, ci−1, di−1) + mk + t) ≪ si,
where mk is given by different round permutations.
- In the 2nd round: f(X, Y, Z) = (X ∧ Y ) ∨ (Y ∧ Z) ∨ (X ∧ Z).

C Previous Related Collision Attacks on MD5 and MD4

C.1 Wang et al.’s Differential Collision Attack

Current popular collision attack on hash functions are mainly differential attacks
following the strategy proposed by Wang et al. [15] [14]. Here we will describe
the procedure of collision attacks.

1. Find the “Message Difference (ΔM)” that yields a collision with high prob-
ability. Let M and M ′ be a pair of messages that yield a collision. Differ-
ence ΔM is defined to be the value yielded by subtracting M from M ′:
ΔM = M ′ − M .

2. Determine how the impact of ΔM propagates. The propagation of the mes-
sage difference at all intermediate statements is fixed and called the “Differ-
ential Path (DP).”

3. Derive “Sufficient Conditions (SC)” from differential path to guarantee that
the message difference will propagate following the differential path at all
intermediate statements.

4. Apply the technique called “Message Modification (MM)” such that a ran-
domly selected message can be modified to make several sufficient conditions
be satisfied.

5. Search a message that satisfies all SCs as follows: first randomly select a
message, then modify it by message modification to make several sufficient
conditions satisfied, and finally check whether the other sufficient conditions
are satisfied or not. Denote the obtained message as M .

6. Calculate M ′ = M + ΔM . M and M ′ will be a collision pair.

Complexity of collision attacks
In the above attack procedure, the first three steps are pre-stage works before
searching collisions, and they are carried out only once. So the complexity of
these three steps is not counted into the complexity of the collision attack. In
steps 4 and 5, based on the technique MM, the SCs are divided into two cases: 1)
the SCs can be satisfied by applying MM to any randomly selected message; 2)
the SCs have to be satisfied by testing randomly selected messages, that is the
exhaustive search. So the current popular approach of calculating the complexity
of collision attacks is counting the number of the SCs of the second case. Denote
the hash function as H . Suppose there are q SCs of the second case. Then the
complexity of the collision attack is roughly regarded as 2q H computations.
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C.2 Pseudo-Collision Attacks on MD5

A pseudo-collision on the compression function of MD5 has been proposed by
Den Boer and Bosselaers in [2], where the differences exist in the intermediate
hash values instead of the message blocks. Denote the intermediate hash value
as (a0, b0, c0, d0). The XOR differences are

(Δa0, Δb0, Δc0, Δd0) = (0x80000000, 0x80000000, 0x80000000, 0x80000000).

Moreover, An extra condition is that the MSBs of b0, c0 and d0 should be equal.
The sufficient conditions are as follows:

1R and 2R: bi,31 = bi−1,31 (1 ≤ i ≤ 31);
4R: bi,31 = bi−2,31 (48 ≤ i ≤ 63).

In total, there are 46 sufficient conditions.

C.3 Tunnel Technique

We used “Q9 tunnel” in [5], which are based the local collision from step 8 until
step 12. The details are shown in Table 4. The crucial idea of Q9 tunnel is that
for any message m8, the chaining variables after the first round will remain the
same by modifying only m9 and m12. m8, m9 and m12 are used at steps 25,
28 and 32 in the second round, respectively. So the exhaustive search can start
from step 25 in the second round. The number of sufficient conditions from step
25 is 23.

Table 4. Tunnel Q9

step index message fixed chaining variables

7 m7 b8 = b7;

8 m8

9 m9 b10 = 0xffffffff ;

10 m10 b11 = 0x00000000;

11 m11
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C.4 Collision Attacks on MD4

Sasaki et al. [13] published a differential path on MD4 with only 1 sufficient
condition located in the third round, which can not be satisfied by the message
modification. Here we will only show the sufficient conditions. The message dif-
ferences are (Δm0 = 228, Δm2 = 231, Δm4 = 231, Δm8 = 231, Δm12 = 231).

Table 5. Sufficient conditions

Chaining Conditions on bits

variables 31 - 24 23 - 16 15 - 8 7 - 0

b1 1 - - - - - - - - - - - - - - - - - - - - - a - a - - - - - 0 1

b2 1 - - - - - - - - - - - 0 - - - - - - - a - 1 - 0 - - - - - 0 1

b3 1 - - - - - - 0 - - a a 1 - - - - - - - 1 - 0 - 0 - - - - - 1 0

b4 1 - - - - - - 1 a a 1 0 0 - - - - - - - 0 - 1 a 1 a a a a - - -

b5 a - - - - - - 0 1 1 0 0 0 a - - - - - - 0 - 0 1 1 1 1 1 1 - - -

b6 0 - - - - - - 1 1 1 1 1 0 0 - - - - - - - - 0 0 0 0 0 0 0 a a -

b7 0 - - - - - 1 1 0 0 - 0 1 0 - - - - - - - - 0 1 1 1 1 1 1 1 1 -

b8 1 - - - - - a 0 0 0 - 1 0 1 - - - - - 0 - - 0 0 0 0 0 0 1 0 0 -

b9 0 a a - a a 0 1 0 1 - - - - - - - - - a - - 1 1 1 1 0 1 1 1 1 -

b10 0 1 1 - 1 0 0 - 1 1 - - - - - - - - - 1 - - - - - - - - - - - -

b11 0 0 0 - 1 1 0 - 1 1 - - - - - - - - - 0 - - - - - - - - - - - -

b12 0 1 1 a 0 0 1 - - - - - - - - - - - - 1 - - - - - - - - - - - -

b13 - - 1 0 - - 0 - - - - - - - - - - - - 0 - - - - - - - - - - - -

b14 - - 0 0 - - 0 - - - - - - - - - - - - 0 - - - - - - - - - - - -

b15 a - 1 1 - - 1 - - - - - - - - - - - - - - - - - - - - - - - - -

b16 1 - - a - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b17 b - - 0 - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b18 b - - c - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b19 - - - a - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b20 a - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b21 0 - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b22 c - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b23 a - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

b24 - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

· · ·
b33 0 - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

· · ·

The notation ‘0’ stands for the conditions bi,j = 0, the notation ‘1’
stands for the conditions bi,j = 1, the notation ‘a’ stands for the con-
ditions bi,j = bi−1,j , ‘b’ stands for the condition bi,j �= bi−1,j and ‘c’
stands for the condition bi,j = bi−2,j .
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