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Abstract. We propose a general technique that allows improving the
complexity of zero-knowledge protocols for a large class of problems
where previously the best known solution was a simple cut-and-choose
style protocol, i.e., where the size of a proof for problem instance x and
error probability 2−n was O(|x|n) bits. By using our technique to prove n
instances simultaneously, we can bring down the proof size per instance
to O(|x|+n) bits for the same error probability while using no computa-
tional assumptions. Examples where our technique applies include proofs
for quadratic residuosity, proofs of subgroup membership and knowledge
of discrete logarithms in groups of unknown order, and proofs of plaintext
knowledge for various types of homomorphic encryptions schemes. The
generality of our method stems from a somewhat surprising application
of black-box secret sharing schemes.

1 Introduction

In a zero-knowledge protocol, a prover tries to convince a skeptical verifier that
a certain statement is true. Except with a small error probability, the verifier
should be convinced if and only the statement is indeed true, but should learn
nothing beyond the validity of the assertion. The statement can take the form of
claiming that the input string x is in a given language L (interactive proofs) or
claiming that the prover knows a “witness” w such that (x, w) is in some given
relation R (interactive proofs of knowledge).

Zero-knowledge was introduced in [10], and has been the subject of intense re-
search ever since. Zero-knowlegde protocols are interesting as theoretical objects
in their own right, but are also very useful as building blocks in larger protocols.

The efficiency of zero-knowledge proofs have been studied in many works, and
in some cases, extremely efficient zero-knowledge proofs have been found. For
NP complete problems such as Boolean circuit satisfiability Ishai et al. [12] show
protocols where the proof size (communcation complexity) is O(|x| + poly(k))
where k is a security parameter and |x| is the size of the input x. In prime order
groups, Schnorr’s protocol[13] proves knowledge of a discrete logarithm using a
(honest verifier) zero-knowledge proof of size O(|x| + n) for an error probability
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of 2−n. In a practical application, one must expect to have to communicate x to
make the claim in the first place, so this is essentially optimal1.

However, for several interesting problems, such methods for improved zero-
knowledge protocols do not work. This includes, for instance, the very first
problem for which a zero-knowledge protocol was suggested, namely quadratic
residuosity, where one proves on input x, N that x is a square modulo N (and
that the prover knows a square root). The well-known classical protocol for this
has error probability 1/2, and one must repeat it n times for an error probability
of 2−n so that the proof will be of size O(|x|n). No more efficient solution with
unconditional soundness and zero-knowledge was previously known.

The state of affairs is similar for the discrete log problem in groups of unknown
order. Say we are given g, h ∈ Z∗

N for an RSA modulus N , and the prover claims
that h is in the group generated by g, and that he knows the discrete logarithm
of h base g. The best solution we know for this has error probability 1/2, and
again we must repeat the entire protocol to reduce the error. Schnorr’s protocol
cannot be used here since its proof of soundness requires that the group order is
known, and finding the order of Z∗

N is equivalent to factoring N . Even if we were
happy with only a proof of membership in the group generated by g, the error
probability for known solutions would be 1 divided by the smallest prime factor
in the total group order, which is 1/2 for the case of Z∗

N . It should be noted
that Fujisaki and Okamoto[8] have shown how to get around these difficulties,
but only if we are guaranteed to be working in a subgroup of Z∗

N with only large
prime factors in the order, and then only under the strong RSA assumption.

Other examples of a similar nature come from various proposals for homo-
morphic encryption where one uses subgroups of Z∗

N , often with small prime
factors in their order, to make the decryption algorithm efficient[11,6]. In many
applications, one needs a zero-knowledge proof that one knows the plaintext for
a given ciphertext, and we then have all the same problems as described above.

In this paper, we show a general method that applies to all the problems men-
tioned above, and allows us to reduce the proof size in the amortized sense: we
can give a proof for n instances of the problem simultaneously such that the com-
munication complexity per instance proved is O(|x| + n) for an error probabil-
ity of 2−n, thus we are as efficient as the best known unconditional protocols for
any problem. The technique uses no computational assumptions. In all cases, the
computational complexity is also reduced compared to naive repetition of the ba-
sic protocol. Here, the most favorable case is discrete log where computation is
reduced by a factor n, for quadratic residuosity we gain a factor log n.

We emphasize that for the case of proofs for quadratic residues, what we
achieve is different from what can be done using Fiat-Shamir type protocols [9],
although they may seem superficially similar to ours: the Fiat-Shamir protocol
is also efficient, it takes n quadratic residues as input and has an error proba-
bility of 2−n. The difference lies in the type of witness that the prover proves
knowledge of. For Fiat-Shamir, the prover only has to know a product of some

1 Although the proof itself could in principle be even smaller if the associated NP-
witness is smaller than x.
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of the square roots of the input numbers. In fact, the prover could know nothing
about the first input number and still survive with probability 1/2. In contrast,
our protocol guarantees that the prover knows all the square roots. It should
also be noted that the construction of zero-knowledge protocols from multiparty
computation in [12] can be adapted to give a protocol for quadratic residuosity
with complexity similar to ours. This requires a computational assumption so
that, unlike our work, either zero-knowledge or soundness will only be compu-
tational. For the other problems we handle in this work, the construction from
[12] either leads to larger complexity than ours, or does not not seem to apply
at all.

We give an abstract framework characterizing the type of problem that our
method applies to, and derive all the examples above as special cases. Basically,
we need a function with certain homomorphic properties on some Abelian groups
and a ring A that acts on the groups in a sufficiently nice way. The generality
of our method comes from a somewhat surprising application of a new result we
show for Black-Box Secret-Sharing. This result allows us to use the integers Z
as the ring A, and since any Abelian group is a Z-module, we immediately get
a general result.

Applications of our result include multiparty computation based on homo-
morphic encryption, where players would supply inputs by sending them in en-
crypted form. To make the overall protocol secure, players must prove that they
know the inputs they supply, and our method can be used to give such proofs
efficiently for a large number of ciphertexts. Note that some computations, such
as certain auctions, do in fact require players to submit large amounts of data as
input. Another application involves proofs of negative statements such as proving
that a number x is not a square modulo N . The classical protocol for this from
[10] uses the proof for quadratic residuosity as a subroutine and has complexity
O(|x|n2). Our method reduces this to O(|x|n) without making any computa-
tional assumptions. The same idea can used to prove for some homomorphic
encryption schemes that a ciphertext contains a non-zero plaintext. Note that
these application are for a single instance proof and so are not of an amortized
nature.

Finally, we note that our construction generally leads to protocols that are
only honest-verifier zero-knowledge(HVZK), as is the case for Schnorr’s protocol.
But in this paper we are generally happy with this property since first, it is of-
ten sufficient when using a protocol as a building block in a larger construction,
and second there are several general techniques that can build zero-knowledge
protocols from HVZK ones without significant loss of efficiency. While these
techniques typically require a complexity assumption, we believe that the tech-
nique by Cramer, Damg̊ard and MacKenzie [2] may lead to a solution with no
assumptions, this will be the subject of an upcoming paper.

2 The Basic Idea

The first zero-knowledge proof ever presented was the well known protocol to
prove quadratic residuosity. We show here a variant related to Goldwasser-Micali
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probabilistic cryptosystem, which we will use as a running example in the follow-
ing. In this cryptosystem, the public key is an RSA modulus N , and we assume
for simplicity that it is chosen such that −1 is not a square modulo N . To
encrypt a bit w with randomness s, we compute EN (w, s) = (−1)ws2 mod N .
The encryption function is homomorphic, that is, it has two properties: first
EN (w, s)EN (w′, s′) mod N = EN (w ⊕ w′, ss′ mod N), and moreover, we can
multiply a known plaintext b “into a ciphertext”, i.e., we have EN (w, s)b =
EN (wb, sb).

Now consider a scenario where the common input to prover P and verifier V
is a pair of numbers N and ciphertext x. Now P claims to know a bit w and
s ∈ Z∗

N such that x = EN (w, s). The protocol goes as follows:

1. P chooses r ∈ {0, 1}, u ∈ Z∗
N at random and sends a = EN (r, u) to V .

2. V chooses a bit b at random and sends it to P .
3. P sends z = r ⊕ bw, v = usb mod N to V , who accepts if and only if

En(z, v) = axb mod N , and u, v are in Z∗
N .

It is well known that this protocol is perfect zero-knowledge and has error
probability 1/2. The reader can easily verify that completeness, soundness and
zero-knowledge of the protocol can be based only on the above homomorphic
properties of EN . While error probability of 1/2 is not sufficient in practice, re-
peating the protocol n times reduces the error probability to 2−n. However, the
size of the entire proof will be roughly n times the size of the problem instance.

In this paper we will be concerned with doing it more efficiently if we are to
give a proof for n instances of a problem simultaneously. So say we are given a
vector x = (x1, ..., xn) of ciphertexts. If we expand the encryption function in a
natural way to vectors by applying it to every entry, we can say that the prover’s
claim now is that he knows vectors w, s such that EN (w, s) = x.

Now, the key idea is to consider w, not just as a bit string, but as an element
in the extension field GF (2n). Since addition in GF (2n) is coordinate-wise xor,
the (expanded) encryption function is still homomorphic. We have

EN (w, s)EN (w′, s′) = EN (w + w′, ss′),

where w+w′ is addition in GF (2n) and s′s is multiplication in the direct product
(Z∗

N )n. We are also able to multiply an element e ∈ GF (2n) “into a ciphertext”.
We can do this by noticing that if we consider GF (2n) as a vector space over
GF (2), multiplication by e is a linear mapping. Taking E to be the matrix of
this mapping, multiplying E on an n-bit vector implements multiplication by e.
Using this, we can define xe ∈ (Z∗

N )n, where x ∈ (Z∗
N)n, namely the i’th entry

in xe is

(xe)i =
n∏

j=1

x
E(i,j)
j mod N,

where E(i, j) is interpreted as a 0/1 integer. The reader can easily verify that
this gives us:

EN (w, s)e = EN (ew, se).



On the Amortized Complexity of Zero-Knowledge Protocols 181

The upshot of this is that since EN satisfies the same homomorphic properties
as before, when seen as a function for encrypting elements in GF (2n), we can do
a proof of knowledge for plaintexts in GF (2n) by mimicking the protocol above:

1. P chooses r ∈ {0, 1}n,u ∈ (Z∗
N )n at random and sends a = EN (r,u) to V .

2. V chooses e ∈ GF (2n) at random and sends it to P .
3. P sends z = r+ew,v = uwe to V , who accepts if and only if En(z,v) = axe,

and all entries in u,v are in Z∗
N .

Note that V now chooses between 2n challenges. In fact one can show that if the
prover could answer correctly two different challenges e, e′, then from the answers
we could efficiently compute valid w, s. The key reason why this is possible is
that e − e′ is invertible because GF (2n) is a field (a detailed proof follows as a
special case of the general framework we present below).

Hence this protocol has error probability 2−n. Note, however, that we only
send a constant number of “compound” ciphertexts to do the protocol. Hence,
compared to iterating the basic protocol n times for all n instances which would
be the naive solution, we have saved a factor n in the size of the proof.

3 A Framework

In this section we show that the idea we just outlined is not tied to encryption
functions over finite fields. All we really need is a function with certain homo-
morphic properties on Abelian groups, and a ring that acts in “nice” way on the
involved groups. To help understand the framework, we use as running example
the protocol from the previous section, and show how it is a special case.

3.1 Set-Up and Assumptions

Consider a function f : R×S → X , where R, S, X are finite Abelian groups. To
make the framework fit with the example instantiations to follow, we will write
R additively and S, X multiplicatively.

In what follows, we will always assume that we can sample efficiently from
all groups that occur, and compute the group operation and inverses efficiently.
We also assume that elements can be communicated in some representation such
that membership in the relevant group can be checked efficiently. We assume f
is “almost” homomorphic, namely it satisfies the following:

f(r, s) · f(r′, s′) = f(r + r, ss′δ(r, r′)) and f(0, s)−1 = f(0, s−1) (1)

for all r, r′ ∈ R, s, s′ ∈ S and where δ(r, r′) ∈ S can be efficiently computed from
r, r′.

To connect the framework to the previous example, one may think of R =
Z2, S = X = Z∗

N and f(r, s) = (−1)rs2 mod N , where N is such that −1 is a
non-square modulo N . Here, of course, we would have δ(r, r′) = 1.

We now assume a commutative ring A with 1 such that R is an A- module
(this will be the case if A = Z, for instance). We assume that A acts on elements
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in X , i.e., given a ∈ A, x ∈ X one can efficiently compute a new element xa ∈ X .
In the running example, we will set A = GF (2), so an element a ∈ A is 0 or
1. We then think of these as the integers 0 or 1, in which case xa ∈ Z∗

N is well
defined.

We assume that the action of A on X respects the structure of A, X to some
extent, more precisely, we assume for all x, y ∈ X, a, b ∈ A that

xaya = (xy)a, x0 = 1, x1 = x, 1a = 1 (2)

To complete this picture, we also need an assumption on expressions of form
xaxb, (xa)b:

xaxb = xa+bf(0, Δ), (xa)b = xabf(0, Γ ) (3)

for all x ∈ X, a, b ∈ A, and where Δ, Γ can be efficiently computed from x, a, b.
For our running example, (2) is trivially satisfied. For (3), one has to remember

that the addition in the exponent is in GF (2) and so is actually an xor. Therefore,
the first conditions is satisfied if we set Δ = x when a = b = 1 and Δ = 1
otherwise. The second condition is satisfied by setting Γ = 1 always.

We also make an assumption on the way a ∈ A acts on elements in Im(f) ⊂ X :

f(r, s)a = f(a · r, a(s)) (4)

for all a ∈ A, r ∈ R, s ∈ S. We make no specific assumptions on a(s) ∈ S, other
than it can be computed efficiently from a, s. In our example, (4) is satisfied if
we just set a(s) = sa mod N where, as above, we think of a as an integer in the
natural way.

In the following, we will consider the direct products An, Rn, Sn, Xn for a
natural number n. Our final assumption is that there exist a special subset
Ωn ⊂ An and an efficiently computable mapping ω which for every e ∈ Ωn we
outputs a matrix ω(e) with m rows and n columns and entries in A, where m is
some function of n and furthermore for every pair e, e′ ∈ Ωn where e �= e′, the
matrix ω(e)−ω(e′) is invertible, i.e., there exists an n by m matrix N such that
N(ω(e) − ω(e′)) = In. Values e ∈ Ωn will be used a challenges in our protocols
to follow, and since the error probability will be 1/|Ωn|, we will be looking for
constructions that give us a large Ωn, preferably of size exponentially large in
n. In the following, we will usually use E as shorthand for ω(e).

Definition 1. If f, A and ω satisfy all of the above conditions, we say that f is
ZK-friendly with respect to A and ω.

In our example, we can set Ωn to be all of An = GF (2)n and m = n. Then for
e ∈ Ωn, we let E = ω(e) be the matrix that implements multiplication by e in
the field GF (2n), as in the previous section.
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3.2 Notation

We will use r, s to denote column vectors of elements in R, respectively S, and
f(r, s) to denote the result of applying f to each coordinate.

r =

⎛

⎜⎜⎝

r1

r2

· · ·
rn

⎞

⎟⎟⎠ s =

⎛

⎜⎜⎝

s1

s2

· · ·
sn

⎞

⎟⎟⎠ f(r, s) =

⎛

⎜⎜⎝

f(r1, s1)
f(r2, s2)

· · ·
f(rn, sn)

⎞

⎟⎟⎠

Let x be a vector of elements in X , and M is a matrix with entries in A and m
rows and n columns. Then we define:

xM =

⎛

⎜⎜⎜⎝

∏n
i=1 x

M [1,i]
i∏n

i=1 x
M [2,i]
i

· · ·∏n
i=1 x

M [m,i]
i

⎞

⎟⎟⎟⎠ M(s) =

⎛

⎜⎜⎝

∏n
i=1 M [1, i](si)∏n
i=1 M [2, i](si)

· · ·∏n
i=1 M [m, i](si)

⎞

⎟⎟⎠

It is straightforward to verify that our assumptions on the action of A on X
imply that

xBxC = xB+Cf(0n,Δ), (xM )N = xNMf(0n,Γ),

f(r, s)f(r′, s′) = f(r + r′, ss′δ(r, r′)), f(r, s)M = f(Mr, M(r, s))

for matrices B, C, M, N , where vectors Γ,Δ, M(r, s) can be efficiently computed
from the inputs to the operations, and where the function δ : Rn × Rn → Sn is
derived from the original δ in the natural way. Note that 0n denotes the column
vector with n zero-entries.

To compute what M(r, s) should be, one starts from the fact that (f(r, s)M )j

=
∏n

i=1 f(r, s)M [j,i]
i and then use (1) and (2). If f is not 1-1, it may be possible

to get different values for M(r, s) depending on the order in which we compute
the product. But this is not a problem, in the following we only ned that we can
compute some element in M(r, s) ∈ Sn that makes f(r, s)M = f(Mr, M(r, s))
be true.

3.3 Some Σ-Protocols

In this section, we assume throughout that we are given a function f that is
ZK-friendly w.r.t. some A, ω, and then show that we can build a number of
zero-knowledge protocols, more specifically they will be so-called Σ-protocols. A
Σ-protocol for a relation R = {(x, w)} is a 3-move protocol for prover P and
verifier V . x is the common input and P gets w as private input. Conversations
in the protocol have form (a, e, z) where e is a random challenge sent by V . The
standard properties of a Σ-protocol is that it is perfectly complete, honest verifier
zero-knowledge and sound in the particular sense that from x and conversations
(a, e, z), (a, e′, z′) where e �= e′, one can efficiently compute w such that (x, w) ∈
R. This implies that the protocol is a proof of knowledge for R according to the
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standard definition, with knowledge error 1 divided by the number of possible
challenges.

The homomorphic property of f described above already implies that there is a
Σ-protocol with error probability 1/2 for the relation R = {(x, (w, s))| f(w, s) =
x}. Namely P sends a = f(r, u) for random r, u, and V asks P to send a preimage
of either a or xa. This will called Protocol 0 in the following.

We now give a Σ-protocol for a set of n instances, where the public input is
x ∈ Xn, and the prover demonstrates knowledge of w, s such that f(w, s) = x.
In other words, a Σ-protocol for the relation Rf = {(x, (w, s))| f(w, s) = x}
The protocol works as follows:

Protocol 1

1. P chooses vectors r,u of length m at random and sends a = f(r,u) to V .
2. V selects a random element e ∈ Ωn and sends it to P .
3. P sends z = Ew + r and v = E(w, s) · u · δ(Ew, r) to V .
4. V accepts if and only if f(z,v) = xE · a.

In this protocol, as well as in all the following, the verifier should also check
that every communicated group element is in the group it should be in. For
the example from the introduction, this translates to checking that numbers
communicated are relatively prime to the modulus N .

Lemma 1. Protocol 1 is a Σ-protocol for Rf , with error probability 1/|Ωn|. The
protocol is also an interactive proof that each entry in x is in Im(f).

Proof. Completeness is trivial by the homomorphic property of f . For special
soundness, we can assume that we have conversations

(a, e, z,v), (a, e′, z′,v′), such that f(z,v) = xE · a, f(z′,v′) = xE′ · a

and we must compute a valid witness for x. Dividing one equation by the other
and using our assumptions a few times, we can conclude that

f(z − z′,v · v′−1) = xE−E′ · f(0n,Δ)

for some Δ we can compute efficiently. Setting A = E−E′ and moving f(0n,Δ)
to the other side, we see that we can efficiently compute c,d and invertible A
such that

f(c,d) = xA

We then apply the inverse N on both sides, and get

f(N · c, N(c,d)) = (xA)N = x · f(0n,Γ)

for an easily computable vector Γ. Moving f(0n,Γ) to the other side, we can
easily write x as f(r, s) for known r, s, and so we have the required witness.
Since we always obtain something in the preimage of x under f , soundness as a
proof of membership follows as well.
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Finally, we have to provide an honest verifier simulator. For this, we simply
choose e, z,v uniformly in their respective domains and let a = f(x,v) · (xE)−1.
This clearly simulates the real conversations perfectly, since z,v are indeed uni-
form in real conversations, and a is fixed when given z,v.

An straightforward specialization of Protocol 1 can be used to show that
x = f(0n, s):

Protocol 1.5

1. P chooses vector u of length m at random and sends a = f(0n,u) to V .
2. V selects a random element e ∈ Ωn and sends it to P .
3. P sends v = E(0n, s) · u · δ(0n, 0n) to V .
4. V accepts if and only if f(0n,v) = xE · a.

Lemma 2. Protocol 1.5 is a Σ-protocol for the relation {(x, s)| f(0n, s) = x}.
One immediate generalization of Protocol 1 assumes we have two functions f, g
that both satisfy our assumptions for the same A, R, S. We can then build a Σ-
protocol for the relation Rf,g = {(x,x′, (w, s, s′))| f(w, s) = x, g(w, s′) = x′},
i.e., the demand is that the same w appears in both preimages. The protocol
works as follows:

Protocol 2

1. Start two instances of Protocol 1, using as input x respectively x′. The prover
sends a,a′, computed using the same value of r in both instances.

2. The verifier sends one challenge e that the prover uses in both instances to
compute the answer.

3. The prover sends z,v, z′,v′, and the verifier accepts if and only if z = z′ and
f(z,v) = xE · a, g(z′,v′) = x′E · a′.

By following through the proof for Protocol 1, one trivially obtains

Lemma 3. Protocol 2 is a Σ-protocol for Rf,g, with error probability 1/|Ωn|.
The protocol is also an interactive proof that each entry in x is in Im(f) and
each entry in x′ is in Im(g).

Protocols assuming R is a ring. We now show that our framework can also
be used to show multiplicative relations among preimages under f . To do this, we
need to assume that the (additive) group R is actually a ring, and furthermore
that we can define an action of R on X and S such that (2), (3), and (4) are
satisfied also if we choose a, b ∈ R.

This allows us to define for x ∈ Im(f) a function

fx(r, s) := xr · f(0, s)

One sees that fx is almost a homomorphism in the same sense as f , our assump-
tions immediately imply that we have fx(r, s)fx(r′, s′) = fx(r + r′, ss′δx(r, r′)),
for some δx(r, r′) that is easy to compute from x, r, r′.
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Now, suppose we have given x, y, z ∈ X where a prover knows a, b, c, sa, sb, sc

such that x = f(a, sa), y = f(b, sb), z = f(c, sc) and where furthermore c = ab.
Following several previous works, we can express the relation a bit differently so
that it becomes something we can prove using essentially just the protocol we
have already.

Notice that if we set s′ = sc · b(sa)−1 · δ(ab, 0)−1, then we have

f(c, sc) = f(ab, sc) = fx(b, s′)

We now consider n instances of such a case, but for a single x and we want a
Σ-protocol for the relation Rmult, defined as:

{((x,y, z), (a,b, c, sa, sb, sc))| x = f(a, sa),y = f(b, sb), z = f(c, sc), a ·b = c}
Then the protocol and lemma below follow immediately:

Protocol 3

1. Run Protocol 0 iterated log |Ωn| times on input x (we can afford to do this
on a single input, as it will have the same complexity as the next step).

2. Exploiting the fact that ab = c, the prover computes s′ as above such that
z = fx(b, s′).

3. Do protocol 2 on input y, z using f, fx as the functions f, g.

Lemma 4. Protocol 3 is a Σ-protocol for Rmult.

As a final example, we show that the framework can be used to show a more
negative kind of statement. We need to assume that r is uniquely determined
from f(r, s), and second that R is a field. Then we can build an interactive proof
system for the language L = {x| x = f(r, s), r �= 0}.
Protocol 4

1. V chooses n-vectors r ∈ Rn, s ∈ Sn at random, and computes g = fx(r, s).
He sends the g to P .

2. V uses Protocol 1 to show that he knows r, s such that g = fx(r, s).
3. If P accepts the proof in the previous step, he computes r and sends it to

V , who accepts if and only if P sent the correct r

Note that P can do the computation i step 3: since if x = f(w, s) for w �= 0, we
have gi = xrif(0, si) = f(wri, ui) for some ui. By assumption wri is determined
from f(wri, ui) and P can divide out w to get ri. In generalP may need large
computing power to find wri, but in some cases P can have a trapdoor allowing
him do to do it efficiently.

On the other hand if w = 0, then g contains no information on r. Neither
does the proof given by V , since it is honest verifier zero-knowledge and hence
witness indistinguishable. Therefore, the prover can do no better than a random
guess, so the error probability is |R|−n. Finally, the protocol is easily seen to be
zero-knowledge by a standard argument: the simulator uses rewinding of V to
extract r and can then send exactly what the prover would have sent. If |R| is a
small constant such as 2, then Protocol 4 gives a way to improve the complexity
over the naive solution where V in step 2 uses Protocol 0 to prove he knows r:
we only need to send O(n) group elements, rather than n2.
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3.4 Using Black-Box Secret-Sharing in the Framework

Suppose we are given any function f satisfying (1). Note that if we choose
A = Z, most of the conditions conditions are automatically satisfied, because
any Abelian group is a Z-module. In more concrete terms, it always makes sense
to multiply a group element by an integer if the group is written additively
(or raise it to an integral power if it is written multiplicatively). In fact, one
can easily verify that (2), (3) and (4) are always true if we set A = Z, so the
only missing condition is the existence of the special subset Ωn in Zn and the
mapping ω.

A construction of such a set follows from the black-box secret-sharing scheme
we introduce in the full version of this paper [1]. The construction itself, however,
is easy to understand without this background: recall that Ωn must be a subset
of An = Zn. We choose Ωn to be the set of vectors with entries that are 0 or 1,
thus Ωn has size 2n. We then need to build, from e ∈ Ωn, a matrix ω(e) with
n columns and m rows, where we choose m = 2n − 1, and where e �= e′ implies
that ω(e) − ω(e′) is invertible. We do this as follows: thinking of e as a column
vector, the j’th column of ω(e) starts with j − 1 zeros, followed by e, followed
by n − j zeros.

It is straightforward to show that for any two different e, e′, indeed ω(e)−ω(e′)
has an inverse N such that N(ω(e) − ω(e′)) is the identity matrix. One just
observes that the matrix ω(e)−ω(e′) must always be upper triangular with only
1’s or −1’s on the diagonal. Therefore we have:

Theorem 1. Any f satisfying (1) is ZK-friendly with respect to Z and ω con-
structed as above. In particular, the Σ-protocols 1, 1.5, 2, 3 and 4 will have error
probability 2−n and communication complexity linear in n.

To understand where this construction comes from and why it is connected to
secret sharing, it is instructive to have a look at the classical protocol for discrete
logarithms, where the prover knows w such that h = gw in some finite group.
The prover sends a = gr, the verifier chooses challenge e = 0 or 1, and the
prover returns z = r + ew mod t where t is the order of g. The verifier checks
that gz = a · he.

One can interpret this protocol as being based on a very simple 2 out of
2 secret sharing scheme, where the secret is w, r is the randomness used for
the sharing, and the shares are r and r + w. In this language, the protocol is
that the prover commits to the randomness for the secret sharing by sending
a = gr, and must then reveal the share of the verifiers choice. The verifier’s
check ensures that the correct share is indeed revealed. On one hand, since 2
shares are enough to reconstruct, we can extract the secret from any prover who
can answer 2 different challenges. On the other hand, since one share reveals no
information on the secret, we can simulate the protocol without knowing the
secret.

If the group order t is public and is a prime, we can instead use the obvious
linear 2 out of t secret sharing scheme where there are t shares and the e’th share
is r + ew mod t. If we again build a protocol by asking the prover to commit to
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the randomness by sending gr and then reveal the share of the verifier’s choice,
we get exactly Schnorr’s protocol. From this point of view, the efficiency of this
protocol can be explained from the fact that it is based on a 2 out of t secret
sharing scheme for a very large t.

Our protocols from the previous section can be interpreted in a similar way,
and we if combine this with the idea of using A = Z, we can rephrase our goal
as follows: our protocols work with secrets that are vectors of elements in some
Abelian group. What we want is to construct a 2 out of T secret sharing scheme
(where T can hopefully be chosen very large) which works by acting on the secret
vector by integer matrices, and where shares are vectors that are hopefully not
much longer than the secret vector. Moreover the scheme should work for any
Abelian group. What we are asking for is in fact a novel black-box secret sharing
scheme, a concept which is explained in the full version of this paper, where we
also develop the secret-sharing scheme that underlies the above theorem.

4 Examples

4.1 Quadratic Residuosity

Let N be a composite number, and let y be a non-square mod N . Then we can
set R = GF (2), S = X = Z∗

N , f(r, s) = yrs2 mod N, A = GF (2).
Now, we can let vectors in An = GF (2)n correspond in the standard way to

elements in the extension field GF (2n). Multiplication by an element e ∈ GF (2n)
is a linear mapping, so we set m = n and let E be the matrix of this mapping.
Finally we can set Ωn to be all of GF (2)n since any non-zero element in GF (2n)
is invertible. It is straightforward to check that this satisfies all our assumptions
in the framework. Protocol 1 above now becomes a proof that the prover knows
how to decrypt n ciphertexts in the Goldwasser-Micali cryptosystem.

The computational cost of the protocols are clearly dominated by the cost of
computing the action of E on the vector x. Doing this is equivalent to computing
n products of various subsets of n given elements in Z∗

n. Using a straightforward
variant of the so called 4 Russians algorithm, this can be done using O(n2/ log n)
multiplications modulo N . We therefore have:

Corollary 1. Protocol 1 instantiated for the quadratic residuosity case is a proof
that the prover knows how to decrypt n ciphertexts in the Goldwasser-Micali cryp-
tosystem. It has communication complexity 2n elements in Z∗

N plus 2n bits, error
probability 2−n, and the computational complexity is O(n2/ logn) multiplications
modulo N .

Note that if we wanted to obtain the same error probability using simple repeti-
tion of the standard cut-and-choose protocol, the cost for all n instances would
be 2n2 group elements plus 2n bits and the computational cost O(n2) multipli-
cations modulo N . Protocol 1.5 instantiated for this case is easily seen to be a
proof that n input numbers are all squares modulo N . It may seem that to use
this protocol we need that a non-square y is given, to define the function f , but
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this is not the case, since we only need to evaluate f on inputs where the first
component is 0, and we always have f(0, s) = s2 mod N no matter which y we
would use.

Protocol 4 instantiated for this case is a proof that a given number is a non-
square modulo N and this improves the complexity of the classical protocol for
this problem from [10] by a factor of n. Again, one can verify that we do not
need a non-square y given a priori.

Finally, Protocol 3 in this case becomes a protocol proving that encrypted
bit a and encrypted bitstrings b, c satisfy a ∧ b = c, where a ∧ b is the string
obtained by taking the and of a and each bit in b.

4.2 Discrete Log in a Group of Unknown Order

Let N be an arbitrary natural number and g ∈ Z∗
N . Then we will set R = Z, S

to be the trivial group with one element, and X = Z∗
N . We then let f(r, 1) =

gr mod N . We also set A = Z. This does not quite satisfy our framework, since
R is not finite, but we will fix this shortly.

The construction behind Theorem 1 implies that we can satisfy the conditions
in our framework by construct the set Ωn as the subset of Zn consisting of binary
strings.

In this case, protocol 1 has to be tweaked slightly: instead of choosing r
uniformly in Rn, which does not make sense when R is infinite, we choose the
entries as uniform log n + 2k-bit numbers. This choice ensures both that f(r)
will be statistically close to uniform in Im(f)m, and that the entries in z will be
statistically close to uniform log n + 2k-bit numbers. This follows from the fact
that the entries in E · w will be at most log n + k-bit numbers.

The protocol now becomes an interactive proof that the input numbers x1, .., xn

are all in the group generated by g, and it is a proof that the prover knows the dis-
crete logarithms. The protocol will be honest verifier statistical zero-knowledge.

Corollary 2. Protocol 1 instantiated for the discrete log in Zn case is an in-
teractive proof that the input numbers x1, .., xn are all in the group generated
by g, and it is a proof that the prover knows the discrete logarithms. Let k be
the bit length of N . Then the communication complexity is O(kn) bits, the error
probability 2−n, and the computational complexity is O(nk + n2) multiplications
modulo N .

If we wanted to obtain error probability 2−n using simple repetition of the stan-
dard cut-and-choose protocol, the cost for n instances would be communication
O(n2k) bits and also O(n2k) multiplications modulo N . So we see that if we
choose, e.g., n = k, our solution saves a factor k in both the communication and
computational complexity.

4.3 Homomorphic Encryption

We already mentioned earlier how our technique can be used for the Goldwasser-
Micali probabilistic public-key scheme. This generalizes in a very natural way to
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encryptions schemes based on higher degree residuosity, say degree q for q a prime
larger than 2, provided q divides φ(N). The plaintext-space for the encryption
would be R = Zq and one would then define the encryption of plaintext r as
f(r, s) = yrsq mod N where y is not a q-power modulo N . The basic Protocol 0
with A = Zq and Ωn = Zn

q gives a proof of knowlegde of the plaintext for a given
ciphertext with error probability 1/q. Using Protocol 1, this can be amplified to
a proof for n plaintexts with error probability q−n, at cost n times the cost of
Protocol 0.

In [11], a different type of encryption function is proposed, also based on a
composite modulus N and two elements g, h ∈ Z∗

N . The encryption function is
f(m, s) = gmhs mod N . Here m is the message chosen in ZM for a public M
and s is chosen at random in some interval [0..T ]. We do not need to go into the
details of the scheme and its security here, it is enough to say that the order of
h has to be secret and one needs to assume for security that a random element
in the group generated by h cannot be efficiently distinguished from a random
element in Z∗

N .
Standard methods for proving in zero-knowledge that you know m, s for a

given ciphertext have error probability 1/2, namely one does the obvious Σ-
protocol with a binary challenge. One cannot do better using Schnorr-like tech-
niques because one would need to know the order of h to do the knowledge
extraction required for soundness. However, the scheme fits in our framework,
by setting R = ZM , S = Z, X = Z∗

N and A = Z. Now, using Theorem 1, Proto-
col 1 shows that we can prove knowledge of n plaintexts with error probability
2−n at cost about 2n times the standard protocol for a single instance.

Finally, we note that if g has order M , R can act on S and X as required
for Protocols 3 and 4. Protocol 3 can be used to show multiplicative relations
among plaintexts, and in case the plaintext space is a field (i.e., if M is a prime).
Protocol 4 can be used to show that a ciphertext contains a non-zero plaintext.
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