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Abstract. Math notation is a familiar, everyday tool widely used in society.
Computers need math literacy — the ability to read and write math notation — in
order to assist people with accessing mathematical documents and carrying out
mathematical investigations. In this paper, we discuss issues in making com-
puters math-literate. Software for generating math notation is widely used.
Software for recognition of math notation is not as widely used: to avoid the in-
trusiveness and unpredictability of recognition errors, people often prefer to en-
ter and edit math expressions using a computer-oriented representation, such as
LaTeX or a structure-based editor. However, computer recognition of math no-
tation is essential in large-scale recognition of mathematical documents; as
well, it offers the ability to create people-centric user interfaces focused on
math notation rather than computer-centric user interfaces focused on com-
puter-oriented representations. Issues that arise in computer math literacy in-
clude the diversity of math notation, the challenges in designing effective user
interfaces, and the difficulty of defining and assessing performance.

1 Introduction

Math notation is a widely-used two-dimensional language for expressing and reason-
ing about mathematics. This notation developed over centuries, with many variants
and dialects. Math notation is fluid, with users creating new forms of math notation as
the need arises. Historically, math notation was written and read by people. The re-
cent invention of the computer has lead to widespread use of electronic representa-
tions of mathematical expressions. Electronic representations support services such as
typesetting, search, and automated reasoning. We need math-literate computers in
order to best combine the convenience of paper-based math notation with the power
of computer-based math representations.

Currently, computer generation of math notation is common, but recognition is less
commonly used: the task of translating math notation into a computer-processable
form is often done manually. With continuing advances in math recognition software,
the need for manual entry of computer-oriented math formats will decrease.

Input and output of math notation is carried out in various contexts. Here is an in-
formal description of a few scenarios, with and without math-literate computers.

* A person creates a document containing math expressions:

- With a math-literate computer, this can be done via handwritten entry. The
computer software must be able to cope with the variability of handwriting.
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Handwritten expressions can be scanned, or the user can write directly on a
data tablet; the tablet has the advantage of making stroke-timing information
available for use in the recognition process. The user receives feedback about
the recognition result, and is thus available to correct recognition errors.

- With manual entry, a person directly enters the structure of a math expression
by typing an ASCII form of the expression (as in LaTeX), or by issuing a se-
quence of commands to a structure-based math editor.

* Paper documents are converted to electronic form:

- With a math-literate computer, scanned documents are interpreted by docu-
ment-recognition software. Layout analysis is used to separate the document
into text regions, math expressions, and figures. Text regions are interpreted
by optical character recognition (OCR), math regions are interpreted by math
recognition, and figures are interpreted by graphics recognition software
[32][34]. When a small number of documents are converted, a person can per-
form checking and correction of the results. When a large document collection
is involved, people perform only very limited checking and correction. In that
case, subsequent software must make allowance for the possibility of recogni-
tion errors in the electronic documents.

- With manual entry, a person directly enters the structure of the math expres-
sions in the documents. This is can be done for small-scale applications, but is
infeasible for large document collections. If manual entry is infeasible and
automatic interpretation of math expressions is unavailable, then the math ex-
pressions can be left uninterpreted: this leaves math expressions as image
regions that can be displayed, but cannot be queried by word-based or symbol-
based searches.

* A math document is converted from a notation-oriented electronic form to an in-
formation-oriented electronic form (for example, from LaTeX to a symbolic algebra
format such as Maple):

- With a math-literate computer, this conversion is done automatically. External
information is required, for example to distinguish function names from vari-
able names (see Section 3.1).

- With manual entry, a person directly enters the symbolic algebra form of the
math expressions.

* A math document is converted from an electronic form to paper (or to display on a
computer monitor):

- This is typically done by computer software. Present-day computers are math-
literate in the writing direction.

Computer math-literacy is a practically-important subject that offers fascinating re-
search opportunities. In this paper, I present my opinions about challenges and issues
that arise in this area. Please note that I am not up-to-date in all the latest publications,
but am supplying a retrospective view of the developments in computer processing of
math notation over the past twenty years.
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2 Diagrams and Notational Conventions

A diagram expresses information using a two-dimensional layout of symbols. Nota-
tional conventions are the constraints that define the mapping between information and
two-dimensional layout. A math expression is an example of a diagram, expressed using
the notational conventions of math notation. A page of sheet music is another example
of a diagram, expressed using the notational conventions of music notation. As illus-
trated in Figure 1, knowledge of notational conventions is needed both for diagram rec-
ognition (reading the notation) and for diagram generation (writing the notation).

Diagram Generation
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Fig. 1. Notational conventions are used for diagram generation and recognition [4]. When a
diagram is generated, notational conventions guide the creation of an aesthetically pleasing
diagram that encodes the given information. When a diagram is recognized, notational conven-
tions guide the recognition of symbols and their logical relationships, and dictate how to infer
information from this symbol arrangement. This figure illustrates sequential processing steps,
but symbol recognition and symbol-arrangement analysis can be concurrent, allowing the use
of contextual information to improve symbol-recognition results.

The mapping between information and diagram is not one to one. Many diagrams
represent the same information using different layouts. A diagram with good layout is
easy to read, and is aesthetically appealing. Ideally, diagram generation software auto-
matically chooses a good layout, while diagram recognition software recognizes the
information conveyed by the diagram, no matter what the layout of the diagram.



Math-Literate Computers 5

There is significant overlap in the notational conventions used for generation and
recognition. However, notational conventions are treated differently due to differ-
ences in the two diagram processing tasks. Aesthetic considerations are central in dia-
gram generation: users want nice-looking, readable diagrams. In contrast, diagram
recognition systems pay less attention to aesthetics: they are trying to recover the in-
formation conveyed by the diagram, and are not trying to judge how nice the diagram
layout is. Noise and uncertainty are central in diagram recognition: there is uncer-
tainty about symbol segmentation, symbol recognition, interpretation of the relative
placement of symbols, and so on. These problems do not arise in generation. It is in-
teresting to generalize this line of thought, to consider the relationship between the
fields of computer vision and computer graphics [21].

The acquisition, representation and exploitation of notational conventions are cen-
tral to computer math literacy. Notational conventions are equally important in proc-
essing other types of two-dimensional notation. The research community as a whole is
gradually developing general computational approaches to diagram recognition,
which are useful in interpreting diagrams of various types. Much has been published
about recognition of various types of diagrams, such as math expressions, engineering
drawings, maps, music notation, and bar charts [20][31][32][34]. Publications about
diagram generation include graph drawing [36] and visual languages [33]. Many as-
pects of diagrams are discussed in the Diagrams conferences [35].

2.1 Hard and Soft Notational Conventions

We call a notational convention hard if it is used consistently, and soft if its use is op-
tional. Hard conventions specify how information is encoded in the two-dimensional
notation, and soft conventions specify how to make the diagram readable. Here are
some examples, informally expressed. In graph drawing, a hard convention is that “an
edge drawn between two nodes represents a relation between the nodes”. A soft con-
vention is “choose a graph layout that minimizes the number of edge crossings”. In
math notation, a hard convention is “division can be encoded by drawing a horizontal
line with the dividend expression placed above the line and the divisor expression
placed below the line”. A soft convention is “when breaking an expression into multi-
ple lines, put the break before a major operator”. Petre provides related observations
about hard and soft conventions, using the term secondary notation for the layout as-
pects of a diagram [28].

Soft conventions can be applied to a greater or lesser degree, and can be ignored in
exceptional circumstances. For example, a soft convention in music notation is “leave
more space after long notes than after short notes” [2]. However, this convention is
sometimes ignored when music notation is printed very densely, in order to end the
page at a pause that gives the performer time to turn the page.

The same information can be represented by a large set of diagrams. These dia-
grams differ in readability and aesthetic appeal. As an example, the layout of a circuit
diagram can be changed; this affects the appearance of the diagram without changing
the information being conveyed.

Most diagram recognizers ignore soft conventions, relying wholly on the hard con-
ventions. Poor diagram layout is not noticed, and good diagram layout is not exploited.
If diagram recognizers could be expanded to make greater use of soft conventions, this
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could increase the robustness of recognition: the recognizer can make use of layout and
spacing cues. To achieve this, the recognition software needs the ability to reason with
constraints that hold “most of the time”.

Since diagram generators already use soft conventions, the question arises whether
diagram recognizers can be improved by exploiting the knowledge and experience
embodied in diagram generators [6]. Specifically, LaTeX software is in widespread
use and encodes sophisticated knowledge about the formatting of math notation. Can
this generation-oriented knowledge be exploited to improve math-notation recogniz-
ers? Possible approaches include reusing generator code to proofread and correct
recognizer output, building a model of the generation process into the recognition
software, and using a generator to construct cases for a recognizer that uses case-
based reasoning [6].

2.2 Sources of Information about the Definition of Math Notation

The design of a math-literate computer system should begin with a definition of math
notation: a definition of the syntax and semantics of the two-dimensional language
used to express mathematics. Unfortunately, math notation, like most diagram nota-
tions, is not formally defined. Rather, it is informally established through common
usage. Math notation is only semi-standardized, allowing many variations and draw-
ing styles. The same is true of natural languages, such as English. Building a software
model of the notational conventions used in math notation is a complex and time-
consuming task.

Sources of information about math notation include written descriptions of math
notation, sample documents, coded descriptions built into software for recognizing
math notation, coded descriptions built into software for generating math notation,
and human experts [5]. Most written descriptions are oriented toward generation of
the notation rather than recognition of the notation. Descriptions of math notation for
people who want to solve typesetting problems include [12][18][40], and descriptions
of math notation oriented toward computational typesetting include [22]. Almost 40
years ago, Martin suggested that the first step in automating the processing mathe-
matical notation is to make a study of the notation, and he went on to present a brief
list of the notational conventions found in use in technical publications [25].

Many factors influence how mathematical symbols should be grouped during the
recognition of math notation. Some grouping factors are defined for math notation in
general; these include operator range and operator precedence. Other grouping factors
arise within a particular mathematical expression; these include symbol identity
(which often determines whether the symbol is an operator or an operand), relative
symbol placement, and relative symbol size and case. Further discussion and related
references are provided in [5].

2.3 Electronic Representations of Math Notation

A variety of electronic representations of math notation are in active use, including
pixel-oriented representations such as JPEG, symbol-oriented representations such as
PDF and PostScript, syntax-oriented representations such as LaTeX, and symbolic-
algebra representations such as Maple. Research is needed to better understand these
representations: how to define the equivalence of documents and the distance between
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documents, how to mathematically characterize the mapping between document repre-
sentations, how to characterize the external information needed to carry out these map-
pings, and how to characterize the differences between the forward and inverse
mappings that occur during document analysis and document production [9].

3 Recognition of Math Notation

In developing software for recognition of math notation, much can be learned from
existing research into recognition of other types of diagrams [4]. Over time, our collec-
tive experience in recognizing various types of diagrams is giving rise to a general
technology for diagram recognition. An appealing analogy is provided by compiler
technology: the first compilers were difficult to write, but over time the community
developed general techniques for parsing and code generation, which greatly simplify
the task of constructing compilers for new source and target languages. Diagram-
recognition methods are difficult to generalize, due to the great diversity among dia-
gram notations, and due to the complexity of handling noise and uncertainty. However,
algorithms can be shared for common subproblems such as symbol recognition
[13][37]. Document recognition contests provide standardized task definitions, includ-
ing training and testing data, as well as evaluation metrics. Contests have been held for
such as dashed-line detection, raster to vector conversion, arc segmentation, symbol
recognition, page segmentation, handwriting segmentation, and Arabic handwriting
recognition [15].

3.1 External Information Needed for Math Recognition

Math expressions are not self-contained. External information is needed in order to
fully understand them. Some of this information, such as the definition of symbols,
comes from other parts of the source document. Other information is external: for
example, knowledge of symbolic algebra can be applied to find errors in a printed
expression or its interpretation. Many dialects of math notation are in use, varying by
discipline; the choice of dialect is implicit, and must be inferred by some external
means, typically involving familiarity with the math notation used in related publica-
tions. Other diagram notations have an analogous need for external information: for
example, engineering drawings rely on reader’s knowledge of disassembly and kine-
matics [38], and music notation relies on the reader’s knowledge of music theory and
performance practice.

The acquisition, representation, and use of external knowledge is a broad and inter-
esting topic, one that is important to the future development of math-literate computers.
Without external information, a simple expression such as a(b) can be interpreted up to
a notation-oriented format such as LaTeX, but further interpretation up to the symbolic
algebra level is impossible without the knowledge of whether a is a function name or a
variable name. When subexpressions are used repeatedly in a document, noticing and
exploiting this repetition helps increase the robustness of a recognizer.
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3.2 Challenges in Recognizing Math Notation

Many challenges arise in the recognition of math notation [5]. Small symbols, such as
dots and commas, are commonly used and are critical to the meaning of the notation;
these small symbols are difficult to distinguish from noise. Symbol recognition is dif-
ficult because there is a large character set (Roman letters, Greek letters, operator
symbols) with a variety of typefaces (normal, bold, italic), and a range of font sizes. A
few common symbols in math notation have several possible roles: a dot can repre-
sent a decimal point, a multiplication operator, a symbol annotation such as x , or
noise; a horizontal line can indicate a fraction line or a minus sign. The meaning of
such symbols must be determined through the contextual information provided by
surrounding symbols.

A major challenge in math recognition is identification of the logical meaning of
spatial relationships. Implicit mathematical operators are defined entirely by spatial
relationships, with no explicit operator symbol; these include superscripts, subscripts,
implied multiplication, and matrix structure. Examples of difficult cases are given in
many publications from [25] onward. In handwritten notation, the ambiguity of spatial
relationships is greatly increased, due to free placement and alignment of symbols.
Many researchers (e.g. [39]), have studied the problem of distinguishing horizontal
adjacency from superscripts and subscripts: the continuous range of possible symbol

placements 2x 2x 2X 2X 2% makes this difficult.

Offsetting these challenges, two characteristics of math notation make it relatively
easier to process than many other types of diagram notations. Firstly, most symbols in
a math expression are surrounded by white space, which greatly simplifies symbol
segmentation. (An exception is handwritten mathematical notation, which may con-
tain overlapping symbols; these can be difficult to segment, particularly if off-line
data is used.) Secondly, math notation has a relatively regular and recursive syntax,
which makes it well-suited for processing using grammar-based and compiler-like
techniques.

3.3 Finding the Math Expressions in a Document

Computer math literacy depends on having automated ways of finding math expres-
sions, or having convenient user interfaces for the user to indicate the location of math
expressions of interest. This is not a problem in on-line recognition systems, where a
person writes input on a data tablet: in this case, text and math expressions are gener-
ally not mixed. The situation is different for paper documents, where math expres-
sions are typically mixed with text, either as offset expressions, or embedded directly
into a line of text. The first step in math recognition is to identify where expressions
are located on the page. This topic, and document layout analysis in general, has been
subject of much research e.g. [34][41].

3.4 Computational Methods for Recognizing Math Notation

Many approaches to math recognition have been explored, including syntactic me-
thods, graph transformation, projection-profile cutting, and procedurally-coded rules
[5]1[10][11]. Noise and uncertainty can be handled by producing lists of alternatives
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that are passed from one recognition stage to the next, or by executing recognition stages
concurrently, using contextual feedback to compensate for noisy input or to reject erro-
neous input [4]. The many proposals for how to organize a math recognition system are
fascinating; each has its own merits and its own advocates. It is difficult to judge which
organization is best for a given application.

I have had long-standing interest in development of a general software technology
for diagram recognition. My first informal comments, at a workshop in 1990 [1],
described a goal of a diagram-recognition technology, analogous to the existing tech-
nology available for compilers. Compiler technology makes it (relatively) easy to
create compilers with new source and target languages, and similarly a diagram-
recognition technology would make it (relatively) easy to create recognizers for new
types of diagrams. However, diagram recognition faces added problems due to noise,
due to the huge range of types of diagram notations, and due to the natural-language
aspects of diagram notations.

Many compiler techniques can be adapted to pattern recognition [7]. Techniques
that have been imported include the use of grammars (array grammars, tree gram-
mars, set grammars, graph grammars), and parsing technologies (for example, CYK
and Early algorithms for context free grammars, and linear-time LR and LL parsing
algorithms for more restricted languages). We illustrate the use of two additional
compiler techniques in a math-notation recognition system: use of trees and tree trans-
formation, and a multi-pass control structure, with a clear separation between layout,
lexical, syntactic, and semantic analysis [7][42]. The main steps are to (1) find linear
structures in the input, and use these as a basis for finding secondary linear structures;
(2) organize the linear structures into a tree; (3) divide processing into passes for lay-
out, lexical analysis, syntax, and semantics; (4) use a simple, fixed control structure,
such as a sequence of passes; and (5) use tree transformation technology, which pro-
vides highly efficient techniques for manipulating trees, and notations for expressing
manipulations in a concise, readable form.

3.5 Users Reaction to Math Recognition: The User Interface

Math-recognition software is far less widely used than math generation software.
Some of this is due to availability, and to the maturity of the technology. But there are
additional, social factors that work against recognition systems. Here are some specu-
lative comments of these factors, with the aim of stimulating discussion and new di-
rections for development of recognition systems.

It seems that the recognition errors made by a computer are quite intrusive, because
they are different from the interpretation problems that a person has when reading
messy or noisy text. If a person is struggling to read your document, her or she will
ask you about semantics: what do you mean here? In contrast, the computer asks
about marks on the page: is this a w, is that item over there one symbol or two sym-
bols? The computer does not state these questions directly, but a user who is proof-
reading recognition output — to correct symbol recognition and symbol segmentation
errors — is implicitly answering questions like this. Users would find recognition
software more inviting if it could move in the direction of allowing users to think
more about the meaning of the notation, and less about the marks on the paper. Com-
puter-Human Interaction is a heavily-researched subject that has many ideas to offer
[29][30].
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Predictability and blame-assignment are two reasons why recognition software
isn’t as popular as it could be. Consider the case of a user who types a big LaTeX
expression, and gets an error because of unbalanced parentheses. Is this user upset at
the LaTeX software? No, instead the user blames himself or herself: that was my
stupid mistake, I forgot a parenthesis, next time I will do better. Consider instead a
user of a pen-based math entry system who gets an error because of a misrecognized
symbol. This user is likely to blame the recognition software: what stupid software,
even my four-year-old son is better at symbol recognition than that, I hope the soft-
ware will do better next time -- but it is hard for me to figure out how to help it do
better.

A basic question is: do people really want automated recognition of math expres-
sions (assuming that the recognition rate is suitably high)? The answer is certainly yes
for the case of document recognition, but for manual entry of math expressions, the
answer probably depends on the person. I will begin by discussing entry of text, and
then move on to entry of math expressions. For entering text, I personally would
rather type on a keyboard than handwrite on a data tablet — this is because I can type
much faster than I can write by hand. On the other hand, a slow typist may prefer
writing on a data tablet (with application of OCR software) over typing on a key-
board. In the case of math expressions, my personal preference is to have an entry
method that is focused on the 2D math notation. However, it is possible that some
people prefer to use LaTeX because they are so practiced that they can type expres-
sions faster than they can handwrite them.

Before designing a user interface for math recognition, it is worth reviewing the at-
tractive properties of paper: ergonomics, contrast, resolution, weight, viewing angle,
durability, cost, life expectancy, and editorial quality [19]. Paper also has limitations:
erasing is difficult, it is not possible to “make extra room” to expand parts of a dia-
gram, it is hard to find information in a large stack of paper, and so on. A goal for
future computer interfaces is to retain the advantages of paper while also providing
the editing and search capabilities lacking in paper. Designers reject the use of com-
puters in the early, conceptual, creative phases of designing, preferring to use paper
and pencil, which permits ambiguity, imprecision, and incremental formalization of
ideas [16]. Computer based tools force designers into premature commitment, de-
mand inappropriate precision, and are often tedious to use when compared with pencil
and paper. For further discussion, see [8].

4 Generation of Math Notation

Less is published on the generation of diagram notations than on the recognition of
diagram notations. Diagram generation technology is mature and often proprietary.
Prominent among publications on diagram generation is Knuth’s work on math nota-
tion [22]. We extend ideas from Knuth’s text spacing algorithm [23] to music spacing
[17]. Also, much has been published on algorithms for graph drawing [36]; many dia-
gram notations are based on graphs.

Interesting issues arise in providing a user interface to generated notation. The user
should be allowed to modify the generated notation, without the need to repeat all the
modifications when the notation is regenerated [3].
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5 Performance Evaluation Issues

Although performance evaluation is an active research area in document image analy-
sis, there are few formally defined performance metrics for diagram generation or
recognition. Informally, a generator is successful if it generates information-bearing
images that the user finds aesthetically pleasing. There are no ground-truth models of
ideal generator output. A generator is debugged on a test suite of diagrams, and in
response to user feedback. Evaluating the performance of diagram recognition sys-
tems involves defining requirements, characterizing the system’s range of inputs and
outputs, interpreting published performance evaluation results, reproducing perform-
ance evaluation experiments, choosing training and test data, and selecting perform-
ance metrics [24].

The user interface is critical to the success of a diagram recognition system. It is
difficult to define precise goals for a user interface, and even more difficult to quan-
tify performance of a user interface [8]. Separating user-interface performance from
recognition performance is difficult: the time that a user spends correcting recognition
errors depends both on the number of recognition errors and on the qualities of the
user-interface facilities for finding and correcting errors. The performance of different
types of visual feedback in a math recognition system is studied in [43]. One possible
performance measure is to compare the time and accuracy of automated and unauto-
mated entry of diagrams, as discussed in [8]. Neilsen defines usability attributes:
learnability, efficiency, memorability, errors and satisfaction [26]. Measurable usabil-
ity parameters include subjective user preference measures, which assess how much
the users like the system, and objective performance measures, which measure the
speed and accuracy with which users perform tasks on the system [27].

6 Conclusion

Computers should serve people, assisting them in their work. Making computers
math literate is an important step in this direction, allowing people to work using the
familiar math notation, avoiding the need for them to learn new notations for the con-
venience of the computers. Computer math literacy provides a smooth transition be-
tween paper documents and electronic documents, combining the best properties of
paper with the advanced search and evaluation capabilities offered by electronic docu-
ments. This paper has summarized some of the issues involved in creating math liter-
ate computers. Much progress has been made, and many interesting problems remain
to be addressed.
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