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Abstract. Companies are operating in a dynamic environment, resulting in a 
continuous need of adapting used information systems to changing business 
processes and associated information needs. Viewed from a micro-perspective, 
business users are managing and executing business processes on a daily basis, 
but are not able to adapt used software to their individual needs and working 
practice. In this paper, we present an End-User Development (EUD) approach 
and prototypic environment, enabling business users to create enterprise wid-
gets tailored to their personal information needs without the need of program-
ming knowledge, by mashing up enterprise resources using a lightweight visual 
design paradigm. The approach especially considers extensibility of building 
blocks for widget creation even by small and medium sized enterprises (SMEs) 
using existing knowledge. We give evidence on the applicability of the ap-
proach in real enterprise contexts, by providing first results of an evaluation in 
three German SMEs. 
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1   Introduction 

In our today’s business world, companies use enterprise software systems like Enter-
prise Resource Planning (ERP) systems to support and facilitate their business proc-
esses. As companies are not static and evolve like the environment of competitors, 
markets and customers surrounding them, a continuous need of adapting these  
systems to new requirements, business processes and associated information needs, 
exists. Due to a lack of resources and expertise, especially small and medium sized 
enterprises (SMEs) suffer from their inability to adapt used enterprise software to 
their needs [1]. They are forced to adapt themselves to the possibilities offered by the 
used enterprise software or to delegate adaptations to IT professionals, resulting in 
long and costly adaptation processes [2, 3]. As organizational and technological de-
velopment are closely correlated, the inability of adapting the technical systems used, 
is limiting the organizational development possibilities of the companies as well [4]. 
As a consequence, the ability of organizations to optimize their business processes 
and to innovate to gain unique competitive advantages is limited. 

Viewed from a micro-perspective, business users as the end-users of enterprise sys-
tems know best about changing requirements and needed adaptations, as they are 
managing and executing business processes on a daily basis. As end-users are domain 
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experts but not necessarily IT professionals, they are not able to adapt the used enter-
prise systems to their individual needs on their own. End-users are forced to indirectly 
influence the adaptation processes by communicating their needs to IT professionals. 
IT professionals are confronted with the requirements of users expressed in their  
domain language, which have to be interpreted and transformed into models and  
technical solutions matching the capabilities of the enterprise software systems. This 
process is not only costly and time-consuming, but also error prone due to a possible 
misinterpretation of requirements [5]. Furthermore many useful adaptations to the in-
dividual working practice of end-users are dropped due to limited budget, resources 
and expertise. One approach to improve this situation is to better enable end-users to 
adapt the used enterprise systems on their own. At this, the inherent challenge is to 
reduce the expertise tension, existing in a two-dimensional continuum of job-related 
domain knowledge and system related development knowledge [6]. 

We are approaching this challenge from an End-User Development (EUD) per-
spective. EUD can be defined as “a set of methods, techniques, and tools that allow 
users of software systems, who are acting as non-professional software developers, at 
some point to create or modify a software artifact” [7]. Crucial preconditions of suc-
cessfully enabling EUD are on one hand systems, which are flexible enough to be 
adaptable in a technical sense, and on the other hand methods to leverage this flexibil-
ity at the hand of end-users [8, 9]. In the last years the dissemination of the Service 
Oriented Architecture (SOA) [10] paradigm led to an increased technical flexibility. 
SOAs, i.e. implemented using the widespread Web Services Stack, provide means to 
increase flexibility by recombining existing functionality of software systems using 
loose coupling of services, enabling the orchestration of new software solutions from 
existing functionality. SOAs offer rich possibilities for IT professionals, but as they 
are based on complex standards like SOAP, WSDL, UDDI, or BPEL, the technical 
flexibility is not leveraged at the hand of end-users. In this context a new type of web-
based applications, known as mashups, has been gaining momentum. Novel light-
weight design principles are currently about to emerge, allowing to mash up data from 
different resources into a single integrated tool and thereby creating a new and distinct 
service, that was not originally provided by either resource used. Popular examples 
for consumer mashup environments are e.g. Microsoft Popfly [11] or Yahoo! Pipes 
[12]. Gartner even identified mashups and composite applications as one of the top 
ten strategic technologies for 2008 [13]. 

We conducted preliminary studies in SMEs and identified several kinds of  
data-centric adaptation problems that end-users face in their work context [14]. We 
believe, that some of these adaptation problems can be adequately addressed by pro-
viding EUD tools based on a mashup design paradigm. Business users should be en-
abled to create data-centric tools that are tailored to their individual information 
needs, by mashing up enterprise resources. To further investigate that solution ap-
proach, we set up a prototypic EUD design environment for the creation of widgets, 
which can be mashed up of enterprise resources in a very lightweight way. Widgets 
are small, interactive applications for displaying data, packaged in a way to be execu-
table on a users’ machine [15]. By using a very lightweight mashup design paradigm 
and encapsulating mashups as widgets, we enable end-users to develop small, interac-
tive applications using enterprise resources and to deploy these applications directly 
to their machine, without the need of any programming knowledge. Our approach  
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especially considers extensibility of building blocks for widget creation even by 
SMEs using existing knowledge. Thereby the whole chain of developing building 
blocks and composing building blocks to widgets can be put in the hands of SMEs. 
To be able to evaluate the usefulness and practicability of our solution approach in 
real work environments, we deployed our solution to three German SMEs. We inves-
tigated if business users are able to create widgets using the lightweight design ap-
proach, and if practical problems can be addressed using such simple applications like 
widgets. Furthermore we classified types of end-users and analyzed how they collabo-
rate to create solutions of practical value. 

The remainder of the paper is organized as follows. In Section 2 we present the 
conducted preliminary empirical studies and explain our research and solution ap-
proach. In Section 3 we describe the developed EUD environment for widget creation 
with regard to conceptual layers, architectural components, user interface and design 
paradigm. First results of the evaluation phase are discussed in Section 4, before we 
summarize and conclude our paper in Section 5. 

2   Research Approach and Preliminary Studies 

An important aim of our research is to create EUD approaches and tools, which are 
applicable in real enterprise environments. This intent is considered by the setup of 
our research approach. The work presented in this paper is based on a research ap-
proach consisting of three steps, which can be characterized as follows: (i) Conduct-
ing empirical research to identify end-user adaptation problems relevant in real enter-
prise environments. (ii) Developing a solution approach to address identified 
adaptation problems. (iii) Evaluate the solution approach in real work contexts to de-
termine its applicability for the intended purpose. In the following subsections we dis-
cuss each of the steps briefly. 

2.1   Preliminary Empirical Studies 

In preparation of designing EUD tools, we conducted a series of semi-structured in-
terviews based on qualitative research methods [16] in three German midsized com-
panies that use ERP systems to support their business processes. The addressed com-
panies were two companies from production industry (137 and 140 employees) and 
one larger software vendor (500 employees). Semi-structured face-to-face interviews 
were conducted in an exploratory way to get a deep insight into operational tasks and 
work practices. The interviews focused on data-centric aspects of how end-users ac-
cess information stored in the ERP system, how they flexibly process the data, and 
what problems they face, especially with regard to EUD related activities. With re-
gard to EUD related activities our studies revealed, that it is common for business us-
ers to create individual information artifacts supporting them in their operative tasks. 
The most important information artifacts that end-users create are spreadsheets, tai-
lored to the end-users’ individual information needs. End-users commonly use prede-
fined queries of the ERP system to import enterprise data into spreadsheets. Due to 
the complexity of the data model exposed by the ERP system and the complexity of 
the tools for query creation provided by the ERP system, most end-users are not able 
to create custom queries on their own to import data from the ERP system as desired. 
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Additionally, end-users are not able to create any kind of custom information artifact 
providing interaction on live data of the ERP system. Many end-users have to access a 
certain set of data relevant for their individual working tasks from the ERP system 
many times a day. In many cases, this data can not be accessed from a single location 
within the graphical user interface (GUI) of the ERP systems, forcing users to access 
multiple locations and cumbersomely collect the needed data. As they are not able to 
create any kind of customized GUI or interactive application, providing access to 
relevant data at a glance, many working tasks can only be executed in an inefficient 
and cumbersome manner. 

Complementary to the interview studies, a participatory design workshop (PDW) 
was held to investigate how typical business users manage to design a software arti-
fact using a very lightweight box and wires design paradigm. A PDW puts users in 
the role of designers and requires them to collaborate actively in a solution-oriented 
design process [17]. In the PDW business users had to design an information artifact 
representing a tool that should support users in an analytic task, which was taken from 
their work context. To create the solution, the users could add boxes to the design 
space that represent data or functionality. Boxes had output ports and input ports and 
could be connected by drawing lines to define data or control flow between the boxes. 
The boxes and wires model was left underspecified in a way that no concrete instruc-
tions were given to the users on how to formally specify the meaning of the used de-
sign elements. The underspecified semantics enabled to observe how users intuitively 
use design elements. As the participatory design workshop revealed, end-users intui-
tively thought of boxes as a representation of tabular data, organizing data in rows and 
columns. By connecting boxes, business users related data from different boxes with 
each other and defined the data flow of the solution. The users had no problems using 
the boxes and wires design paradigm itself to specify a solution, but had problems to 
express what data a box should represent. The users decided to specify the data by 
giving a short description on how they would access the data in their used ERP sys-
tem. More details on the results of our preliminary empirical studies are given in [14]. 

2.2   Creating a Solution Approach 

In our preliminary studies we identified two main problems that end-users face with 
regard to data-centric EUD activities. First, end-users create custom spreadsheets and 
rely on getting relevant business data from the ERP system by using queries, but face 
considerable challenges when trying to create custom queries for their individual in-
formation needs. Second, end-users need to access the same set of data within the 
GUI of the ERP system over and over again in a cumbersome manner, and are not 
able to create custom interactive applications that provide the information relevant for 
individual working tasks at a glance. We developed prototypic EUD environments 
addressing both problems identified. With regard to EUD of queries for complex en-
terprise information systems, we developed a prototype called “Semantic Query  
Designer” (SQD), which is build on an ontology-based middleware and provides so-
phisticated visualization, navigation, search and query building possibilities. As we 
are focusing on the second identified problem in this paper, we refer to [18], provid-
ing a detailed description of SQD. 

With regard to EUD of custom, interactive applications providing access to data 
relevant for individual working tasks, we set up the prototypic EUD environment 
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“Widget Composition Platform” (WCP). The WCP enables business users to create 
custom widgets without any programming knowledge by mashing up enterprise re-
sources in a visual design environment and deploying the created widgets to their ma-
chines. The WCP uses a very lightweight mashup design paradigm based on a simple 
box and wires framework. Boxes represent services that provide enterprise data that is 
in most cases rendered as a table. As our preliminary studies revealed, business users 
are able to learn simple design paradigms like boxes and wires in quite a short time 
and are able to use services providing data in a tabular format in an intuitive way for 
designing software artifacts. 

For the realization of a visual mashup design environment, we could build on an 
early internal prototype of SAP Research that we modified and extended to suit our 
needs. Although we could build on a certain framework, we faced considerable chal-
lenges with regard to realizing a solution that could be deployed and used within 
SMEs for two main reasons. First, SMEs often use ERP systems that are not (yet) ser-
vice-enabled and thus cannot provide enterprise resources as services that are accessi-
ble using standard web protocols, which is a an essential precondition for deploying 
developed mashups as a widget on common widget runtimes. Second, even if enter-
prise systems were exposing a fixed set of resources as services, this set could not be 
extended without programming skills and thus would limit the creatable solutions to 
combinations of predefined services. To address these challenges, we implemented a 
middleware which is able to wrap resources from not service-enabled ERP systems 
and provide these as services in a way accessible using standard web protocols. To 
enable SMEs to extend the provided services without any programming skills, new 
services must be creatable by SMEs using existing knowledge. As at least some ad-
vanced end-users in SMEs exist, that are able to create queries within the ERP sys-
tem, we enabled the implemented middleware to wrap queries stored within the ERP 
system and expose these as services. Using the existing skills of query creation to en-
able the creation of new building blocks for widget creation, limits the entry barriers 
to flexibly use the new technology and can be seen as a kind of gentle slope of com-
plexity approach [8, 19] that puts the whole chain of widget creation in the hand of 
SMEs. Additionally, by enabling the use of queries as services, a relation between the 
prototypes SQD and WCP is established, as end-users are able to use SQD for easy 
query creation, and WCP to mash up these queries to widgets. The conceptual layers, 
architectural components, and GUI of the WCP are described in detail in section 3. 

2.3   Evaluating the Solution Approach 

To be able to evaluate the practicability and usefulness of our solution approach in 
real work environments, we deployed the WCP environment to three German SMEs. 
In this evaluation phase we observed the usage, created widgets and services as well 
as the collaboration of different types of end-users. Additionally we conducted a ques-
tionnaire-based survey among the employees to refine the results of our preliminary 
studies and to get feedback on our WCP-based solution approach from a broad end-
user base. In section 4 we provide first promising results of the evaluation phase by 
describing practical use cases of WCP-created widgets within SMEs, classify end-
users by observed behavior related to widget creation, and discuss selected analysis 
results of the questionnaire-based study. 
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3   Widget Composition Platform 

The WCP is a web-based EUD environment that enables business users to mashup  
enterprise resources in a visual design environment in a very lightweight way and to 
deploy the created mashups in the form of widgets to their local machines. In the fol-
lowing subsections we describe the WCP environment in detail. We describe the con-
ceptual layers that are implemented by the WCP environment. We explain of which 
architectural components the WCP environment consists and how these components 
work together. Finally we describe the provided GUI and explain how end-users are 
able to create widgets by mashing up enterprise services. 

3.1   Conceptual Layers 

On a conceptual level, the WCP and created widgets are based on a layered architecture. 
Significant components of this conceptual architecture are classified and structured in 
the widget stack depicted in Fig. 1. The widget stack consists of five basic layers: re-
source layer, application programming interface (API) layer, wrapper layer, service 
layer, and mashup / widget layer. With regard to Fig. 1, we will describe the layers bot-
tom-up, as each layer requires the functionality provided by its subjacent layer. 

Resource Layer. The resource layer consists of all resources that can be integrated in 
mashups. Resources can be data, like customer master data stored in an ERP system, 
or functionality, like locating an address and returning an according image of a map 
provided by a map application. Resources are managed and provided by systems that 
can be internal or external to an organization. Internal systems might be various 
enterprise systems, like ERP or Customer Relationship Management (CRM) systems, 
custom applications tailored to the needs of the enterprise, or general purpose 
relational database management systems (RDBMS). External resources might be 
provided by systems accessible to a closed user group, like e.g. systems of suppliers, 
customers or B2B market places, or by systems publicly accessible over the internet, 
like e.g. map services or stock quotes. 

API Layer. The API layer consists of the well-defined interfaces provided by the 
systems managing the resources. Depending on the systems, different formats and 
protocols may be needed to call the APIs and access the resources. APIs of modern 
service-enabled systems may be exposed as web services that can be called using 
standard web protocols, while legacy systems may expose APIs only as libraries that 
can be linked into source code and communicate with the system using proprietary 
protocols. Required formats of input parameters and formats of returned results vary 
accordingly and range from XML structures to proprietary binary formats. 

Wrapper Layer. To abstract from the heterogeneity of APIs and respective protocols 
and formats, the wrapper layer provides a unified service model, consumable by the 
service layer. The abstraction is provided by wrapper components that transform 
requests to the abstract service model to concrete requests using the respective API, 
protocol and parameter format of the addressed resource. Raw results received from 
the API are transformed to a format that can be processed within the unified service  
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Fig. 1. Conceptual layers of widget stack in the WCP environment 

model, e.g. data structures storing tables, lists or even images. Not each resource 
requires its own wrapper component. Generic wrappers are able to wrap certain types 
of resources, like SAP ERP queries or RSS feeds, in a generic way. These generic 
wrappers are exposed as service types in the service layer. 

Service Layer. The service layer provides a repository of services that can be mashed 
up in the mashup environment. All services are parameterized instances of service 
types, relating services to a certain wrapper component in the wrapper layer. For 
example, a service “Customer data” providing data from a SAP ERP query is an 
instance of the service type “SAP ERP Query” that relates the service to an according 
wrapper component. The service instance uses parameters to specify which concrete 
query should be accessed inside the SAP ERP system via the wrapper component. 
Services provide further configuration possibilities that vary depending on the type of 
service. For example, the desired type of data visualization (e.g. rendering data as a 
table or a list), or the set of usable data filters that are exposed in the mashup 
environment, can be configured. Services can be further described by adding 
information like name and description text. 

Mashup / Widget Layer. The mashup and widget layer is adding mashup 
functionality to the unified service model of the service layer and provides the 
functionality to deploy mashups as widgets. Mashups are defined by specifying a 
wiring of design elements, interconnecting design elements and defining the desired 
data flow. Design elements can be services or additional UI elements (like e.g. text 
boxes). The wiring defines how data from one design element is used to parameterize 
calls to other (dependent) design elements. Dependent design elements react on data 
updates of connected design elements and update their data accordingly. Mashups can 
be encapsulated as widgets and deployed as self-contained applications to individual 
runtimes, like e.g. the Yahoo! Widget engine [20]. The mashup creation and widget 
deployment functionality is provided by the mashup and widget layer to end-users by 
an integrated EUD environment. 
 



 End-User Development of Enterprise Widgets 113 

To enable business users to create custom widgets supporting their individual working 
tasks, relevant business data needs to be available as services in the service layer. 
Therefore wrapper components and service types need to be implemented to be able 
to wrap resources from relevant enterprise systems. Any implementation of the wid-
get stack should consider that at least some users within the organization are able to 
extend the services using existing knowledge. Therefore, employees should be able to 
create at least some types of resources and wrap these resources as services, without 
the help of IT professionals. If an implementation does not consider this aspect, its 
practical applicability will be limited by design. As an example, the usefulness of ena-
bling the wrapping of a fixed set of web services would only be limited, as employees 
usually are not able to create customized web services due to a lack of programming 
skills. In contrast to this, the wrapping of queries enables at least some employees to 
create desired queries for data retrieval and flexibly include data into widgets. 

3.2   Architectural Components of the Widget Composition Platform 

We set up a prototypic system, instantiating the conceptual widget stack laid out in 
the previous subsection. Fig. 3 provides an overview of the system components, 
which are discussed in the following. 

The central component of the system is the WCP, a web application which is im-
plemented using Java technology and is run inside a web application server. The WCP 
provides an integrated graphical end-user development environment for widget crea-
tion. Its GUI can be accessed by calling a certain URL using a web browser. All ser-
vices that can be mashed up within a widget are managed by a service repository. A 
widget deployment component within the WCP is responsible for creating source code, 
encoding the currently created widget for multiple runtime environments. During the 
process of widget composition within the WCP GUI, this component generates code 
for the WCP browser runtime libraries, so that the widget is fully functional within the 
GUI that is rendered inside a browser. If the user decides to deploy the developed wid-
get to a widget runtime engine, the component generates code specific to that runtime 
environment and packages the widget to a file of according structure and format. To 
persist data, like the service repository, the personal repository of end-users’ created 
widgets, or login and access right information, the WCP is using a RDBMS. 

On the client side, end-users access the GUI of the WCP by using a web browser to 
call a certain URL. The installation of client-side software or browser plugins is not 
required to use the WCP. This simplifies the provisioning of the WCP to end-users 
and makes it very easy for end-users to start with the development of individual wid-
gets. Within the browser, widgets are run based on a WCP runtime library imple-
mented in JavaScript using common web standards. This enables a rendering of the 
widget and providing full widget functionality inside the browser during the devel-
opment process without the need of any additional runtime environments installed to 
the client. Only if the end-user wants to use the developed widget within a certain 
widget runtime on the client side, this runtime environment needs to be installed on 
the client and the widget deployed to the runtime environment. For deployment, the 
WCP is delivering a single file that contains the widget packaged in the specific for-
mat required by the runtime environment. 
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Fig. 2. Architectural components of the Widget Composition Platform 

According to the widget stack described in the previous subsection, widgets access 
the resources that are mashed up within the widget via wrapper components. As 
wrapper components are encoded directly into the generated widget code, they are 
subject to the same technical restrictions as the technology used to implement 
widgets. As widgets need to run within a browser during the development process, 
wrapper components are limited to calls that can be realized using web standards from 
within a browser. If resources are managed by service-enabled systems, wrapper 
components are able to address the resources directly using standard web protocols. If 
resources are managed by legacy systems, that do not provide an API addressable us-
ing standard web protocols, wrapper components are assisted by wrapper services. 
Wrapper services are deployed to a dedicated web application server and provide  
access to legacy systems by encapsulating relevant parts of their API with a Represen-
tational State Transfer (REST) [21] based API that can be consumed by wrapper  
components. In our concrete setup we implemented wrapper services to access que-
ries within not service-enabled versions of SAP ERP systems by encapsulating SAP 
Remote Function Calls (SAP RFC) using SAP Java Connector (SAP JCO), and exe-
cution of queries expressed in Structured Query Language (SQL) to RDBMS or Excel 
files using Java Database Connectivity (JDBC). By this, wrapper components are able 
to access resources within such systems using simple web protocols, keeping the 
needed technology on the client side as simple and lightweight as possible. 

3.3   GUI of Widget Composition Platform 

The WCP provides a browser-based GUI representing an integrated development en-
vironment (IDE) enabling the visual development of widgets without any program-
ming knowledge. The GUI does not depend on any browser plugins and can simply 
be consumed by accessing an URL. A screenshot of the GUI is depicted in Fig. 3. 

The GUI is separated into several panes. On the left side, a list of all services con-
tained in the service repository is provided. The list groups services according to their 
service types. Users are able to add services to a mashup, simply by dragging and  
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Fig. 3. GUI of the Widget Composition Platform 

dropping the service to the design pane, located in the middle of the GUI. Besides 
services, additional design elements, like text boxes, can be dragged from the upper 
right of the GUI into the design pane. If an element in the design pane is selected, its 
properties are visible and modifiable in a properties pane on the right. Properties 
that can be modified include visual properties (such as color or font faces), but – more 
importantly – structural properties of services. For example, if service data is rendered 
as a table, then columns can be disabled or enabled to show exactly the desired data, 
or the number of displayed rows can be limited. From the background pane at the bot-
tom of the GUI, the user is able to select a background image, enhancing the visual 
appearance of the created widget. Custom background images, e.g. tailored to the 
corporate identity of an organization, can easily be added by uploading an image in a 
common format like JPG. After adding services or design elements to the design 
pane, they are immediately populated with live data and provide runtime interaction 
possibilities. All design decisions create immediate effects, thus blurring design time 
and runtime and enabling development close to a WYSIWYG manner, increasing the 
confidence of the user in creating the desired results. 

To mashup services, a wiring has to be defined using a simple box and wires design 
paradigm. As depicted in Fig. 4, services and other design elements offer input ports 
and output ports that can be connected to define the wiring. Input ports are visualized 
as orange triangles on the left side of elements and output ports are visualized as blue 
circles on the right side of elements. Elements are connected by drawing a line, origi-
nating from an output port of a source element to an input port of a target element. 
Whenever data in the source element changes, the new data is pushed as input to the 
target element, which updates itself accordingly. The update of data in target elements 
might again push new data to dependent elements, which in turn might trigger updates. 
Services update their data by executing a service call, which is parameterized accord-
ing to the current input values. In the given example, a service providing customer 
master data is connected to a service providing sales order data. When selecting a 
customer in the customer table, the connected sales order service is automatically  
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Fig. 4. Wiring of services and design elements 

updated to only show sales orders of the selected customer. In case of the depicted ser-
vices, input ports correspond to filters on table columns and output ports to the column 
values of the currently selected row. In the given example, two text boxes are used to 
enable the user to interactively define values that are pushed to services as input. The 
 

text box connected to the customer data service restricts the shown customers accord-
ing to the given name pattern. The text box connected to the sales order service re-
stricts shown sales orders to such sales orders that have been received at or after a 
given date. In addition to text boxes, other design elements exist, that provide addi-
tional functionality, if served with according data. Examples are design elements that 
use e-mail addresses or Skype names as input and provide the ability to send an e-mail 
or establish a Skype call just by clicking on an envelope or telephone symbol. 

If realizing during the creation process, that a resource needed for the current 
mashup is missing in the service repository, an according service can be defined using 
the “Create” option of the service pane. To define a service, the service type needs to 
be selected (e.g. SAP ERP query) and then the resource that should be encapsulated 
by the service specified (e.g. by providing the SAP ERP system storing the query, and 
the name of the query). After saving the service to the repository, it can instantly be 
used in the mashup process. 

At any point of time, the user is able to switch from the design time mode to a run-
time mode. Although the widget is fully functional even in design time mode, the run-
time mode hides all visual elements that are only needed at design time, like input 
ports, output ports, or connections, and prevents modifications to the widget. This 
way, the widget is presented as it would appear if deployed to an external widget en-
gine. Widgets can be saved to and loaded from a personal widget repository managed 
by the WCP. This functionality is accessible through the “MyWidgets” pane on the 
left of the GUI. Using the “Deployments Option” pane, the widget can be deployed to 
multiple widget runtime environments, like Yahoo! Widget Engine [20] or Microsoft 
Windows Vista Sidebar [22]. When selecting deployment, the WCP is returning a sin-
gle file, which can either be directly opened and thereby gets deployed to the client-
side widget engine or saved as a file, that can easily be sent via e-mail or moved to a 
file share, to share the widget with colleagues. Widgets that are deployed to a  
client-side widget engine, run independently of the WCP and are small, self-
contained, interactive applications. 
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4   Evaluation 

The aim of the WCP approach is to enable business users to create custom widgets 
tailored to their individual information needs, without the need of any programming 
skills. To achieve this aim, a very lightweight composition approach was chosen, to 
mash up enterprise resources. This enables the creation of simple solutions by simple 
means. Additionally, advanced end-users are able to create new enterprise services to 
be mashed up within the WCP by creating and wrapping according resources within 
enterprise systems. With regard to validity of this approach, several questions arise. 
Are business users of SMEs able to create widgets using the WCP? Are widgets able 
to address practical problems in real work contexts, although they are very simple 
software artifacts composed in a very simple way? Are advanced end-users able to 
create and wrap enterprise resources as new services to extend the available building 
blocks for widget creation? What types of end-users exist with regard to widget usage 
and development, and how do they collaborate? To be able to evaluate our solution 
approach in real work environments, we deployed the WCP environment to three 
German SMEs. Additionally, we conducted a questionnaire-based survey among the 
employees to refine the results of our preliminary studies and to get feedback on our 
WCP-based solution approach from a broad end-user base. In the following, we de-
scribe the setup of the practical evaluation of the WCP, discuss first results of the 
practical use within SMEs, describe a first classification of end-users based on ob-
served EUD behavior, and discuss first results of the questionnaire analysis. As the 
evaluation phase is still ongoing at the time of writing, all results have to be consid-
ered as preliminary results. 

4.1   Setup of Evaluating WCP in Practice 

The WCP environment has been deployed to three German midsized companies, 
which use an SAP ERP system to support their business processes. The companies are 
two midsized companies from production industry (137 and 140 employees) and one 
larger software vendor (500 employees). In the respective companies 57, 80 and 350 
employees use a PC. Among those, 50, 70 and 116 employees have access to the SAP 
ERP system. 18, 60 and 70 employees use the SAP ERP system on a regular base. In 
two of the three companies the initial WCP installation was realized in cooperation 
with the IT department, and in one company with the person responsible for IT con-
cerns, as no dedicated IT department existed. After installation, the WCP could be ac-
cessed by every employee having access to the internal network of the company. 

In each company one advanced end-user was nominated as a contact person, 
responsible for all concerns with regard to the WCP. This person should act as an 
evangelist to promote the usage of the new technology, as well as provide support to 
end-users, if questions arise. In a first phase, the contact person was given an introduc-
tion into the WCP and should experiment freely with it to get more familiar with its 
concepts and usage. We defined five distinct services encapsulating SAP ERP data as a 
starting point for experiments. The services provided common data, like data related to 
customers, sales orders and invoices. To increase the motivation to go for experiments, 
we included some appealing external services that could be used, like a service for 
visualizing addresses on a map, a YouTube video service, Google news, and a stock 
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quote service. In a second phase, we discussed any problems that might have arisen in 
the first phase and provided help to solve these problems. After that, we discussed po-
tential use cases of widgets within the company with the contact person. In a third 
phase, we encouraged the contact person to act as an evangelist and promote the usage 
of the WCP by approaching employees related to the discussed use cases, giving an in-
troduction to the WCP, and motivating its usage. If the contact person was not moti-
vated enough or had problems acting as an evangelist, we gave additional support or 
acted as evangelists on our own to push the dissemination of WCP technology. During 
the third and ongoing phase we conduct accompanying interviews with the employees, 
which are using the WCP for the creation of individual widgets. We investigate what 
use cases exist, how end-users are able to use the WCP and widgets to address practi-
cal problems, and how different end-users collaborate to create solutions. 

4.2   Adoption of WCP and Widgets in Practical Use Cases 

As the evaluation phase is still in progress at the time of writing, a final analysis of the 
results cannot be given yet. Nevertheless we are able to discuss some of our first pre-
liminary results, which are very promising. In the following we exemplarily discuss 
two use cases which describe how business users adopt widgets that have been created. 

Use Case 1: Sales Support Widget. A user in the sales department is in charge of 
answering questions of customers related to sales orders. Customers contact the user by 
phone to get information related to the content and status of sales orders. Inquiries 
comprise e.g. questions about whether or not certain goods have been ordered in a 
certain sales order, or what the current state of sales order processing is. To be able to 
answer such questions, the user has to access multiple locations inside the GUI of the 
SAP ERP system. In a first step, the user needs to access customer master data to 
uniquely identify the customer. In a second step, the user accesses sales order header 
data to filter sales orders of the respective customer and the sales order of question. In a 
third step, the individual items of the sales order are accessed to view ordered goods, the 
ordered quantity and their status. If multiple sales orders are of interest, the user needs to 
switch back and forth between the sales order list and its details. The process of 
incrementally gathering required information from the GUI by accessing multiple 
locations and the need to switch back and forth between them is rated to be cumbersome 
by the user, especially as the user has to access the information many times a day. 

The user was approached by the local evangelist and was shown the WCP. The 
user started to experiment with the WCP. Using the services we defined as standard 
demo services during installation, the user was able to create a suitable widget for his 
needs. The widget shows customer master data, sales order header data and sales or-
der details as three distinct tables. Using text boxes the user added filters for custom-
ers by name or customer number, and filters on the order date of sales orders. The 
user deployed the widget to his desktop to make it easily accessible and uses it to 
quickly access sales order related data if customers ask for them. By using the filters 
on customer master data, a customer can be uniquely identified in a fast and comfort-
able way. By clicking on this customer in the table, all sales orders of the customer 
are shown in another table, directly beneath the customer table. The user then restricts 
the shown sales orders to the ones ordered at or after a certain order date. By clicking 
on a sales order, all relevant details are shown in a third table. The user configured the 
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tables to only show data relevant for him, resulting in a compact overview providing 
required data at a glance. To view details of other sales orders in question, the user 
simply clicks on the sales order in the sales order table. 

The created widget is used by the user about 40 times a day to answer standard 
questions of customers related to sales orders. As the user does not need to access 
multiple locations within the complex GUI of the SAP ERP system, but gets all rele-
vant data at a glace, he is able to answer standard customer inquiries in approximately 
the half of the time compared to using the GUI of the SAP ERP system. Because of 
this practical value, the user sent the widget to a colleague, who needs to access such 
data occasionally. The user has absolutely no programming skills and was able to cre-
ate a custom widget for supporting his individual working task within three hours af-
ter having seen the WCP for the first time. The user told us that experimenting with 
the WCP was fun for him. He perceived the WCP to have an appealing user interface 
and the composition of widgets to be simple, comprehensible and easy to learn. 

Use Case 2: Material Lookup Widget. A user in charge of procurement needs to 
access certain information related to material many times a day. For instance, 
identifying a material by its material number and getting the quantity currently in 
stock and the quantity already scheduled for production. To get a first overview of the 
material status, the user determines a constant set of information, which she considers 
to be standard for her work context. Similar to the previous use case, relevant 
information are widely spread within the GUI of the SAP ERP system and have to be 
gathered in a cumbersomely manner. 

As the user was approached by the local evangelist and was shown the WCP, she 
immediately thought of building a widget to access her standard set of material related 
information. As no predefined services existed that could deliver relevant data, the 
evangelist discussed with the user which data was actually needed and searched for 
possible data sources like tables and queries within the ERP system. Using a larger 
query as a template, the evangelist managed to create a SAP query joining five dis-
tinct tables and providing most of the requested data. The query was wrapped as a 
service for the WCP and was used by the user to create a suitable widget. 

The widget is rather simply structured and just consists of a text box and the cre-
ated service. The text box defines a filter on the material number to the service. As the 
service just returns a single record, the results are not rendered as a table with a single 
row, but as a list, showing all attributes of the record with according values as rows. 
The user configured the service to show only the most relevant data and arranged all 
design elements neatly to create an appealing widget. The widget was also deployed 
on the PC of an employee working in the raw material warehouse, who did not have a 
direct access to live data from the SAP ERP system before. By using the widget, he is 
able to access the most important data related to material in a very easy way, without 
the need of having to learn and understand a complex enterprise system. 

4.3   Types of End-Users 

Based on first insights obtained by accompanying interviews and observations, we 
distinguish different types of end-users with regard to widget usage and development. 
An according segmentation of end-users is given by the following classification: wid-
get consumers, widget creators, and service creators. 
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Widget Consumers. Widget consumers are end-users which are only consuming 
widgets, but do not create widgets. Some users only use computers occasionally and 
are not very familiar with complex information systems. They receive widgets from 
more experienced colleagues and use them to access data in an easy and comfortable 
way without the need of learning and understanding one or more complex information 
systems. By this, the value of information stored in enterprise systems is leveraged, as 
it enables more end-users to access them and make better informed decisions. 
Additionally this removes the need of asking colleagues for data and thus makes data 
access more efficient. Another class of widget consumers consists of end-users that 
could create widgets for their own, but are not motivated enough to engage in widget 
creation. On the other hand, they willingly use widgets that are created by other end-
users that turn out to be useful to support own working tasks. 

Widget Creators. Widget creators are end-users that create widgets for themselves or 
others to support individual working tasks. They are motivated by multiple reasons to 
create widgets. One main reason is to simplify data access for own working tasks and 
thereby making these working tasks more efficient and less cumbersome. Another 
motivation is to provide others with especially tailored widgets, to improve data 
supply to others engaged into the same business processes. By this, the amount of 
inquiries for data is reduced and business process may be executed more efficiently. 
Providing better tools to support individual working tasks of processes is especially 
relevant for end-users being responsible for certain processes and thus motivates them 
to act as widget creator to optimize these processes and improve process performance. 
End-users successfully using widgets motivate others to engage in widget creation as 
they are motivated by the success of others and want to use such optimization 
possibilities for their own working tasks and processes. Other end-users are 
technology-savvy and start widget creation for the reason of having fun 
experimenting with new technology. They discover the usefulness for own tasks or 
tasks of others while experimenting. 

Service Creators. Service creators are advanced end-users that are able to create new 
resources that can be wrapped and added to the service repository, from where they 
can be used for widget creation. By extending the service repository with new 
services, they enable widget creators to address more use cases and create more 
widgets that are more precisely tailored to the individual needs of end-users. Without 
service creators, widget creators would be limited to a certain set of predefined 
services which limits the amount of creatable solutions. With regard to the WCP 
environment service creators are end-users having the skills of creating, modifying or 
at least locating suitable queries inside the SAP ERP system that match existing 
information needs of widget creators. 

4.4   Questionnaire-Based Evaluation of WCP 

To refine the results of the preliminary studies and to acquire feedback on the WCP-
based approach on a broad end-user base, we conducted a questionnaire-based survey 
among the employees of the companies participating in the evaluation of the WCP  
environment. Besides the WCP related aspects, the questionnaire addressed many more 
aspects like IT-related skills of employees, satisfaction with provided enterprise 
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software, experience with EUD related activities, as well as working practices and 
problems with regard to individual information processing and access. For the sake of 
brevity, we focus on WCP related aspects only in the following. As not all employees 
participating in the survey knew the WCP environment, we provided the questionnaire 
online and embedded a small video presenting the WCP. The video was shown to the 
participants after having explained a small use case and showed the employees how to 
create a suitable enterprise widget and deploy it to the desktop in less than three min-
utes. As common office PCs mostly do not provide sound, short explanations were 
given by fading text in the video. Based on the video, the questionnaire asked several 
questions directly related to the WCP approach. Video presentation can be seen as a 
viable medium for demonstrating systems in a user acceptance testing context as it en-
ables subjects “to form accurate attitudes, usefulness perceptions, quality perceptions 
and behavioral expectations (self-predictions of use)” [23], which are important factors 
for technology acceptance according to the Technology Acceptance Model [24]. 

Each of the three participating companies was asked to send the URL to access the 
questionnaire to 33 randomly chosen users of the SAP ERP system. Finally we 
received 73 filled and analyzable questionnaires. With regard to a total of 236 
 

Table 1. Questions related to the WCP environment and widgets with according results 

Question Results 
How do you rate the difficulty level of the 
shown method of widget creation? 

0% too difficult, 13.8% difficult but man-
ageable, 39.7% passable, 22.4% easy, 
20.7% very easy, 3.4% declared not to 
answer 

Do you think you could manage to create a 
widget using the shown method on your own? 

72.5% yes, 6.9% no, 17.2% uncertain, 
3.4% declared not to answer 

Do you think custom-made widgets can pro-
vide benefits in real work contexts? 

69.1% yes, 5.3% no, 21.3% uncertain, 
4.3% declared not to answer 

Do you think, you could ease or accelerate 
your work by using widgets tailored to your 
needs? 

Scale from 0 (would not provide any 
benefits for me) to 5 (would help me a 
lot): 6.4% 0, 5.3% 1, 17.0% 2, 26.6% 3, 
26.6% 4, 7.4% 5, 9.6% declared not to 
answer, 1.1% did not answer 

Is there any personal, typical work situation 
that spontaneously comes to your mind, in 
which a widget would be of help for you? 

47.9% yes, 27.6% no, 14.9% uncertain, 
8.5% declared not to answer, 1.1% did 
not answer 

If your last answer was “yes”, would you be 
willing to create a widget for that purpose on 
your own? 

58.5% yes, 8.5% no, 17.0% uncertain, 
12.8% declared not to answer, 3.2% did 
not answer 

Would you be willing to accept learning ef-
forts to learn the creation of widgets? 

5.3% no, 7.4% yes, up to half an hour, 
11.7% yes, up to an hour, 19.1% yes, 
several hours, 21.3% yes, a day, 28.8% 
yes, several days, 5.3% declared not to 
answer, 1.1% did not answer 

Can you think of using complete, predefined 
widgets in your everyday work, if they pro-
vide data relevant to you? 

84.0% yes, 2.1% no, 8.5% uncertain, 
4.3% declared not to answer, 1.1% did 
not answer 
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employees working with the SAP ERP system in these companies, we achieved a 
coverage of about 30.1% of the addressed test population. Table 1 lists some of the 
questions which have been asked in the questionnaire after the participants watched 
the video demonstrating the WCP environment, together with the according results. 

The results are promising. The participants rate the WCP not to be too difficult. 
82.8% rate the perceived difficulty level to be passable, easy or very easy. 72.5% 
think that they can manage to create widgets on their own using the WCP environ-
ment. 69.1% think that custom-made widgets are able to provide benefits in real work 
context. On a scale ranging from 0 (widgets do not provide any benefit for me) to 5 
(widgets would help me a lot), 60.6% of participants rated the ability of widgets to 
ease or accelerate their own work with at least 3. 47.9% of the participants state, that a 
typical, personal work situation spontaneously comes to their mind, in which widgets 
would be helpful. 58.5% of these participants would be willing to create a widget on 
their own for that work situation. 88.3% of the participants are willing to accept learn-
ing efforts to learn the creation of widgets. 69.2% of these participants would accept 
learning efforts ranging from several hours to several days. 84% of the participants 
would use complete, predefined widgets in their every day work, if they provide data 
relevant to them. 

The results indicate that typical business users of SMEs, which are using an ERP 
system in their daily work, believe that widgets are able to provide benefits in real 
work contexts. Many business users see application possibilities in their own, per-
sonal work context and would like to create a widget for that purpose on their own, 
even if they have to accept learning effort to achieve this aim. The vast majority of 
business users believes to be able to create widgets with the WCP environment and 
rates its usage to be not difficult. Overall, this can be seen as quite a positive and 
promising feedback with regard to the WCP environment and the practical applicabil-
ity of widgets. According to the Technology Acceptance Model [24], the high degree 
of perceived usefulness can be seen as a strong indicator for acceptance. 

5   Summary and Conclusion 

In this paper, we presented an EUD approach enabling business users to create  
enterprise widgets tailored to their personal information needs without the need of 
programming knowledge. The approach is based on a prototypic, web-based EUD en-
vironment called WCP, which enables end-users to mash up enterprise resources in a 
visual design environment in a very lightweight way using a simple box and wires de-
sign paradigm and to deploy the created mashups in the form of widgets to their local 
machines. The ability of creating custom widgets enables business users to create 
small, interactive applications to access relevant business data in a fast and convenient 
way, without the need of starting heavyweight and complex enterprise systems and 
cumbersomely collect data from multiple locations within the GUI of such systems. 
This creates a new experience for end-users, as they were not able to create interactive 
tools providing live interaction on enterprise resources to support their individual 
work tasks on their own before. The approach especially considers extensibility of 
building blocks for widget creation by SMEs using existing knowledge, as it enables 
to wrap and expose enterprise resources (e.g. SAP ERP queries), which can be created 
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by advanced end-users, as services that can be mashed up in a widget. Thus, the 
whole chain of widget development is put in the hand of SMEs. 

We described our research approach targeted at creating EUD solutions applicable 
in real enterprise contexts, and motivated the need and setup of our approach with 
results of our preliminary empirical studies. With regard to the set up of our solution 
approach, we discussed the conceptual layers of the widget stack, which is instanti-
ated by the WCP environment, and explained the architectural components of the 
WCP and how these work together. We presented the GUI of the WCP and explained 
how end-users are able to create individual mashups of enterprise resources using a 
simple box and wires design paradigm, and how these mashups can be deployed as 
widgets to the local machines of the end-users. With regard to evaluation of the ap-
proach, we presented first results of a practical evaluation of the EUD environment in 
three German SMEs. We provided use cases from real enterprise contexts, and gave a 
classification of end-user types based on our observations. Additionally, we presented 
results of a questionnaire-based survey conducted on a broad end-user base, which 
document a very promising feedback with regard to our approach. 

The provided use cases from real enterprise contexts demonstrate that business us-
ers are able to create custom widgets supporting their individual work tasks using the 
provided EUD environment. The use cases gave evidence that widgets can be used to 
address practical problems in real work contexts, although they are very simple soft-
ware artifacts composed in a very simple way. The results of the questionnaire-based 
survey support these conclusions, as they show that a broad base of typical business 
users believe that widgets are able to provide benefits in real work contexts, see appli-
cation possibilities in their own work context, and would like to create a widget for 
that purpose on their own, even if they had to accept learning effort to achieve this 
aim. The vast majority believes to be able to create widgets with the WCP environ-
ment and rates its usage to be not difficult. 

Beyond this, we observed in practical situations that advanced end-users are able to 
create and wrap enterprise resources as new services to extend the available building 
blocks for widget creation. By this, the whole development chain of widget creation 
can be put in the hands of SMEs and allows them to act as autonomous creators of 
services and widgets, without the need of external IT professionals. With regard to 
our aim of creating EUD approaches for enterprise environments, which can be man-
aged even by SMEs and enable business users to better adapt software to their indi-
vidual working tasks and work practice, we consider these first results as being very 
promising. 

With our research, we contribute to the field of EUD in various ways. We give an 
example of how the technical flexibility of SOAs can be leveraged at the hand of end-
users using approaches like mashups and widgets. We provide indications, taken from 
our evaluation, that a simple box and wires design paradigm, combined with a design 
environment blurring design time and runtime can be easily learned and used by typi-
cal business users to orchestrate simple software artifacts. We show that EUD ap-
proaches enabling business users to create simple software artifacts like widgets are 
able to address practical problems in real enterprise work contexts. Additionally, we 
provide indications from our observations, that by enabling SMEs to create enterprise 
resources using existing knowledge and wrapping these resources as building blocks 
for the EUD of software artifacts, the whole development chain of software artifacts 
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can be put in the hands of SMEs, thus reducing the need of external IT professionals 
and at the same time increasing flexibility in adapting the used software infrastructure 
to individual and changing needs. 
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