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Preface 

Work practices and organizational processes vary widely and evolve constantly. The 
technological infrastructure has to follow, allowing or even supporting these changes. 
Traditional approaches to software engineering reach their limits whenever the full 
spectrum of user requirements cannot be anticipated or the frequency of changes 
makes software reengineering cycles too clumsy to address all the needs of a specific 
field of application. Moreover, the increasing importance of ‘infrastructural’ aspects, 
particularly the mutual dependencies between technologies, usages, and domain 
competencies, calls for a differentiation of roles beyond the classical user–designer 
dichotomy. 

End user development (EUD) addresses these issues by offering lightweight,  
use-time support which allows users to configure, adapt, and evolve their software by 
themselves. EUD is understood as a set of methods, techniques, and tools that allow 
users of software systems who are acting as non-professional software developers to 
create, modify, or extend a software artifact1. While programming activities by  
non-professional actors are an essential focus, EUD also investigates related activities 
such as collective understanding and sense-making of use problems and solutions, the 
interaction among end users with regard to the introduction and diffusion of new 
configurations, or delegation patterns that may also partly involve professional 
designers. 

EUD concepts have found widespread use in commercial software with some 
success: recording macros in word processors, setting up spreadsheets for 
calculations, defining e-mail-filters, configurating desktop widgets, or composing 
mesh-ups. Although these applications only realize a fraction of EUD potential and 
still suffer from many flaws, they illustrate why empowering end-users to develop 
their applications is such an important issue. It contributes to the economic 
performance of organizations that depend increasingly on their IT infrastructure and 
enables citizens to become active members of the information society. 

EUD integrates different threads of discussions from human–computer interaction 
(HCI), software engineering (SE), computer–supported cooperative work (CSCW), and 
artificial intelligence (AI). Concepts such as tailorability, configurability, end-user 
programming, visual programming, natural programming, and programming by 
example already form a fruitful base, but they need to be better integrated and the 
synergy between them more fully exploited. 

Driven by developments in the context of Web 2.0, the number of end-user developers 
compared to the number of software professionals will grow strongly. This underlines the 
importance of systematic research into EUD. The potential to provide EUD-based 
adaptation over the Internet may create a shift from the conventional few-to-many 
distribution model of software adaptations to a many-to-many model. 

EUD can lead to considerable competitive advantage in adapting to dynamically 
changing (economic) environments. The increasing amount of software embedded 
                                                           
1 Lieberman, H.; Paternó, F.; Wulf, V. (eds): End User Development, Springer, London 2006. 
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within consumer and professional products also points to a need in promoting EUD to 
enable effective use of these products. This momentum may also be picked up to 
improve software (re-)design based on user-driven innovation tools and strategies. 

On the political level, EUD is important for full participation of citizens in the 
emerging information society. While techniques of Web 2.0 already contribute to a 
democratization of the creation of content, the modification of the software 
infrastructure is difficult for non-professional programmers. This often leads to a 
division of labor between those who produce and those who consume. EUD has the 
potential to counterbalance these effects. 

The Second International Symposium on End User Development focused on an 
emergent discussion which so far has taken place in many different forums. In these 
proceedings, we document 12 full papers and two notes that report on the latest 
advances in the field. Full papers and notes were chosen in a quality-oriented 
selection process in which each contribution was reviewed by at least three members 
of the Program Committee. 

We are grateful to the distinguished members of our Program Committee. 
Six invited speakers shared their insights with us during the symposium. Their 

work has largely contributed to shaping EUD as a research field. We would like to 
thank Jörg Beringer (SAP), Margaret Burnett (Oregon State University), Pele Ehn 
(University of Malmo), Gerhard Fischer (University of Colorado), Yasmin Kafai 
(University of Pennsylvania), and Frank Piller (RWTH Aachen). Burnett’s and 
Fischer’s contributions are additionally documented in these proceedings.  

Organizing an international symposium requires team effort over a considerable period 
of time. We would like to thank Gunnar Stevens (Fraunhofer FIT) and Christopher 
Scaffidi (Carnegie Mellon University), who put together the work-in-progress section. 
Andrea Bernards, Matthias Korn, Karin Ofterdinger, Marion Schulte, Martin Stein, 
Marcel Tweer, and Timm Wunderlich supported us in many different ways, such as 
maintaining the website, formatting the proceedings, or running the registration process. 
We are deeply indebted to their high engagement.  

Finally, we are grateful to the sponsors of the symposium: the President of the 
University of Siegen, Philips Research, Sparkasse Siegen, the German Science 
Foundation's Research Centre on 'Media Upheavals' (DFG-FK 615), and the 
International Institute for Socio-Informatics (IISI).  
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End-User Development and Meta-design: 
Foundations for Cultures of Participation 

Gerhard Fischer 

Center for LifeLong Learning and Design (L3D) 
University of Colorado 

Boulder, CO 80309-0430 USA 
gerhard@colorado.edu 

Abstract. The first decade of the World Wide Web predominantly enforced a 
clear separation between designers and consumers. New technological devel-
opments, such as the cyberinfrastructure and Web 2.0 architectures, have 
emerged to support a participatory Web. These developments are the founda-
tions for a fundamental shift from a consumer culture (specialized in producing 
finished goods to be consumed passively) to a culture of participation (in which 
all people are provided with the means to participate actively in personally 
meaningful activities). End-user development and meta-design provide founda-
tions for this fundamental transformation. They explore and support new ap-
proaches for the design, adoption, appropriation, adaptation, evolution, and 
sharing of artifacts by all participating stakeholders. They take into account that 
cultures of participation are not dictated by technology alone: they are the result 
of incremental shifts in human behavior and social organizations. 

1   Introduction 

Cultures are defined in part by their media and their tools for thinking, working, 
learning, and collaborating [McLuhan, 1964]. In the past, the design of most media 
emphasized a clear distinction between producers and consumers [Benkler, 2006]. 
Television is the medium that most obviously exhibits this orientation [Postman, 
1985] and in the worst case contributes to the degeneration of humans into “couch 
potatoes” [Fischer, 2002] for whom remote controls are the most important  
instruments of their cognitive activities. In a similar manner, our current educational 
institutions often treat learners as consumers, fostering a mindset in students of “con-
sumerism” [Illich, 1971] rather than “ownership of problems” for the rest of their 
lives [Bruner, 1996]. As a result, learners, workers, and citizens often feel left out of 
decisions by teachers, managers, and policymakers, denying them opportunities to 
take active roles in personally meaningful and important problems. 

The personal computer can produce, in principle, an incredible increase in the  
creative autonomy of the individual. But historically these possibilities were often of 
interest and accessible only to a small number of “high-tech scribes.” End-user devel-
opment (EUD) is focused on the challenge of allowing users of software systems who 
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are not primarily interested in software per se to modify, extend, evolve, and create 
systems that fit their needs. 

What the personal computer has done for the individual, the Internet has done for 
groups and communities. The first decade of Internet use was dominated by broadcast 
models and thereby extended the existing strong separation of “designers” and “users” 
imposed by existing media. Meta-design is an evolving conceptual framework to ex-
ploit computational media in support of collaboration and communication (such as 
table-top computing and wikis) to foster cultures of participation. 

2   End-User Development 

Familiarity with software applications has become an essential requirement for pro-
fessionals in a variety of complex domains: architects, doctors, electrical engineers, 
biochemists, statisticians, and film directors (among many others) all depend for their 
livelihood on the mastery of various collections of applications [Eisenberg & Fischer, 
1994]. These applications, to be at all useful, must provide domain professionals with 
complex, powerful functionality. In doing so, however, these systems likewise in-
crease the cognitive cost of mastering the new capabilities and resources that they 
offer. Moreover, the users of these applications will notice that "software is not 
soft"—that is, that the behavior of a given application cannot be changed or meaning-
fully extended without substantial reprogramming.  

The need for end-user development is not a luxury but a necessity: computational 
systems modeling some particular “world” are never complete; they must evolve over 
time because (1) the world changes and new requirements emerge; and (2) skilled 
domain professionals change their work practices over time—their understanding and 
use of a system will be very different after a month and certainly after several years. If 
systems cannot be modified to support new practices, users will be locked into exist-
ing patterns of use. 

These problems were recognized early in the context of expert systems and do-
main-oriented environments (here we present just two examples for illustration): 

 Expert systems: The TEIRESIAS system [Davis, 1984] was a module to support 
domain professionals to augment the existing knowledge base of a medical expert 
system; the objective of this component was to establish and support interaction 
at a discourse level that would allow domain professionals to articulate their 
knowledge without having to program in Lisp. 

 Domain-oriented environments: The JANUS-MODIFIER system [Fischer & 
Girgensohn, 1990; Girgensohn, 1992] supported not just human-computer inter-
action but human problem-domain interaction to allow kitchen designers to in-
troduce new components and new critiquing rules into design environments in 
support of kitchen design. 

From a more theoretical perspective, end-user developments can cope with ill-
defined (or wicked) problems and breakdowns: 

 Ill-defined or wicked problems [Rittel & Webber, 1984] cannot be delegated from 
domain professionals to software professionals, but require the creation of exter-
nalizations that talk back to the owner of the problem [Schön, 1983]. 
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 Breakdowns [Fischer, 1994] are experienced by domain professionals and not by 
the system developers; if domain professionals can respond to these breakdowns 
without relying on a “high-tech scribe,” systems will evolve in response to real 
needs. 

Professional programmers and domain professionals define the endpoints of a con-
tinuum of computer users. The former like computers because they can program, and 
the latter because they get their work done. The goal of supporting domain profes-
sionals to develop and modify systems does not imply transferring the responsibility 
of good system design to the end-user [Burnett et al., 2004]. Normal users will in 
general not build tools of the quality a professional designer would (which was recog-
nized as one of the basic limitations of second-generation design methods [Rittel, 
1984]). However, if the tool does not satisfy the needs or the tastes of the end-users 
(who know best what these requirements are), then end-users should be able to adapt 
the system without requiring the assistance of developers. 

3   A “New World” Based on Cultures of Participation 

As the research community interested EUD gathers in 2009 for the Second International 
Symposium on End-user Development, an interesting question is: What has changed 
since the first symposium that took place in 2003 (as documented in the book End-User 
Development [Lieberman et al., 2006], which includes a chapter about the future of 
EUD [Klann et al., 2006])? The major innovation and transformation that emerged is 
the participatory web (or Web 2.0 [O'Reilly, 2006]), complementing and transcending 
the broadcast web (or Web 1.0), which dominated the first decade of the web. 

The Web 1.0 model primarily supports web page publishing and e-commerce, 
whereas the Web 2.0 model is focused on collaborative design environments, social 
media, and social networks creating feasibility spaces for new cultures that allow 
people to participate rather than being confined to passive consumer roles. 

This transformation represents a fundamental shift from consumer cultures (fo-
cused on passive consumption of finished goods produced by others) [Postman, 1985] 
to cultures of participation (in which all people are provided with the means to par-
ticipate actively in personally meaningful activities) [Fischer, 2002; von Hippel, 
2005]. End-user development is obviously an essential component of this transforma-
tion, but its impact is much broader: this transformation represents a change and new 
opportunity for social production, for mass collaboration, for civic and political life, 
and for education.  

The EUD research community has struggled to make its objectives and techniques 
known to the world, whereas the Web 2.0 world is being defined by breaking down 
the boundaries between producers and consumers. New broad-based developments 
(including open source software, Wikipedia, Second Life, YouTube, and 3D Ware-
house, to name just a few) attracted a very large number of contributors. The research 
community interested in EUD now has an opportunity to apply its research findings to 
create an analytical framework to deeply understand these new developments and 
evolve them further.  
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This “new world” has established new levels of discourse, including the following: 

 From the dichotomy between consumers and producers, new, middle-ground 
models have emerged such as 

- prosumers [Tapscott & Williams, 2006], who are techno-sophisticated and 
comfortable with the technologies with which they grew up; they have lit-
tle fear of hacking, modifying, and evolving their artifacts to their own re-
quirements. They do not wait for someone else to anticipate their needs, 
and they can decide what is important for them. They participate in learn-
ing and discovery and engage in experimenting, exploring, building, tink-
ering, framing, solving, and reflecting. 

- professional amateurs [Brown, 2005; Leadbeater & Miller, 2008], who are 
innovative, committed, and networked amateurs working to professional 
standards; they are a new social hybrid, and their activities are not ade-
quately captured by the traditional dichotomous definitions of work and 
leisure, professional and amateur, consumption and production. 

- social production and mass collaboration [Benkler, 2006], which are based 
on the following facts: (a) a tiny percentage of a very large base is still a 
substantial number of people; (b) beyond quantitative numbers exists a 
great diversity of interests and passions in the Long Tail [Anderson, 2006]; 
and (c) while human beings often act for material rewards, they can also 
be motivated by social capital, reputation, connectedness, and the enjoy-
ment derived from giving things of value away (contributing).  

 An emphasis on open systems, which are systems focused on the “unfinished” 
and take into account that design problems have no stopping rule, need to remain 
open and fluid to accommodate ongoing change, and for which “continuous beta” 
becomes a desirable rather than a to-be-avoided attribute. 

 The importance of user-generated content, in which “content” is broadly defined: 
creating artifacts with existing tools (e.g., writing a document with a word proces-
sor) or changing the tools (e.g., writing macros to extend the word processor as a 
tool). In specific environments (such as open source software), the content is sub-
ject to the additional requirement of being computationally interpretable). 

 Moving from guidelines, rules, and procedures to exceptions, negotiations, and 
work-arounds to complement and integrate accredited and expert knowledge with 
informal, practice-based, and situated knowledge [Suchman, 1987; Orr, 1996; 
Winograd & Flores, 1986]. 

 Exploiting the Long Tail [Anderson, 2006] of knowledge distribution, allowing 
people from around the world to engage in topics and activities about which they 
feel passionate. 

 Fostering and supporting richer ecologies of participation (see Section 4.2). 
 Creating a new understanding of motivation, creativity, control, ownership, and 

quality (see Section 4.3). 

4   Meta-design 

Meta-design [Fischer & Giaccardi, 2006] is focused on “design for designers.” It cre-
ates open systems at design time that can be modified by their users acting as 
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co-designers, requiring and supporting more complex interactions at use time. Meta-
design is grounded in the basic assumption that future uses and problems cannot be 
completely anticipated at design time, when a system is developed. At use time, users 
will invariably discover mismatches between their needs and the support that an exist-
ing system can provide for them. 

Open systems allow significant modifications when the need arises. The successes 
of open source software systems and open content environments have demonstrated 
that, given the right conditions, design through the collaboration of many can create 
new kinds of systems. 

Meta-design tries to reduce the gap in the world of computing between a popula-
tion of elite high-tech scribes who can act as designers and a much larger population 
of intellectually disenfranchised knowledge workers who are forced into consumer 
roles. The seeding, evolutionary growth, and reseeding (SER) model [Fischer & Ost-
wald, 2002] is an emerging descriptive and prescriptive model in support of  
meta-design. In the past, large and complex software systems were built as complete 
artifacts through the large efforts of a small number of people. Instead of attempting 
to build complete systems, the SER model advocates building seeds (in participatory 
design activities with meta-designers and end-users) that can evolve over time 
through small contributions of a large number of people (being the defining character-
istics of a culture of participation). It postulates that systems that evolve over a sus-
tained time span must continually alternate between periods of planned activity and 
unplanned evolution and periods of deliberate (re)structuring and enhancement. A 
seed is something that has the potential to change and grow. In socio-technical envi-
ronments, seeds need to be designed and created for the technical as well as the social 
component of the environment. 

4.1   The Ubiquity of Meta-design 

Meta-design transcends end-user development by studying and supporting cultures of 
participation not only in the area of software artifacts, but also in every domain of 
information and cultural production. Meta-design explores different purposes associ-
ated with the artifacts under development, ranging from reliability and efficiency to 
reaching a deeper understanding of problems and developing more creative and inno-
vative solutions. 

In our research, we have explored meta-design [Fischer & Giaccardi, 2006] in the 
following areas: 

 design of computational artifacts [Lieberman et al., 2006], with an emphasis on 
customization, personalization, tailorability, end-user modifiability, design for 
diversity, and design for a “universe of one” [Carmien & Fischer, 2008];  

 architectural design [Brand, 1995], with an emphasis on underdesign and support 
for an “unself-conscious culture of design” [Alexander, 1964];  

 new models of teaching and learning [Brown, 2005; Rogoff et al., 1998], with an 
emphasis on challenging the assumption that information must move from teach-
ers and other credentialed producers to passive learners and consumers [Illich, 
1971], such as learning communities, teachers as meta-designers, and courses-as-
seeds [dePaula et al., 2001]; 
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 open source [Raymond & Young, 2001], with an emphasis on open source as a 
success model of decentralized, collaborative, evolutionary development 
[Scharff, 2002]; and  

 interactive art [Giaccardi, 2004], with an emphasis on collaboration and co-
creation facilitated by putting the tools rather than the object of design in the 
hands of users. 

In our currently active research, we are further deepening our understanding of 
meta-design and cultures of participation with the following projects: 

 3D WAREHOUSE, an environment in which people from around the world can 
share 3D models created with SketchUp, and how these models can be referenced 
and displayed in Google Earth; 

 SAP DEVELOPER NETWORK, an example of a successful socio-technical environ-
ment consisting of more than one million registered users forming a highly active 
online community; and  

 CREATIVEIT, a wiki-based environment fostering and supporting the evolving 
scientific community participating in the NSF Program on “Creativity and IT.” 

4.2   Richer Ecologies of Participation 

The traditional notions of developer and user are unable to reflect the fact that many 
socio-technical environments nowadays are developed with the participation of many 
people with varied interests and capabilities. Cultures of participation require con-
tributors with diverse background knowledge who need to provide support and value 
different ways of participating. Many collaborative design environments serve only as 
content management systems: participants contribute and share their own interests and 
abilities, and additional activities such as critiquing, rating, tagging, deliberating, ex-
tending, improving, and negotiating do not take place and are not adequately sup-
ported; their value is therefore not sufficiently recognized.  

Early studies [Gantt & Nardi, 1992] already identified that EUD is more successful 
if supported by collaborative work practices rather than focusing on individuals. Gantt 
and Nardi observed the emergence of “gardeners” (also known as “power users” and 
“local developers”), who are technically interested and sophisticated enough to per-
form system modifications that are needed by a community of users but that other 
end-users are not able or inclined to perform. 

A detailed analysis of open-source software systems [Ye & Fischer, 2007] revealed 
a variety of different roles: (1) passive users (using the system); (2) readers (trying to 
understand how the system works by reading the source code); (3) bug reporters (dis-
covering and reporting bugs); (4) bug fixers (fixing bugs); (5) peripheral developers 
(occasionally contributing new functionality or features); (6) active developers (regu-
larly contributing new features and fixing bugs); and (7) project leader(s) (initiating 
the project and being responsible for its vision and overall direction).  

In the SketchUp/3D Warehouse/Google Earth environments, a similar role distri-
bution can be observed: contributors create new models with SketchUp, raters and 
taggers evaluate and describe these models, and curators organize models in collec-
tions and create narratives. 

To be more specific about the role of meta-designers: what do they do? They use 
their own creativity to create socio-technical environments in which other people can 
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be creative. The main activity of meta-designers shifts from determining the meaning, 
functionality, and content of a system to encouraging and supporting users to engage 
in these activities. Meta-designers must be willing to share control of how systems 
will be used, which content will be contained, and which functionality will be sup-
ported. They do so with a focus on underdesign (1) by creating contexts and content 
creation tools rather than content; (2) by creating technical and social conditions for 
broad participation in design activities; and (3) by supporting “hackability” and “re-
mixability.” 

4.3   Motivation, Control, Ownership, Creativity, and Quality 

As argued before, understanding and fostering cultures of participation with meta-
design requires paying attention to factors from political, economical, and social do-
mains. This section takes a brief look at a few of those factors. 

Motivation. Human beings are diversely motivated beings. We act not only for mate-
rial gain, but for psychological well-being, for social integration and connectedness, 
for social capital, for recognition, and for improving our standing in a reputation 
economy. The motivation for going the extra step to engage in EUD was articulated 
by Rittel [Rittel, 1984]: “The experience of having participated in a problem makes a 
difference to those who are affected by the solution. People are more likely to like a 
solution if they have been involved in its generation; even though it might not make 
sense otherwise.” Meta-design relies on intrinsic motivation for participation and it 
has the potential to influence this by providing contributors with the sense and experi-
ence of joint creativity, by giving them a sense of common purpose and mutual  
support in achieving it, and in many situations by replacing common background or 
geographic proximity with a sense of well-defined purpose, shared concerns, and the 
successful common pursuit of these [Anderson, 2006; Fischer, 2001]. 

Control. Meta-design supports users as active contributors who can transcend the 
functionality and content of existing systems. By facilitating these possibilities, con-
trol is distributed among all stakeholders in the design process. The importance of this 
distribution of control has been emphasized as important for architecture [Alexander, 
1984]: “I believe passionately in the idea that people should design buildings for 
themselves. In other words, not only that they should be involved in the buildings that 
are for them but that they should actually help design them.” Other arguments indi-
cate that shared control will lead to more innovation [von Hippel, 2005]: “Users that 
innovate can develop exactly what they want, rather than relying on manufacturers to 
act as their (often very imperfect) agents.” 

Ownership. Our experiences gathered in the context of the design, development, and 
assessment of our systems indicate that meta-design methodologies are less successful 
when users are brought into the process late (thereby denying them ownership) than 
when users are “misused” to fix problems and to address weaknesses of systems that 
the developers did not fix themselves. Meta-design does work when users are part of 
the participatory design effort in establishing a meta-design framework, including 
support for intrinsic and extrinsic motivation, user toolkits for reducing the effort to 
make contributions, and the seeding of use communities in which individuals can 
share their contributions [Dawe, 2007]. 
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Social Creativity. Where do new ideas come from in meta-design environments and 
cultures of participation? The creativity potential is grounded in (1) user-driven inno-
vations, (2) taking advantage of breakdowns as sources for creativity, and (3) exploit-
ing the symmetry of ignorance and conceptual collisions. To increase social creativity 
requires: (1) diversity (each participants should have some unique information or per-
spective); (2) independence (participants’ opinions are not determined by the opinions 
of those around them) [Surowiecki, 2005]; (3) decentralization (participants are able 
to specialize and draw on local knowledge) [Anderson, 2006]; and (4) aggregation 
(mechanisms exist for turning individual contributions into collections, and private 
judgments into collective decisions). In addition, participants must be able to express 
themselves (requiring EUD competencies), must be willing to contribute (motivation), 
and must be allowed to have their voices heard (control). 

Quality. Many teachers will tell their students that they will not accept research findings 
and argumentation based on articles from Wikipedia. This exclusion is usually based on 
considerations such as: “How are we to know that the content produced by widely dis-
persed and qualified individuals is not of substandard quality?” 

The online journal Nature (http://www.nature.com/) has compared the quality of 
articles found in the Encyclopedia Britannica with Wikipedia and has come to the 
conclusion that “Wikipedia comes close to Britannica in terms of the accuracy of its 
science entries.” This study and the interpretation of its findings has generated a con-
troversy, and Tapscott and Williams [Tapscott & Williams, 2006] have challenged the 
basic assumption that a direct comparison between the two encyclopedias is a relevant 
issue: “Wikipedia isn't great because it's like the Britannica. The Britannica is great 
at being authoritative, edited, expensive, and monolithic. Wikipedia is great at being 
free, brawling, universal, and instantaneous.” 

There are many more open issues to be investigated about quality and trust [Kittur 
et al., 2008] in cultures of participation, including: (1) errors will always exist, result-
ing in learners acquiring the important skill of always being critical of information 
rather than blindly believing in what others (specifically experts or teachers) are say-
ing; and (2) ownership may be a critical dimension: the community at large has a 
greater sense of ownership and thereby is more willing to put an effort into fixing 
errors. This last issue has been explored in open source communities and has led to 
the observation that “if there are enough eyeballs, all bugs are shallow” [Raymond & 
Young, 2001].  

5   Drawbacks of Cultures of Participation 

Cultures of participation open up unique new opportunities for mass collaboration and 
social production, but they are not without drawbacks. One such drawback is that hu-
mans may be forced to cope with the burden of being active contributors in personally 
irrelevant activities. 

This drawback can be illustrated with “do-it-yourself” societies. Through modern 
tools, humans are empowered to perform many tasks themselves that were done pre-
viously by skilled domain workers serving as agents and intermediaries. Although this 
shift provides power, freedom, and control to customers, it also has forced people to 
act as contributors in contexts for which they lack the experience that professionals 
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have acquired and maintained through the daily use of systems, as well as the broad 
background knowledge to do these tasks efficiently and effectively (e.g., companies 
offloading work to customers).  

Substantially more experience and assessment is required to determine whether the 
advantages of cultures of participation (such as extensive coverage of information, 
creation of large numbers of artifacts, creative chaos by making all voices heard, re-
duced authority of expert opinions, and shared experience of social creativity) will 
outweigh the disadvantages (accumulation of irrelevant information, wasting human 
resources in large information spaces, and lack of coherent voices). Such a determina-
tion will depend on creating a deeper understanding of these trade-offs [Carr, 2008; 
Lanier, 2006]. 

6   Implications and Conclusions 

For a couple of decades the rise of digital media has been providing new powers for 
the individual. The world's networks are now providing enormous unexplored oppor-
tunities for groups and communities. Providing all citizens with the means to become 
co-creators of new ideas, knowledge, and products in personally meaningful activities 
presents one of the most exciting innovations and transformations, with profound im-
plications in the years to come. 

This paper has described numerous reasons why EUD environments (for customiz-
ing, tailoring, and evolving systems) are highly desirable. Despite the fact that some 
EUD environments and their supporting research have been around for years and 
some success models exist [Lieberman et al., 2006], there is evidence that the impact 
of academic research efforts in this area has been limited. 

We do know, however, that digital media are powerful catalysts of cultural change. 
The challenge for the EUD research community is not only understanding, supporting, 
and participating in existing cultures, but also shaping, transforming, and fostering new 
cultures. Humans all over the world have the opportunity today not only to be exposed 
to cultures of consumerism [Postman, 1985], but to become active contributors in cul-
tures of participation. Without an analytic model and a demystification of media to 
deeply understand and explain new emerging phenomena and environments, however, 
we will only be able to treat them as curiosities or transient fads [Benkler, 2006]. The 
potential impact of cultures of participation supported by meta-design is substantial: 
they erode monopolistic positions held by professions, educational institutions, and 
experts, and they increase the diversity of perspectives on the way the world is and the 
way it could be. They require new metaphors, new levels of discourse, and new envi-
ronments to think, reflect, and support working, learning, and collaboration for alterna-
tive and more democratic futures. 
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Abstract. End-user programming has become ubiquitous, so much so that there 
are more end-user programmers today than there are professional programmers.  
End-user programming empowers—but to do what?  Make really bad decisions 
based on really bad programs? Enter software engineering’s focus on quality.  
Considering software quality is necessary, because there is ample evidence that 
the programs end users create are filled with expensive errors.  In this paper, I 
consider what happens when we add to end-user programming environments 
considerations of software quality, going beyond the “create a program” aspect 
of end-user programming.  I describe a philosophy to software engineering for 
end users, and then survey several projects in this area.  A basic premise is  
that end-user software engineering can only succeed to the extent that it  
respects the fact that the user probably has little expertise or even interest in 
software engineering. 

Keywords: End-user software engineering, End-user programming, End-user 
development. 

1   Introduction  

It all started with end-user programming.   
End-user programming enables end users to create their own programs.  Research-

ers and developers have been working on empowering end users to do this for a num-
ber of years, and they have succeeded: today, end users create numerous programs.   

The “programming environments” used by end users include spreadsheet systems, 
web authoring tools, and graphical languages for creating educational simulations 
(e.g., [6, 16, 18, 22, 23]).  Using these systems, end users create programs in forms 
such as spreadsheets, dynamic web applications, and educational simulations.  Some 
ways in which end users create these programs include writing and editing formulas, 
dragging and dropping objects onto a logical workspace, connecting objects in a dia-
gram, or demonstrating intended logic to the system.   

In fact, research based on U.S. Bureau of Census and Bureau of Labor data shows 
that there are about 3 million professional programmers in the United States—but 
over 12 million more people who say they do programming at work, and over 50 
million who use spreadsheets and databases [28].  Fig. 1 shows the breakouts. Thus, 
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the number of end-user programmers in the U.S. alone probably falls somewhere 
between 12 million and 50 million people—several times the number of professional 
programmers. 

Clearly then, end-user programming empowers—it has already empowered mil-
lions of end users to create their own software.   

Unfortunately, there is a down side: the software they are creating with this new 
power is riddled with errors.  In fact, evidence abounds of the pervasiveness of errors 
in software end users create.  (See, for example, the EUSPRIG web site’s 89 news 
stories recounting spreadsheet errors [9].) These errors can have significant impact.  
For example, one school faced a £30,000 shortfall because values in a budget spread-
sheet had not been added up correctly [9 story # 67].  TransAlta Corporation took a 
$24 million charge to earnings after a bidding error caused it to buy more U.S. power 
transmission hedging contracts than it bargained for, at higher prices than it wanted to 
pay, due to a spreadsheet error [10]. 

Even when the errors in end-user-created software are non-catastrophic, however, 
their effects can matter.  Web applications created by small-business owners to pro-
mote their businesses do just the opposite if they contain bad links or pages that dis-
play incorrectly, resulting in loss of revenue and credibility.  Software resources 
linked by end users to monitor non-safety-critical medical conditions can cause un-
necessary pain or discomfort for users who rely on them.  Such problems are ubiqui-
tous in two particularly rapidly growing types of software end users develop: open 
resource coalitions and dynamic web applications.   

Thus, the problem with end-user programming is that end users’ programs are all 
too often turning out to be of too low quality for the purposes for which they were 
created. 

1.1   A New Area: End-User Software Engineering  

A new research area is emerging to address this problem.  The area is known as end-
user software engineering [7], and it aims to address the problem of end users’ soft-
ware quality by looking beyond the “create” part of software development, which is 
already well supported, to the rest of the software lifecycle.  Thus, end-user pro-
gramming is the “create” part of end-user software development, and end-user soft-
ware engineering adds consideration of software quality issues to both the “create” 
and the “beyond create” parts of software development.   

More formally, Ko et al. define end-user software engineering as “end-user pro-
gramming involving systematic and disciplined activities that address software quality 
issues (such as reliability, efficiency, usability, etc.).  In essence, end-user program-
ming focuses mainly on how to allow end users to create their own programs, and 
end-user software engineering considers how to support the entire software lifecycle 
and its attendant issues” [14].  

End-user software engineering is similar to the notion of end-user development 
[17], but not quite the same.  According to Wikipedia, “end-user development (EUD) 
is a research topic within the field of computer science, describing activities or tech-
niques that allow people who are not professional developers to create or modify a 
software artifact.  A typical example of EUD is programming to extend and adapt an 
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Fig. 1. U.S. users in 2006 and those who do forms of programming [28] 

existing package (e.g.  an office suite)” [30].  Thus, end-user software engineering is 
end-user development with the additional notion of the software’s quality.  

In my view, end-user software engineering (done well) is inherently different from 
traditional software engineering, because simply mimicking traditional approaches 
would not be likely to produce successful results.  One reason is that end users often 
have very different training and background than professional programmers.  Even 
more important, end users also face different motivations and work constraints than 
professional programmers.  They are not likely to know about quality control mecha-
nisms, formal development processes, modeling diagrams, or test adequacy criteria, 
and are not likely to invest time learning about such things.  This is because in most 
cases, end users are not striving to create the best software they can; rather, they have 
their “real goals” to achieve: such as accounting, teaching, managing safety, under-
standing financial data, or authoring new media-based experiences.   

The strategy my collaborators and I have used in our end-user software engineering 
research to support these users in pursuing their real goals has been to gently alert 
them to dependability problems, to assist them with their explorations into those prob-
lems to whatever extent they choose to pursue such explorations, and to work within 
the contexts with which they are familiar.  This strategy represents a paradigm shift 
from traditional software engineering and end-user programming research, because it 
marries dependability with end-user software development.  Thus, our end-user 
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software engineering projects combine in equal measures software engineering foun-
dations with human-computer interaction foundations. 

1.2   Organization of This Paper  

I’ll illustrate the end-user software engineering area with examples of projects that 
have been conducted by members of the EUSES Consortium (http://eusesconsortium. 
org), an NSF-funded collaboration of researchers working in the end-user software 
engineering area.  The examples are: 

• WYSIWYT and Surprise-Explain-Reward: WYSIWYT is a methodology for 
supporting systematic testing by end users.  Surprise-Explain-Reward is a strat-
egy for enticing end users to engage in software engineering practices such as the 
testing supported by WYSIWYT.  Since WYSIWYT’s success depends on Sur-
prise-Explain-Reward, I’ll discuss the two of these works together. 

• Debugging Machine-Learned Programs: In recent times, a new kind of  
“programmer” has entered the mix—machines.  These machines, through machine-
learning algorithms, automatically create programs on the user’s computer, deriv-
ing these programs from the user’s interaction habits and data history.  I’ll discuss a 
debugging approach and early results for one type of program in this class.   

• Gender in End-User Software Engineering: If end-user software engineering is to 
properly blend HCI-based people-oriented foundations with software engineering 
foundations, then it must attend to both 50%s of the people who are end users—
both the males and the females.  I’ll discuss emerging information about gender 
differences’ implications for the design of end-user software engineering tools.   

2   WYSIWYT Testing and Surprise-Explain-Reward  

WYSIWYT (What You See Is What You Test) [26] supports systematic testing by 
end-user programmers.  It has mostly been implemented in the spreadsheet paradigm, 
so I’ll present it here from that perspective.  Its motivation is the following: empirical 
studies have shown that users often assume their spreadsheets are correct, but even if 
they try to consider whether there are errors, they do so by looking at the immediate 
value recalculations they see when they enter or change formulas.  Empirical work 
has shown that this “one test only” feedback is tied to overconfidence about the cor-
rectness of their spreadsheets.   

WYSIWYT helps to address this problem.  With WYSIWYT, as a user incremen-
tally develops a spreadsheet, he or she can also test that spreadsheet.  As the user 
changes cell formulas and values, the underlying evaluation engine automatically 
evaluates cells, and the user (validates) checks off resulting values that are correct.  
Behind the scenes, these validations are used to measure the quality of testing in terms 
of a dataflow adequacy criterion, which tracks coverage of interactions between cells 
caused by cell references.   

For example, in Fig. 2, the user has noticed that Smith’s letter grade (row 4) is  
correct, so the user checked it off.  The Average row’s values under HWAVG,  
MIDTERM, and FINAL are also correct, so the user checks them off too. As a results, 
the cell borders turn closer to blue on a red-blue continuum, in which red means  
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untested, blue means tested, and colors between red and blue (shades of purple) mean 
partially tested. 

But, pause to reflect:  Why should a user whose interests are simply to get their 
spreadsheet results as efficiently as possible choose to spend extra time learning about 
these unusual new checkmarks, let alone think carefully about values and whether 
they should be checked off?  Let’s further assume that these users have never seen 
software engineering devices before.  To succeed at enticing the user to use these 
devices, we require a strategy that will both motivate these users to make use of soft-
ware engineering devices and provide the just-in-time support they need to effectively 
follow up on this interest.   

 

Fig. 2. At any time, the user can test by checking off a value that turned out to be correct, and 
this test causes borders of the cells involved to become more blue, reflecting coverage of the 
tests so far   

We call our strategy for enticing the user down this path Surprise-Explain-Reward 
[31].  The strategy attempts to first arouse users’ curiosity about the software engi-
neering devices through surprise, and to then encourage them, through explanations 
and rewards, to follow through with appropriate actions.  This strategy has its roots in 
three areas of research: (1) research about curiosity (psychology) [20], (2) Black-
well’s model of attention investment [4] (psychology/HCI), and (3) minimalist learn-
ing (educational theory, HCI) [8].   

Research into curiosity indicates that surprising by violating a user’s assumptions 
can trigger a search for an explanation.  The violation of assumptions indicates to the 
user the presence of something they do not understand.  According to the information-
gap perspective [20], a revealed gap in the user’s knowledge focuses the user’s atten-
tion on the gap and leads to curiosity, which motivates the user to close the gap by 
searching for an explanation. 

This is why the first component of our surprise-explain-reward strategy is needed: 
to arouse users’ curiosity enough, through surprise, to cause them to search for expla-
nations.  Blackwell’s model of attention investment [4] considers the costs, benefits, 
and risks users weigh in deciding how to complete a task.  For example, if a user’s 
goal is to forecast a budget using a spreadsheet, then exploring an unknown feature 
has perceived costs, perceived benefits, and a perceived risk — such as that using the 
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new feature will waste time or, worse, leave the spreadsheet in a state from which it is 
difficult (and thus incurs more costs) to recover.  The model of attention investment 
implies that the second (explanation) component of the surprise-explain-reward strat-
egy must provide motivation by promising specific rewards (benefits).  The third 
component must then follow through with at least the rewards that were promised.   

For example, we instantiate the surprise-explain-reward strategy with the red bor-
ders and the checkboxes in each cell, both of which are unusual for spreadsheets.  
These surprises (information gaps) are non-intrusive: the user is not forced to attend 
to them if they view other matters to be more worthy of their time.  However, if they 
become curious about these features, they can ask them to explain themselves at a 
very low cost, simply by hovering over them with their mouse.  Thus, the surprise 
component delivers to the explain component. 

The explain component is also very low in cost.  In its simplest form, it explains 
the object in a tool tip.  For example, if the user hovers over a checkbox that has not 
yet been checked off, the tool tip says (in one variant of our prototype): “If this value 
is right, √ it; if it’s wrong, X it.  This testing helps you find errors.” Thus, it explains 
the semantics very briefly, gives just enough information for the user to succeed at 
going down this path, and gives a hint at the reward. 

As the above tool tip has pointed out, it is also possible for the user to “X out” a 
value that is incorrect.  For example, in Fig. 3, the user has noticed two incorrect 
values.  The system reasons about the backward slice (contributing cells and their 
values), taking correct values also into account, and highlights the cells in the data-
flow path deemed most likely to contain the formula error.  In the figure, two cells 
were X’d out, and those same two are highlighted, but one is highlighted darker than 
the other, because it was both identified as having a wrong value and also contributed 
to the other one that had the wrong value. 

The main reward is finding errors through checking values off and X’ing them out 
to narrow down the most likely locations of formula errors, but a secondary reward is 
 

 

Fig. 3. If the user also notices that a value is incorrect, the user can X it out, and this causes the 
fault localization algorithm to suggest which cell formulas are most likely to contain the error 
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a “well tested” (high coverage) spreadsheet, which at least shows evidence of having 
fairly thoroughly looked for errors.  To help achieve testing coverage, question marks 
point out where more decisions about values will make progress (cause more cover-
age under the hood, cause more color changes on the surface), and the progress bar at 
the top shows overall coverage/testedness so far.  Our empirical work has shown that 
these devices are quite motivating, and further more lead to more effectiveness [27]. 

3   Debugging Machine-Learned Programs  

But what if the program that has gone wrong was not written by a human at all? How 
do you debug a program that was written by a machine instead of a person?  

This is the problem faced by users of a new sort of program, namely, one generated 
by a machine learning system that customizes itself to the user.  For example, intelli-
gent user interfaces, recommender systems, and categorizers of email use machine 
learning to adapt their behavior to users’ preferences.  This learned set of behaviors is 
a program.  These learned programs do not come into existence until the learning 
environment has left the hands of the machine-learning specialist: they are learned on 
the user’s computer.  Thus, if these programs make a mistake, the only one present to 
fix them is the end user.  These attempts to “fix” the system can be viewed as debug-
ging—the user is aware of faulty system behavior, and wants to change the system’s 
logic so as to fix the flawed behavior.   

Sometimes correctness is not critical; “good enough” will suffice.  For example, a 
spam filter that successfully collects 90% of dangerous, virus-infested spam leaves 
the user in a far better situation than having no spam filter at all.  However, as the 
applications of machine learning expand, these programs are becoming more critical.  
For example, recommender systems that recommend substandard suppliers or incor-
rect parts, language translators that translate incorrectly, decision support systems that 
lead the user to overlook important factors, and even email classifiers that misfile 
important messages could cause significant losses to their users and raise significant 
liability issues for businesses.   

My collaborators and I have begun to investigate how to support end-user debug-
ging of machine-learned programs [15].  Inspired by the success of the Whyline’s 
support of end-user debugging [13, 21], we designed a method to allow end users to 
ask Why questions of machine-learned software.  Our approach is novel in the follow-
ing ways: (1) it supports end users asking questions of machine-learned programs, 
and (2) the answers aim at providing suggestions for these end users to debug the 
learned programs. 

We have built a prototype of our approach, so that we could investigate both barri-
ers faced by end users when debugging machine-learned programs, and challenges to 
machine learning algorithms themselves.  Our prototype was an e-mail application 
with several predefined folders.  The system utilized a machine-learned program to 
predict which folder each message in the inbox should be filed to, thus allowing the 
user to easily archive messages.  Our prototype answers the Why questions shown in 
Table 1. 
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Table 1. The Why questions [15] 

Why will this message be filed to <Personal>? 
Why won’t this message be filed to <Bankruptcy>? 
Why did this message turn red? 
Why wasn’t this message affected by my recent changes?
Why did so many messages turn red? 
Why is this email undecided? 
Why does <banking> matter to the <Bankruptcy> folder?
Why aren’t all important words shown? 
Why can’t I make this message go to <Systems>? 

For example, the answer to Table 1’s second question (with dynamically-replaced 
text in <brackets>) is: 

The message will be filed to <Personal> instead of <Bankruptcy> because 
<Personal> rates more words in this message near Required than  
<Bankruptcy> does, and it rates more words that aren’t present in this message 
near Forbidden.  (Usage instructions followed this text.) 
In addition to the textual answers, three questions are also answered visually.  

These are shown in Table 2.  The bars indicate the weight of each word for predic-
tions to a given folder; the closer to Required/Forbidden, the more/less likely mes-
sages containing this word will be classified to this folder.   

Fig. 4 shows a thumbnail of the entire prototype.  The top half is not readable at 
this size, but it is simply a traditional email program.  The bottom middle panel pro-
vides visual answers, shown at a readable size in Table 2.   

Using this prototype, we conducted a formative empirical study to unearth barriers 
faced by the end user in debugging in this fashion, as well as challenges faced by 
machine-learning systems that generate the programs that ultimately will be debugged 
 

Table 2. Visual explanations for three Why questions [15] 

Why does <word> matter to 
<folder>? 

Why will this message 
be filed to <folder>? 

Why won’t this message 
be filed to <folder>? 
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Fig. 4. A thumbnail view of the prototype [15] 

by end users [15].  One of our primary results was that end users faced great difficulty 
in determining where would be the effective places to correct errors—much more so 
than in than in how to do so.  The sheer number of these instances strongly suggests 
the value of providing end users with information about where to give feedback to the 
machine-learned program in order to debug effectively.   

4   Gender in End-User Software Engineering  

Another important result in the Kulesza et al. study was that gender differences were 
present in the number of barriers encountered, the sequence of barriers, and usage of 
debugging features.  This is one of many studies conducted by EUSES Consortium 
collaborators in recent years that show gender differences in how male and female 
end-user programmers can best be supported in developing software effectively. 

For example, evidence has emerged indicating gender differences in programming 
environment appeal, playful tinkering with end-user software engineering features, 
attitudes toward and usage of end-user software engineering features, and end-user 
debugging strategies [1, 2, 5, 12, 19, 24, 25, 29].  In essence, in these studies females 
have been shown to both use different features and to use features differently than 
males.  Even more critically, the features most conducive to females’ success are 
different from the features most conducive to males’ success—and are the features 
least supported in end-user programming environments.  This is the opposite of the 
situation for features conducive to males’ success [29]. 

To begin to address this problem, we proposed two theory-based features that 
aimed to improve female performance without harming male performance [3].  We 
evolved these features over three years through the use of formative investigations, 
drawing from education theory, self-efficacy theory, information processing theory, 
metacognition, and curiosity theory. 
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Fig. 5. Clicking on the checkbox turns it into four choices whose tool tips say “it’s wrong,” 
“seems wrong maybe,” “seems right maybe,” “it’s right.” [3] 

 
The first feature was to add “maybe” nuances to 

the checkmarks and X-marks of the WYSIWYT 
approach (Fig. 5) [3].  The empirical work leading 
to this change suggested that the original “it’s 
right” and “it’s wrong” checkmark and X-mark 
might seem too assertive a decision to make for 
low self-efficacy users, and we therefore added 
“seems right maybe” and “seems wrong maybe” 
checkmark and X-mark options.  The change was 
intended to communicate the idea that the user did 
not need to be confident about a testing decision in 
order to be “qualified” to make judgments.   

The second change was a more extensive set of 
explanations, to explain not only concepts but also 
to help close Norman’s “gulf of evaluation” by 
enabling users to better self-judge their problem-
solving approaches.  We proposed it in [3] and 
then evolved that proposal, ultimately providing 
the strategy explanations of Fig. 6.  Note that these 
are explanations of testing and debugging strategy, 
not explanations of software features per se. 

The strategy explanations are provided as both 
video snippets and hypertext (Fig. 6).  In each 
video snippet, the female debugger works on a 
debugging problem and a male debugger, referring 
to the spreadsheet, helps by giving strategy ideas.  
Each snippet ends with a successful outcome.  The 
video medium was used because theory and re-
search suggest that an individual with low self-
efficacy can increase self-efficacy by observing a 
person similar to oneself struggle and ultimately succeed at the task.  The hypertext 
version had exactly the same strategy information, with the obvious exception of the 
animation of the spreadsheet being fixed and the talking heads.  We decided on hyper-
text because it might seem less time-consuming and therefore more attractive to users 
from an attention investment perspective [4], and because some people prefer to learn 
from text rather than pictorial content.  Recent improvements to the video explana-
tions include shortening the explanations, revising the wording to sound more like a 
natural conversation, and adding an explicit lead-in question to immediately establish 
the purpose of each explanation. 

 

                               
 

      

Fig. 6. (Top): 1-minute video 
snippets. (Bottom): Hypertext 
version [11]. 
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We evaluated the approach in a controlled laboratory study, in which a Control 
group used the original WYSIWYT system as described in Section 2 and a Treatment 
group used the system with the two changes just described in this system [11].  The 
Treatment females did not fix more bugs than Control females, but we would not 
expect them to: Treatment females had both lower self-efficacy than Control females 
and more things to take their time than Control females did.  However, taking the self-
efficacy and time factors into account reveals that the new features helped to close the 
gender gap in numerous ways. 

First we found that our feature changes reduced the debugging feature usage gap 
between males and females.  When we compared the males and females in the Treat-
ment group to their counterparts in the Control group, the feature changes were tied to 
greater interest among the Treatment group.  Compared to females in the Control 
group, Treatment females made more use of debugging features such as checkmarks 
and X-marks, and had stronger ties between debugging feature usage and strategic 
testing behaviors. 

 

Fig. 7. Tinkering with X-marks (left) and √-marks (right), in marks per debugging minute.  
Note the gender gaps between the Control females’ and males’ medians.  These gaps disappear 
in the Treatment group [11].   

Second, we considered playful experimentation with the checkmarks and X-marks 
(trying them out and then removing them) as a sign of interest.  Past studies reported 
that females were unwilling to approach these features, but that if they did choose to 
tinker, their effectiveness improved [1, 2].  Treatment females tinkered with the fea-
tures significantly more than Control females, and this pattern held for both check-
marks and X-marks.  Fig. 7 illustrates these differences.   

Even more important than debugging feature usage per se was the fact that the fea-
ture usage was helpful.  The total  (playful plus lasting) number of checkmarks used 
per debugging minute, when accounting for pre-self-efficacy, predicted the maximum 
percent testedness per debugging minute achieved by females in both the Control 
group and in the Treatment group.  Further, for all participants, maximum percent 
testedness, accounting for pre-self-efficacy, was a significant factor in the number of 
bugs fixed. 

Finally, Treatment females’ post-session verbalizations showed that their attitudes 
toward the software environment were more positive than Control females’, and 
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Treatment females’ confidence levels were roughly appropriate indicators of their 
actual ability levels, whereas Control females’ confidence levels were not.   

Taken together, the feature usage results show marked differences between Treat-
ment females versus Control females, all of which were beneficial to the Treatment 
females.  In contrast, there were very few significant differences between the male 
groups.  Most important, none of the changes benefiting the females showed adverse 
effects on the males. 

These results serve to reconfirm previous studies’ reports of the existence of a gen-
der gap related to the software environments themselves in the realm of end-user 
programming.  However, the primary contribution is that they show, for the first time, 
that it is possible to design features in these environments that lower barriers to fe-
male effectiveness and help to close the gender gap.   

5   Conclusion  

End-user software engineering matters when software quality matters.  End-user 
software engineering takes end-user programming beyond the “create” stage, expand-
ing to consider other elements of the software lifecycle.  It matters because sometimes 
end users’ software creations have flaws, and it empowers the end users to do some-
thing about these flaws.   

End-user software engineering’s success rests on respecting end users’ real goals 
and work habits.  As the work in this paper illustrates, we do not advocate trying to 
transform end users into engineers, nor do we propose to mimic the traditional engi-
neering approaches of segregated support for each element of the software life cycle, 
or even to ask the user to think in such terms.  Instead, we advocate promoting sys-
tematic ways an end-user programmer can guard against and solve software quality 
problems through mechanisms meant especially for end-user programmers. 
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Abstract. The paper is a case study of customer-initiated software product de-
velopment. We have observed and participated in system development activities 
in a commercial software house (company) over a period of two years. The 
company produces project-planning tools for the oil and gas industry, and relies 
on interaction with customers for further development of its products. Our main 
research question is how customers and professional developers engage in mu-
tual development mediated by shared software tools (products and support sys-
tems). We have used interviews with developers and customers as our main 
source of data, and identified the activities (from use to development) where 
customers have contributed to development. We analyze our findings in terms 
of co-configuration, meta-design and modding in order to name and compare 
the various stages of development (adaptation, generalization, improvement re-
quest, specialization, and tailoring).  

Keywords: customer-initiated product development, software development, 
case study, empirical analysis, theoretical perspectives, mutual development. 

1   Introduction 

The goal of the research reported here is to identify areas where end-user develop-
ment (EUD) and professional software development interact. We have observed and 
participated in development activities in a commercial software house (referred to as 
company in the remainder of the paper) over a period of two years. We propose a 
model of the activities, which we refer to as mutual development. The model consists 
of the 5 sub-processes, which connects EUD and professional development. 

1.1   The Case 

The company is engaged in commercial software development in the area of project 
planning and management and provides consultancy services in using its tools. At 
present, the company employs 25-30 people, but they intend to grow and is concur-
rently expanding their staff and searching for new markets. The main market has been 
the Nordic oil and gas industry. To expand into new markets, particularly building 
and construction, the company has started to modify and improve its knowledge man-
agement practices regarding customer relations. As researchers, we were invited by 
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the company to give advice for how to improve knowledge management practices 
with customers. 

The company is known for their customer initiated product development approach, 
i.e. close interaction with customers to develop tailor-made products [1][31]. Custom-
ers are encouraged to report problems, innovative use, and local development to the 
company. This has been stimulated through long-term relationships (maintenance 
contracts) and user forums. Each year the company hosts a large showcase where 
customers are invited, and developers provide communication and information shar-
ing tools for customer interaction. This started with the telephone, then supplemented 
by mail, later extending to a Helpdesk interface, then a Customer Relationship  
Management (CRM) system, and most recently a Web 2.0 prototype created by the 
research team [29].  

Despite their small size, the company is recognized as a major player in the busi-
ness of project planning tools. They have several hundred customers and they have 
long-term commitments with many of them. One of their recent products is an add-on 
to Microsoft Project.  

Our main research question and objective is how there is mutual development be-
tween customers, professional developers mediated by software products and ICT 
support systems in the company we studied. By mutual development we mean that 
both professional developers and end users contribute to development as active par-
ticipants in both design and use. We identify the range of end-user development ac-
tivities (from use to design) taking place in the interaction between the company’s 
developers and some of their customers.  

We have identified five sub-processes (adaptation, generalization, improvement 
requests, specialization, and tailoring) by pinpointing what developers and customers 
are doing and where their activities meet and overlap. We base our analysis on inter-
views with developers, consultants, and customers, and on data from a video-recorded 
workshop. The findings are compared with previous research in EUD and analyzed in 
terms of co-configuration [7][8], meta-design [10][12] and modding [15][16]. The 
goal is to identify the interdependencies of EUD and professional development and to 
construct a model for their mutual development. 

The rest of the paper is organized as follows. It starts with an overview of EUD. 
Next, we present a survey of research in the intersection of EUD and software devel-
opment. Then we present three theoretical perspectives on EUD. We analyze our 
findings by comparing with the three perspectives. At the end open issues for further 
research is suggested. 

2   End-User Development 

End-user development is an umbrella term for research and development in end-user 
tools for application development. This originated with research that dealt with tech-
nological and organizational issues of an emerging field, such as end-user program-
ming in spreadsheets and tailorable systems [22]. Most recently, web application 
development has introduced a new line of R&D that shares many similarities with 
EUD (e.g., mashups, Yahoo pipes). However, EUD was perhaps first established as a 
research field with its own agenda in the European EUD-Net project (2002-3), which 
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defines EUD as “a set of methods, activities, techniques, and tools that allow people 
who are non-professional software developers, at some point to create or modify a 
software artifact” [21]. The different approaches to EUD vary with respect to how 
they emphasize methods, activities, techniques, and tools, and whether they focus on 
creation or modification of software artifacts. Furthermore, what a software artifact 
means also varies among researchers. Software tools, source code, design diagrams, 
application units, and application development environments have been mentioned. 
As an example, end-user tailoring is about methods, activities, techniques, and tools 
for adaptation and further development of existing software applications based on 
direct activation of tailoring tools from the applications’ user interface [25] [39].   

EUD is multidisciplinary and its rationale (the “why” of EUD) has multiple di-
mensions: human-computer interaction (HCI), software engineering, and organiza-
tional use. From a human-computer interaction perspective, EUD is about leveraging 
the deployment of easy-to-use ICT and turning them into easy-to-further-develop 
systems [21][28][40]. From a software engineering perspective, EUD is supportive of 
the trend of producing generic applications [2][24]. By “generic” is meant multifunc-
tional, domain independent, or application generators, i.e. “over designed” functional-
ity that can be configured to different user needs [26], or domain independent tools 
like groupware and basic drawing functionality, or “under designed” environments 
that support users in creating new applications [12]. For example, a groupware system 
can provide different users with different access rights to shared objects [33]. From 
the perspective of organizational use, the rationale for EUD is associated with the 
user diversity found in organizations employing advanced ICT. Users have different 
cultural, educational, training, and employment backgrounds. They are novice and 
experienced computer users (e.g. super user), ranging from the young to the mature, 
and they have many different abilities and disabilities [3][23][26].  

2.1   Integrated EUD 

EUD interrelates with software development in multiple ways, but (to the best of our 
knowledge) there are few studies that have examined EUD in terms of boundary 
crossing of two types of organizations (developer and customers). We survey the 
related work below EUD. We also include work that is not commonly associated with 
EUD in the survey. 

Stevens and Wulf [33] presented a case study of inter-organizational cooperation 
from the steel industry in Germany. They analyzed the relationship between two engi-
neering offices and a steel mill to identify patterns of cooperation that can serve as 
requirements for new designs. They found that there was tight coupling across organ-
izational boundaries, but also competition between the units. EUD was proposed in 
terms of a component-based framework for tailoring a groupware application at run-
time. The focus was on flexible access control for sharing material stored in electronic 
repositories among the interacting units. The new access mechanisms could be decom-
posed and integrated and the users were able to realize new access mechanisms that did 
not already exist in the groupware. By decomposing application components into sim-
pler ones and assembling the parts into new compounds (intermediate building blocks) 
and applications, users can modify existing applications and create new ones, without 
accessing the underlying program code [40]. 
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Eriksson and Dittrich [9] identified the reasons why tailoring should be integrated 
with software development. In a case study of a Swedish telecom provider, they found 
it was possible to provide end-user developers with the means to tailor not only indi-
vidual applications, but also the infrastructure in which applications are integrated. 
According to the authors, this is an area that might change faster than applications, 
especially in rapidly changing business contexts. To support this form of tailoring in 
the organization, they studied tailoring needs to coordinate better with software de-
velopment activities. In another study, Dittrich and Vaucouleur [4] found that cus-
tomization practices of an ERP system they studied at several sites were at odds with 
software engineering practices, resulting in a discrepancy in terms of integrated envi-
ronments for end-user development. 

In a case study in an accounting company in Norway, the activities of end user de-
velopers were followed and analyzed using Activity Theory [26]. The authors show 
how the organization successfully initiated a program to train super users [17] in con-
junction with introducing a new software application, Visma Business (VB). The 
research was formulated to address how super users engage in EUD activities in order 
to achieve an efficient use of VB, and how EUD activities were organized. In terms of 
organization, there was a certain division of labor within the community: 1) between 
the regular users and the super users, 2) between the super users and the application 
coordinator (acting as local developer), and 3) between the application coordinator 
and the professional developers. It was also interesting to find a new role for a local 
developer. This person’s responsibility was primarily to perform EUD activities at a 
general level, to work closely with some of the more experienced super users in the 
offices, and to communicate with the professional developers. This person general-
ized the results of useful EUD activities and made local solutions available through-
out the company.   

Explicit and implicit channels for communication between developers and users for 
the purpose of end user development have been proposed in a variety of contexts, 
especially in the area of CSCW. For example Mørch and Mehandjiev [27] demon-
strated that design rationale integrated with a tailor-enabled application could support 
indirect communication between developers and users and thus help end user devel-
opers to further develop their applications. Along the same lines, Stevens and 
Wiedenhöfer [34] developed a wiki-based help system for communication and infor-
mation sharing to be integrated with standalone applications. It provides online help 
to a community of users and thus enhances communication between developers and 
users with the affordances of Web 2.0. The authors claim this form of integration 
creates a more seamless transition between the use context and the resolution of a 
problem due to the familiarity users have with Wiki-based systems [34]. 

3   Concepts for Analysis  

We analyze our findings in terms of three theoretical perspectives on end-user devel-
opment in order to account for a broad array of relevant concerns, ranging from com-
puter science to application domains to organization of work: meta-design, modding, 
and co-configuration. 



 Mutual Development 35 

3.1   SER Model and Meta-design 

SER (Seeding, Evolutionary growth, Reseeding) is a process model for integrating 
end-user development with software engineering [11]. It is different from user-
centered design in HCI (e.g., prototyping) and from software engineering (e.g., speci-
fication driven methods). It has more in common with aspects of participatory design 
in that the SER model describes a sociotechnical environment for tailorable applica-
tions to be used over an extended period of time. It postulates that systems that evolve 
over a sustained time span must continually alternate between periods of unplanned 
evolutions by end users (evolutionary growth), and periods of deliberate restructuring 
and enhancement (reseeding), involving users in collaboration with designers [11].  

The SER model makes a distinction between design time and use time, which dis-
tinguishes developers’ activity from users’ activity. Integrating these two types of 
software development activities is the aim of meta-design: a framework to provide 
end users with tools that allow them to tailor and further develop professional tools in 
their own context [10][12]. Meta-designers use their creativity to develop sociotech-
nical environments in which other (less technical oriented) users can be creative in 
their own areas of expertise. Meta-design as viewed from a software engineering 
viewpoint defines flexible design spaces for end-user developers. Examples are tailor-
ing languages, application frameworks and EUD tools integrated with applications. 
This means the users interested in being active contributors should be supported in 
exploring an application’s potential for being incorporated in new activities, and 
evolving its functionally to support new needs [10]. To the extent this can be accom-
plished without end users having detailed knowledge of programming, meta-design 
becomes a powerful framework and perspective for EUD. 

The SER model has influenced the mutual development model we present below. 
In particular, we elaborate on evolutionary growth and reseeding and the dynamic 
interaction between them in the company we studied.  

3.2   Modding 

Modding is when users modify products by themselves, without the direct interven-
tion of professional developers. The term is a slang expression derived from the word 
modify that refers to the act of modifying a piece of software or hardware, originally 
conceived in the gaming industry. Modding is an alternative way of including cus-
tomers in product development processes. Modding can be seen to combine EUD and 
participatory design, in that it combines the inclusion of customers in both early and 
later stages of product development, depending on the customer’s needs. By adopting 
this activity, modding can be seen as extending the design environment approach to 
EUD [12][28][40] by making it possible for customers to promote an array of ideas 
and needs in the early stages of product development, even before a given framework 
exists.  

The outcomes of modding, called mods, range from minor alterations to very ex-
tensive variations of the original product [15][16]. An example of modding from the 
gaming industry is when hardcore players create hacks and figure out how to develop 
software add-ons to twist games’ parameters, such as the creation of a “No Jealousy” 
patch, which lets characters have more than one lover without either one getting 
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jealous [20]. What is even more interesting is how the original product serves as a 
platform for further modding for customers.    

Modding as an alternative approach to including customers in product development 
processes is a noteworthy concept since it engages the customer in different stages of 
the product development process. Modding is based on further development of an al-
ready existing platform. However, this must not be misunderstood. It does not mean the 
narrowing down of product development to simply be further development of already 
existing products, as is often the case with tailorable applications and evolutionary ap-
plication development [24]. On the contrary, it appears that already existing products 
may be “opened up” by end-user contributions in terms of generating new ideas for 
functionality, new features, and even new products. In many ways, it is the concrete 
(executable) applications rather than the more abstract application frameworks and 
tailoring languages that best serve as a platform for end-user development [24].   

3.3   Co-configuration 

Engeström [7] [8] adopted the term co-configuration from Victor & Boynton [35] to 
enhance the theory of expansive learning in order to address a new form of work that 
involves user participation from customers and employees in the development of 
products. Co-configuration implies both a new form of work and a new way of learn-
ing. Engeström draws on the empirical findings of a broadband telecommunications 
firm in Finland, focusing on learning as joint creation of new knowledge and new 
practices by multiple stakeholders [7]. Engeström, following Victor and Boynton 
[35], defines co-configuration as an emerging historical type of work with the follow-
ing general characteristics [7]: 

• Adaptive and adaptable customer products or services, or more typically integrated 
product-service combinations 

• A continuous relationship of mutual exchange between customers, producers, and 
the product-service combinations  

• Continuous co-configuration and customization of the product-service-customer 
relationship over lengthy time periods  

• Active customer involvement and input in the co-configuration work 
• Multiple collaborating producers that need to operate together in networks within 

or between organizations 
• Mutual learning from interactions between the parties involved in configuration 

actions.  

From this description, we can understand the term co-configuration as a type of 
work that includes active participation from customers in developing their products. 
One of the characteristics of co-configuration work is the great degree of customer 
participation required in order for it to work. For example, when developing project 
planning software to fit a user organization and its work tasks, it is important to in-
clude users as participants in the process since they are the ones who know what kind 
of work tasks the project planning tools are supposed to support. However, not all 
companies will benefit by such a strategy. For example, to what degree is the com-
pany dependent on involvement from customers? What happens if some customers do 
not see the value of being part of such co-configuration work? To what degrees do the 
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customers actually participate? To what degree is it reasonable to expect that custom-
ers will continue to participate over lengthy time periods?  It is probably realistic to 
assume that in today’s world of mass consumption the majority of end users will not 
want to design or contribute to further development of the products they use. We 
chose to focus on those customers who took an active part in the case we report. 

4   Method 

Our objective is to construct a model of mutual development between customers and 
professional developers as seen from a EUD perspective. The case study is designed 
to extend our own previous efforts by treating the interaction of two organizations 
(developer and customer) as the unit of analysis [26][31]. We identify the sub-
processes of the product development process studied. EUD is one component in this 
picture, but not the only one. By presenting the whole picture we wish to provide a 
comprehensive view of mutual development, which we present as different stages of 
activity, using examples and theoretical analyses to justify our claims. We used a 
qualitative approach as part of a case study. In addition, we used video and audio 
recorders to gather data. Moreover, we used open-ended interviews, focus groups and 
participant observations. 

4.1   Categorizing Data 

This section will elaborate on how the intermediate terms used to describe mutual 
development emerged as a result of analysis done while screening and analyzing data. 
The form of analysis used is ‘template analysis,’ which is the process whereby “the 
researcher produces a list of codes (a template) representing themes identified in their 
textual data [19].” This is both a top-down and bottom up process. Below, we have 
named some terms, more precisely the different stages of mutual development, repre-
senting different themes identified in the empirical findings. After identifying these 
themes, the data was analyzed with this in mind, using these themes as a template. 
King distinguishes three features in template analysis: defining codes, hierarchical 
coding and parallel coding [19]. 

Defining codes is to label a section of text with a code in order to index it as relat-
ing to a theme or issue in the data that the researcher has identified as important to his 
or her interpretation [19]. We had the research questions in mind the first time we 
went through the data, but in the second round of selecting data we categorized it 
accordingly. The categorization of “outer loop” and “inner loop” were used as “high-
level codes,” and may be connected with what King defines as hierarchical coding.  

Hierarchical coding “is codes that are arranged hierarchically with groups of simi-
lar codes clustered together to produce more general higher order codes” [19]. The 
high-level codes of “inner loop” and “outer loop” roughly clustered the data into two 
different terrains, one about customer-initiated development activity (outer) and the 
other about software engineering (inner). This was done deliberately to create an 
overview of the data. Knowing that our area of interest was mostly on the “outer 
loop” product development process, the data was analyzed again for topics within this 
domain. It was found that within the interviews there existed some sub-processes of 
outer loop product development. They were identified as Adaptation, Generalization, 
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Tailoring, Improvement Request and Specialization. Using these terms or codes as a 
template, the data was searched again in order to support these sub-processes with 
empirical evidence.  

Parallel coding is when the same segment of data is classified within two (or 
more) different codes at the same level [19]. In one instance, the same set of data 
excerpts was classified within the intermediate code “outer loop” and the lower order 
code Specialization, which is a stage within the inner loop product development. 
Therefore, parallel coding was used in this context. 

5   Data and Analysis 

At the end of the coding we ended up with the following five sub-processes (stages) 
of customer-initiated product development:  

• Adaptation: Adaptation is when a customer requests an improvement to an existing 
product and the company chooses to fulfill the request. It becomes an Adaptation 
just for this customer. Sometimes, the customer has to pay for this, sometimes not. 

• Generalization: Generalization occurs when a new version of an existing product is 
released and is available to more than one customer. 

• Improvement Requests: This is when customers request the company for extra 
functionality, report bugs and usability problems, and is viewed from the custom-
ers’ perspectives. 

• Specialization: Specialization is when the professional developers at the company 
create in-house builds. This is common in inner loop development processes where 
professional developers improve the products for their own internal work. This 
could potentially result in new features, but most often it entails refining the prod-
uct, reorganizing program code, and removing bugs. 

• Tailoring is about active end users who make adaptations on their own.  

We justify these stages using the data extracts and analysis below. The two first ex-
tracts define basic issues (types of process) that resurface in the other extracts and in 
the analyses. The last three extracts represent four of the five stages. 

5.1   Excerpt 1: Types of Improvement Request 

In the first excerpt, the focus is on how a developer (informant) judges the Improve-
ment Requests of the customer. This includes making a power decision as to what 
kinds of Improvement Requests to consider. The power to judge whether or not a 
customer Improvement Request should be accepted lies in the hands of the company’s 
professional developers. This excerpt does not go into detail about how exactly these 
Improvement Requests enter the company, but it does elaborate in what way the cus-
tomers ask for Improvement Requests. 

 

Informant: Often when they (the customers) want Improvement Requests they ask 
me if I can make a change (to the existing product), according to some 
needs they have. In addition they put it (the Improvement Request) into 
a list we have on the Internet. We receive a lot of Improvement Re-
quests and some of them are actually such good ideas that we want to 
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integrate them into our products. And there are other ideas that are 
really bad. There are also some ideas that are not so good (but they are 
doable), therefore we incorporate them if they pay for it. When doing 
this we make special libraries for that particular customer. Then this 
does not become a part of the system (the product).  

 
Improvement Requests turned out to be an important activity for communication 

with the company, requiring less technical expertise than Tailoring. Excerpt 1 is an 
example of how customers propose changes to the company’s products without doing 
any local development. Excerpt 1 shows that an Improvement Request is one of the 
prerequisite sub-processes of Adaptation. It is when a professional developer creates a 
new feature for an already existing product in accordance with the customer’s de-
mands. At the end of this excerpt, the informant introduces the theme of how they get 
good, possible (doable) and bad ideas for further development. If an idea is labeled 
good it is accepted as is. When an idea is categorized as possible it means that the 
idea is plausible, but will not become a part of the general product. It might be ac-
cepted under contract (with payment), and turns into a local Adaptation. Finally, an 
idea labeled bad is rejected outright. Implicit in this example is the assumption that 
the company’s employees are the ones who judge whether the Improvement Requests 
are good, possible or bad and have the freedom to make those distinctions. 

As seen from a meta-design and SER perspective [11][12], Excerpt 1 may be inter-
preted as an example of boundary crossing, namely that submitting, receiving and 
handling of improvement request cross the boundary of two organizations (customer 
and developer). It also indicates some of the decisions that have to be made before the 
“evolutionary growth” of an application at a specific site can be accepted into the 
“reseeding” phase by company developers. In this way, Improvement Requests can 
help to bridge the gap between EUD and professional development.  

The data in Excerpt 1 may have some commonalities with Engeström’s notion of 
co-configuration. Item number two in the definition of co-configuration (see Inte-
grated EUD) is about the mutual exchange between customers, producers and the 
product-service combinations [8]. Mutual exchange can be seen in this excerpt as 
well, between the customers issuing requests to the company and the professional 
developers handling these requests. The exchange for customers is getting the devel-
opment they want, while the company receives money for performing the develop-
ment (or more satisfied customers). 

If a request is categorized as good or possible, the next stage of Adaptation takes 
place. During the second stage of Adaptation terms like patch, build and version be-
come relevant, which we discuss below.  

5.2   Excerpt 2: Types of Generalization  

This is part of an interview one of the researchers had with one of the developers. The 
informant explains the software deployment (packaging) terms patch, build and ver-
sion as part of an elaborated answer to a question about improvement requests: 

 
Informant: There are three levels: we have a so-called patch, which is a quick fix 

to some sort of a problem. This is being sent out to the customer, which 
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is a (solution) right there and then. After the customer installs the 
patch, he tests if it works and then the problem is fixed. After a while, 
when we have made enough patches like this, we find new errors and 
the customers find errors and then we make a new complete program. 
That is what we call a build. On top of this, we have something we call 
versions; they could be (called) 3.4, 3.5, 3.5.1. They have more content 
and much more functionality. 

 

Patch, build and version are the developers’ responses to customers forwarding 
Improvement Requests in the Adaptation stage, which again can lead to Specializa-
tion and Generalization. Patch is understood as a quick fix to a problem. Patches are 
packaged extensions that fit specific versions. For example, if Word is being used to 
write some text and one’s references in EndNote are lost each time text is converted 
into PDF, the company could be contacted. They will fix it and send back a so-called 
patch, which is small program (a software component) that may be installed on the 
computer and linked with the main program, and the problem is fixed. Builds result if 
the company has had many quick fixes, similar to the example with Word, and 2nd 
order problems emerge (i.e., problems connected to the compatibility of patches). 
Then they create a build, which is a compiled program. Builds are associated with 
Specialization. Finally, a new version is both an extension and a generalization. It is 
an extension (improvement) of a build, and a generalization when a new version is 
made available to new customers and to the existing customers when they are due for 
an upgrade according to their contract. Generalization is a borderline activity between 
inner loop and outer loop product development. 

In Excerpt 2 it is evident that to a large extent, software development at the com-
pany proceeds with the SER model, as Fischer describes [11]. Excerpt 2 has a lot in 
common with the example Fischer uses to explain the reseeding phase, where open 
source software systems take some time to evolve, aided by using local (user created) 
extensions and the integration of patches (evolutionary growth), but eventually re-
quire major reorganizing in order to incorporate the patches and extensions in a co-
herent fashion (reseeding) [11]. In the company it happened like this: First the prod-
uct evolves locally as a result of patches created in response to customer requests, and 
when this becomes unwieldy the company’s professional developers create a build. 
Lastly, when the modifications become too numerous or are judged to be useful 
(good) for other (potential) customers, the developers create a new version of the 
product. However, Fischer does not distinguish between build and version. He uses 
the term reseeding for all developer activity associated with reorganizing multiple 
adaptations (patched systems) into unified (seamless) versions. Due to the complexity 
of this activity, it is useful to distinguish the multiple sub processes (types) of reseed-
ing and the interaction between evolutionary growth and reseeding. 

5.3   Excerpt 3: Improvement Request and Adaptation 

Excerpt 3 below illustrates how the Improvement Requests, as elaborated in the ex-
cerpt above, are differentiated. It also shows what is meant by Adaptation. 
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Question: 
 
 
Answer: 
 
Question: 
Answer: 
 

So, the rationale for a given upgrade lies with a specific customer, 
which means that a customer can be a part of setting the standards for 
what other customers receive. 
Mm, but if what one customer suggests is far off, then we just make a 
local adaptation for that specific customer. 
So, this becomes a new version for you then? 
What we have in addition to every menu choice is a so-called user 
option, it is placed in an “own” library, which can be linked, and al-
lows us to do further product development. 

 
What triggered the statement above is that one of the interviewers asked how the 

company develops their products. In sentence number two, the informant answers that 
if the customer’s request is “far off” they just make an Adaptation for this particular 
customer, as long as the customer pays for it. As mentioned above, this corresponds 
with an Improvement Request labeled possible. Excerpt 3 shows how an Improve-
ment Request labeled good may become available to all customers. The informant 
acknowledges after some hesitation and with elaboration that the customers are to 
some extent “defining” what other customers receive of product upgrades. They do 
this by suggesting Improvement Requests and other customer-initiated activities such 
as Tailoring. However in most cases Improvement request that are responded to by an 
Adaptation, providing a custom-made product for this customer by using patches or 
user options with the current released version of the product. In the last sentence in 
Excerpt 3, the informant explains what is meant by (local) Adaptation. It is associated 
with a patched system installation that can be continually adapted (further developed) 
by user options that are deployed in a separate package (own library). When installed 
in the system, it appears as a separate menu with items for the various user options.  

5.4   Excerpt 4: Generalization 

The above excerpt introduced the term “user option,” which is a special kind of patch. 
The related terms user option, patch and new version will be clarified in Excerpt 4 
below. The excerpt illustrates the generalization process. 

 
Question: 
 
Answer: 
 
Question: 
Answer: 
 
 
 
Question: 
Answer: 
 
Question: 
Answer: 

Do you have other examples of customers initiating new functionality to 
the product? 
Yes, we have done it for BuildingCompany and ABB… (two large 
European engineering and consultancy companies)      
What sort of new functionality did they want? 
Yes, well, it is. I don’t remember - it was years ago. I know that when 
they bought the product they had specific requirements that were origi-
nally not part of the product. But we wrote it into the contract as the 
functionality they wanted.   
Ok, so it was a part of the contract?     
Yes, they wanted it within a specific time period. Their requirements 
were rather demanding regarding what they wanted us to make.  
Was it an add-on specifically made for BuildingCompany or..  
No, it became a part of the product. Yes, it started as a patch, what we 
call a user option.  
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The informant underlines that a request for new functionality eventually became 
part of the company’s general product portfolio and was made available to all their 
customers. It is an example of Generalization. It becomes clear that in this situation 
the request for new functionality that BuildingCompany asked for was something 
specific they needed. The company wrote their demands into the contract. This ex-
cerpt reiterates a point made above, that good Improvement Requests would be incor-
porated into the next version of one of their products.   

The transition from Adaptation to Generalization is evident in Excerpt 4 since it 
describes an activity that involves one specific product (Planner) based on interaction 
with specific customers (Building Company in particular). The product has developed 
from small local extensions (patches and user options) to a basic core (in-house) ver-
sion to a new (released) version where generally useful local adaptations are incorpo-
rated into the new release. We interpret the last sentence of the excerpt to mean a 
step-wise integration into the product (from specific to general) along three steps. It is 
associated with the combination of the utterance of “No” and “Yes” that signify a 
contradiction and disruptive (non incremental) transition (from Adaptation to Gener-
alization). 1-2) Yes, it started as a special type of patch (user option), which is Adap-
tation, 3) no, it was only later incorporated into the product, which is Generalization. 
Adaptation represents the two first steps. First, the extra functionality BuildingCom-
pany asked for is a user option, which means it is only available for this specific cus-
tomer. Second, they want to make this available for later use, so they make a patch 
that the other customers can access upon demand, for example via the company’s web 
pages. Third, when there is a new version of the product, the extra functionality 
(patches and user options) have been incorporated in the product and therefore made 
available to potentially all customers. In other words, we may say that there is a grad-
ual development of the company’s products over the years, many of which are based 
on local development initiatives and Improvement Requests to generalized versions 
and back to new initiatives for further development, as new user contexts appear.  

Fischer and Ostwald’s SER model [11] suggests mutual dependency of evolution-
ary growth and reseeding, and this is supported by the findings reported here, namely 
that use time activity (Improvement Requests) can trigger design-time (Generaliza-
tion) activity. It is also related to SER in a more indirect way, in that Adaptation as a 
user-oriented design-time activity can lead to Generalization.   

Jeppesen underlines how a defining characteristic of modding is how “final mods of-
ten are freely revealed,” meaning that no users are excluded from using the new modi-
fied version” [15]. In the same way as final mods are freely available, the Adaptations 
made to products based on some customers’ ideas become available for all customers in 
the Generalization stage, when the suggestions from customers are accepted and inte-
grated into a new version of the product, as shown in the excerpt above. 

5.5   Excerpt 5: Tailoring 

Excerpt 5 shows how customers locally adjust a software product by end-user pro-
gramming to create their own extensions. Excerpt 5, from an interview with a cus-
tomer in the building industry, shows a customer stating that he has adjusted the 
product himself by writing code in the domain-specific language SQL. 
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Question: 
Answer: 
 
 
 
 
 
 
 
Question: 
Answer: 

Have you requested any wishes or needs for local adaptations? 
No, we have not got any special adaptations of the products (from the 
company). The reason for this is because I knew a great deal about 
SQL from earlier experience; therefore I managed to find a shortcut (of 
how to do it myself). I do not know the whole structure of the system, 
but it is available through ordinary documentation. There you get the 
whole (database) table structure and that has made it possible for me to 
find a shortcut through Access (a proprietary database management 
system) and allowed me to make some special (local) adaptations.  
So, in reality you have made your own adaptations to the products? 
Yes, you may say that. 

 
This excerpt illustrates Tailoring, which is the sub-process that most closely re-

sembles EUD as a standalone activity. Microsoft Office Access is used in conjunction 
with one of the company’s project planning tools for data storage. 

In the first sentence of this excerpt the customer states that the company has not 
adjusted the products for them. It is discovered that the reason for this is because the 
customer has made some adaptations to the product himself. He has tailored the 
product. This was possible for the customer because the products are well docu-
mented. In addition, because this customer was familiar with SQL, a high-level data-
base query language, it was natural for him to fix the problem himself to suit his 
needs. This excerpt is an example of what we refer to as Tailoring. In Tailoring, the 
customer actually locally adapts the product without any company involvement. This 
might mean creating a small program to work around an inefficient solution as shown 
in this excerpt.  

The reason the customer is able to tailor the product himself is because he is an ex-
pert project manager and is interested in learning how to work around a problem or 
inefficient solution when it appears. In other words, he is a super user. As an example, 
he describes how he can access and reorganize database tables as he sees fit and in a 
way that meets his organization’s needs.  The cost of this is his time and the skills 
required for programming, albeit simplified with a database query language like SQL 
compared to programming languages like Java. The advantage is that he will be able 
to see results of his ideas implemented relatively quickly as compared to the turn-
around time when ideas for change are submitted to the company via improvement 
requests. The interviewer asks if this is a way of doing local adaptation, and he con-
firms that his SQL programming can be perceived as such.  If Tailoring is followed 
with an Improvement request, tailoring might contribute to further development at the 
general levels, as was illustrated in the previous excerpt.  

In previous work, tailoring has been viewed as evolutionary application develop-
ment [24]. This view ignored the role of professional development and reseeding, and 
explored the design space of evolutionary growth for end-user developers. According 
to the mutual development perspective, this view must be updated. Based on the data 
reported here, tailoring is better conceived of as evolutionary design, in the sense that 
the local (customer) solution serves as a design for the general (company) solution, 
assuming it is accepted.   

The findings reported in this section have been condensed and depicted in the mu-
tual development model shown in Figure 1. Excerpt 1 can be seen as clarifying the 
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informants’ perception of the terms good, possible and bad. Excerpt 2 has a similar 
role for the terms patch, build and version (user options are further distinguished in 
Excerpts 3 and 4). Excerpt 3 also underlines the processes of Improvement Request 
and Adaptation, which are related in that one feeds into the other. Excerpt 4 exempli-
fies the stage of Generalization. It illustrates how a product becomes available to all 
customers. Finally, Excerpt 5 illustrates Tailoring by showing how a customer with 
some programming knowledge modified the product himself. It should be stressed 
that we have focused on the activities that involve end users (company customers) and 
multiple perspectives on developer-user interaction. We do not yet have sufficient 
data to illustrate the Specialization stage. 
 

 

Fig. 1. Different stages of mutual development: developer activity and customer-initiated activ-
ity co-evolve; the arrows indicate dependencies. Specialization is not addressed in this paper 
because it does not interrelate directly with end-user activities. 

6   Conclusions and Directions for Further Work 

Our main research question and objective is how there is mutual development be-
tween customers, professional developers mediated by software products and ICT 
support systems in the company we studied. Our findings points to the components of 
the product development process studied. It was found that within the interviews there 
existed some sub-processes of mutual development (initially formulated during the 
preliminary analysis as customer-initiated product development) [1]. They were iden-
tified as Adaptation, Generalization, Improvement Request, Specialization, and Tai-
loring.  

Mutual development is depicted in Figure 1. It is our first attempt to construct a 
model to integrate professional and end-user development [1]. Looking back, we see 
there are additional questions we would have liked to ask our informants, for example 
about the details of the customer-developer interactions. This was not possible in the 
current study. We cannot rule out that there may be sub-processes that have not been 
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identified, some that may have to be modified, and yet others that need to be elabo-
rated. This is part of future work. 

In spite of this, it is clear that EUD and professional development are interdepend-
ent, and represent two different activity systems, one (customer-initiated activity) 
feeds into the other (developer activity) and they co-evolve. This relationship is  
maintained because the developer organization (company) relies on input from active 
customers for continuation of its products as part of maintenance and consultation 
contracts, and to get innovative ideas for new products that can attract new customers. 
This is to some extent a result of the company’s small size and its operation in a niche 
market. On the other hand, customers rely on the company for project planning tools, 
training and constancy services, the ability to interact with the company’s developers, 
and in general the pleasure they get from seeing their suggestions for modification 
being incorporated in a later version of the product.  

The five excerpts we have shown to justify our claims illustrate how the products 
in the company have evolved from specialized and locally adapted instances to more 
general and stable ones in interaction with customers. It goes through an elaborated 
process of specialization (refinement), adaptation (domain orientation) and generali-
zation (one to many instances), starting with a stable (but non optimal) product ver-
sion that is gradually extended with locally developed extensions, user options, and 
patches. At some point this configuration becomes unwieldy and the system is re-
built. The new build may lead into a new version of the product if it will benefit the 
company and its other customers. Interaction between the stages is not unidirectional 
because new versions may lead to new local development and improvement requests, 
which repeat the process. 

We have used theories and concepts developed by other researchers in EUD and 
adjoining disciplines, in particular meta-design [10][12], co-configuration [7][8], and 
modding [15][16] to discuss our findings at a more theoretical level. These findings 
are summarized as follows. 

 
Findings According to the Meta-design and SER Perspective 

• Customers being active either as designers of aspects of solutions or as producers 
of new ideas 

• Interaction between customers and professional developers is the driving force of 
evolutionary development 

• Professional developers adapting the products in accordance with customers’ needs 
as main method to further develop the products 

• Project planning tools evolving as a result of being used in specific contexts 
 
Findings According to the Co-configuration Perspective 

• Both customers and professional developers gain from customer-initiated product 
development 

• Customers forwarding Improvement Requests and the company handling these 
form a sort of network 

• Customers are active in the product development process 
• Customer-initiated product development is a continuous process lasting for a long 

time 
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• When customers and professional developers interact in intimate ways to develop 
products, they can be considered collaborators 
 

Findings According to the Modding Perspective 

• Changes made to the company’s products by users vary in complexity 
• There are changes made solely by users  
• Some modifications become available to all customers. 
• Customer-initiated product development motivates technical-minded users 
• Customers suggesting or designing new features of a product in a way “open it up” 

for further development 
• When customers develop new features, it can be seen as a decentralized develop-

ment activity 

6.1   Directions for Further Work 

Our results can furthermore be extended along directions advocated by researchers in 
user-driven innovation, participatory design, and evolution of technology.  

Users can be creative and contribute to development without designing, and end-
user development is often triggered by innovative use of a tool as a first step to  
address a breakdown in use. Norman [30] suggests workarounds and hacks as two 
techniques people draw on in everyday situations when coping with difficult-to-use 
tools. Many companies are starting to realize that innovation can arise not only from 
the IT department, but also from the interaction with partners, suppliers, and custom-
ers. Eric von Hippel, a pioneer and long-time champion of studying users as innova-
tors in product development coined the term user-driven innovation. He has  
introduced a method for identifying sources of innovation, following “lead users” 
[38]. Many of the innovations he has studied originated with lead users’ novel use of 
an existing product or an adaptation of a product based on knowledge of a related 
product. For example the motocross series of bikes manufactured for teenagers during 
the 1960s and 1970s originated as result of teenagers’ desire for their bikes to resem-
ble adult motocross bikes. 

Researchers in information systems have used terms like super users [17], gurus 
[14], and boundary spanners [36] for a similar role as lead user. They share the view 
that these users help to democratize the design process, and study them by drawing on 
insights derived from empirical data gathered from user organizations, like we have 
done in this paper.  

In the area of software development, participatory design [6][18], directed observa-
tion [30], and strategic ethnography [32] are methods for addressing similar issues. 
Directed observation means to seek out and analyze the workarounds, hacks, and 
clever improvisations lead users and ordinary people create at work and at home [30]. 
Strategic ethnography is longitudinal studies following artifacts (packaged software) 
as they evolve over time, which has been referred to as capturing the biography of 
these artifacts [32].  

Based on a study of user driven innovation in an open source community von Hip-
pel [37] observed “the ability of user communities to develop and sustain exceedingly 
complex products without any manufacturer involvement is remarkable.” He  
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identifies the conditions that favor user innovation and explores how circumstances 
evolve, sometimes to include commercial manufacturers and sometimes not [37]. 
When commercial manufactures are included in the loop, the resulting inter-
organization activity structure can be compared with “mutual development.” When 
commercial manufactures are not included in the loop, the resulting organization can 
be compared with the emerging “user manufacturing” model. Aided by the Internet 
and Web 2.0 applications to support communication and information sharing and 
most recently “mashing” (combining existing web 2.0 applications to create new 
ones), this model has the potential to attract new interest in end-user development due 
to the enormous success of this platform to attract self-motivated contributors [13]. To 
leverage this potential for end-user tailoring and evolutionary design is an area for 
further research in EUD. 

In their study, Douthwaite and colleagues [5] state the following “as technology and 
system complexity increase so does the need for interaction between the originating 
R&D team and the key stakeholders (those who will directly benefit and be penalized 
from the innovation).” This is a hypothesis that requires further testing. It implies when 
software products increase in complexity, the interaction between developers and cus-
tomers must proportionally increase in order to successfully manage further develop-
ment and sustain the product. Otherwise, users will seek out other products that are 
simpler to use. The reason for increasing customer interaction as complexity unfolds is 
that a successful technology represents a synthesis of the developers and key  
stakeholder knowledge sets, and creating this synthesis requires more iteration and 
negotiation as complexity increases [5]. This is a hypothesis that ought to be explored 
in software evolution as well, in particular when end-users are enabled by EUD envi-
ronments and rich feedback channels to more experienced developers.  
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Abstract. End User Development offers technical flexibility to encourage the 
appropriation of software applications within specific contexts of use. Appro-
priation needs to be understood as a phenomenon of many collaborative and 
creative activities. To support appropriation, we propose integrating communi-
cation channels into software applications. Such an appropriation infrastructure 
provides communication and collaboration support to stimulate knowledge 
sharing among users and between users and developers. It exploits the techno-
logical flexibility of software applications to enable these actors to change us-
ages and configurations. Taking the case of the BSCWeasel groupware, we 
demonstrate how an appropriation infrastructure can be realized. Empirical re-
sults from the BSCWeasel project demonstrate the impact of such an infrastruc-
ture on the appropriation and design process. Based on these results, we argue 
that appropriation infrastructures should be tightly integrated in the application 
using the IT artifact itself as a boundary object as well as a bridge between de-
sign and use.  

1   Introduction 

We interpret the appropriation of information technology not as a phenomenon that 
somehow happens once a software application is in its ‘application field’, but as a 
network of activities that users continuously perform in order to make a software 
‘work’ in a new work environment, shaping the artifact as a material as well as a 
meaningful object. Existing practices evolve and result in new practices. Technical 
flexibility to redesign the application according to specific local needs play a major 
role in enabling appropriation work. Appropriation work may lead to software usages 
that go beyond what has been envisioned by the designers of the software application 
[cf. 29]. It is a specific part of an IT artifact’s usage, but it remains also linked 
(through the artifact’s materiality) with its design process and the designer’s work 
environments. Appropriation work needs to be understood as a core concept in the 
field of End User Development (EUD). 

To deal appropriately with the combined efforts of users and designers to success-
fully establish a software tool usage that satisfies the needs of practice requires a fun-
damental shift in perspectives on the concepts of ‘design’ and ‘use’. If the target of a 
design process is not a technology/software/tool, but a certain usage (that is stimu-
lated by a certain new technology/software/tool), traditional notions of design proc-
esses and product structures become problematic. When does usage design start, when 
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does it stop? Is it a continuous or a discrete process? Who initiates ‘design’ phases – 
the developer side or the user side? For which parts of designing a usage are profes-
sional designers responsible, and for which parts the ‘users’ (they may be considered 
as professional usage designers just with a different expertise profile)? Which compe-
tencies and experiences are necessary to perform certain activities of appropriation 
work? 

We see the cracks in the idea of a strict separation of design and use spheres  
everywhere in practice: In the necessity for software development in cycles, in the 
frequent software updating procedures, in continuous helpline support provided by 
software manufacturers, in the differentiation of user roles (scale between end users 
and power/lead users), in software development contract structures that include 
‘maintenance’, in the practice of user forums in the Internet (that may have been pro-
vided by software manufacturers, but also third parties), and also in scientific concep-
tualizations e.g. with regard to ‘tailoring’ functions that support design-in-use ([15] 
and many others), with regard to integrating users into software design (e.g. [12]), 
with regard to professionalization structures in design and the problems they may 
cause (e.g. [38]) or with regard to the integration of user-driven innovation in (re-
)design processes (e.g. [42]). In fact, the blurring notions of design and use spheres 
point towards collaboration necessities and opportunities which, we claim should be-
come a central research area in the field of End User Development.  

We will first connect our perspective to the scientific discourse in HCI and SE. 
Based on the perspective of usage design, we will describe a framework for an appro-
priation infrastructure that allows to bridge between design and use by supporting 
user-user- and user-designer-collaboration in usage design. We have implemented a 
first example of an appropriation infrastructure when designing the BSCWeasel 
groupware. To evaluate the utility of appropriation infrastructures, empirical results 
from the BSCWeasel project are presented. 

2   Appropriation Work and Technical Flexibility 

We now describe in more detail what we see as relevant aspects of appropriation 
work. We then discuss how the HCI and SE research communities tackle the issue of 
technical flexibility. Both disciplines understood the need for flexibility on different 
levels, a product-oriented perspective can be typically found in HCI discussions, and 
a process-oriented perspective is typical for SE. We will argue that a linkage between 
these approaches is essential. 

2.1   Appropriation Work 

Several case studies have investigated appropriation processes of IT artefacts in a 
long term perspective [17, 25, 27, 31, 40, 43]. They offer empirical insights into the 
appropriation activities and the resulting changes in work practices, and they also 
showed that a significant part of the work being done to make software applications 
work is collaborative. Based on these studies, in [29] we lined out opportunities for 
collaboration support: (1) articulation support (support for technology-related articu-
lations - real and online), (2) historicity support (visualize appropriation as a process 
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of emerging technologies and usages, e.g. by documenting earlier configuration deci-
sions, providing retrievable storage of configuration and usage descriptions), (3) deci-
sion support (in a collaborative appropriation activity, providing voting, polling, etc.), 
(4) demonstration support (provide communication channels to demonstrate usages 
from one user or a group to another user or a group), (5) observation support (support 
the visualization of – accumulated, anonymized - information on the use of tools and 
functions in an organizational context), (6) simulation/exploration support (show ef-
fects of possible usages in a exemplified or actual organizational setting, maybe allow 
configuration manipulations in a sandbox), (7) explanation support (explain reasons 
for application behavior, automated vs. communication with experts), (8) delegation 
support (support delegation patterns within configuration activities), and (9) (re-) de-
sign support (feedback to designers on the appropriation processes). This list focuses 
on user-user-collaboration, and most support ideas still remain challenges that have to 
be met with appropriate technological support.  

But when is appropriation work? Orlikowski and Hofman [28] focused on the types 
of work that are not closely related to the new technology, but that rather result in or-
ganizational changes. In their conceptual model to classify organizational changes re-
sulting from the appropriation of collaborative infrastructures, they distinguish three 
cases: anticipated, opportunity-based, and emergent changes. Anticipated changes are 
organizational transformations, which can be planned and implemented purposefully 
when the technology is introduced into the organization. The corresponding appropria-
tion work activities can be most likely anticipated, support may be easily provided. 
Opportunity-based changes occur spontaneously, but can be planed once the opportu-
nity is clear. It may be hard to estimate occurrence, duration and intensity of appropria-
tion work activities here, but once the opportunity becomes clear, the necessary  
support may also be obvious (see [31] for an example of a group of users that inte-
grated a technological functionality into their practice in an innovative, unforeseen 
manner). Emergent changes happen spontaneously, and when they happen, they also 
can’t be planned or anticipated, they show that there is a necessity to continuously 
provide easy access to a broad variety of means for appropriation work (see [41] for an 
example of creating spontaneous learning opportunities between end users). 

There are several approaches that address spontaneous change activities, such as 
help systems, exploration environments, user hotlines, or the general technical in-use 
flexibility of tools [cf. 43]. However, these approaches are fragmented and do not 
refer to each other conceptually and technically.  

2.2   Product-Oriented Flexibility 

The HCI community, and the EUD community in its mainstream, regards technical 
flexibility mainly as a product feature which allows tailoring computer applications 
within their contexts of use [15]. Tailoring takes place after the original design and 
implementation phase of an application; it typically starts during or right after the 
installation in its field of application. Tailoring is usually carried out by ordinary 
users, local experts, system’s support or helpdesk staff in a collaborative manner. 
The users may find themselves confronted with technical flexibility on three  
levels of complexity: (1) choosing between alternatives of anticipated behavior,  
(2) constructing new behavior from existing pieces and (3) altering the artifact  
(i.e. reprogramming). 
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Highly tailorable software artifacts have been developed, commercial products 
(e.g. spreadsheets and CAD systems) as well as research prototypes ([22], [23]). With 
the emergence of collaborative tool infrastructures that support communication, coop-
eration, and knowledge exchange, the need for tailorable software artifacts even in-
creased [3, 46]. The distributed nature of these systems and the potential interrelation 
of individual tailoring activities posed new challenges to the design of tailorable ap-
plications [26]. OVAL [21], Prospero [7], and FreEvolve [37, 47] answered this chal-
lenge by providing highly tailorable groupware application frameworks grounded in 
different paradigms of software engineering.  

However, offering technical flexibility is not enough, we also need methods to find 
the right kind of flexibility to address the requirements of particular contexts of use, 
considering that things may change over time. It is a short coming of the EUD discus-
sion around tailorable systems that the approaches address the issue of flexibility on 
the product level only, and do not study how their products are related to the appro-
priation dynamics and process-oriented flexibility. 

2.3   Process-Oriented Flexibility 

With the idea of designing usages, the traditional design work extends into the use 
phase. Requirements for tailoring functions can hardly be foreseen completely; inevi-
tably breakdown situations will appear which cannot be fixed using the given tailoring 
possibilities. Therefore, the development of tailorable software should remain con-
nected to a flexible software development process. The development process needs to 
be organized to cover rather spontaneous requests for software revisions, as well.  

The STEPS software development process model by Floyd [12] extends earlier mod-
els of iterative software development with a stronger focus on user-designer collabora-
tion and the gathering of actual use experience (not only laboratory evaluations) in the 
process of refining software. However, it remained pretty abstract and rather unspecific 
with regard to the types of work that would be required in addition to ‘programming’ 
and ‘using’. As a pre-WWW approach, it did also not address issues of collaboration 
support. An extension of STEPS towards remote participation was suggested in the 
CommSy project [8]. CommSy uses its own groupware functionality to allow dedicated 
end users to participate remotely in the design process. Wulf and Rohde [46] proposed, 
as a part of their OTD approach, to enhance the STEPS model by integrating tailoring as 
a use activity with design relevance. An implementation architecture for component-
based tailorability has been developed within the FreEvolve project [37, 47]. However, 
the approach did not address the underlying software development process or any ne-
cessities to support appropriation processes. Some of these issues were addressed in the 
concept of a use discourse infrastructure [29].  

Coming from a different angle, Fischer discussed end-user modifiability for gen-
eral design environments [9]. In his early work, he chose approaches similar to other 
product-oriented concepts dealing with flexibility. Later he developed a design proc-
ess model called SER (Seeding, Evolutionary Growth and Reseeding; [10]). Similar 
to STEPS, the concept does neither describe the collaborative work tasks necessary to 
perform the process, nor does it specifically address the issue of supporting these 
tasks. The different work on end-user modifiability and participatory oriented design 
are currently integrated on a conceptual level by the Meta-design framework [11]. 
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Agile software processes, like SCRUM or eXtreme Programming (XP), provide 
extreme short release cycles and allow customers to change requirements at any time 
during the design process. In particular XP suggests several methods to make such 
changes economical and technological feasible. Major software engineering ap-
proaches to ensure this type of flexibility are test driven development, continuous 
integration and continuous refactoring [2].  

eXtreme Programming suggests that there should not be any extra effort to fulfill 
requirements that may appear in the future. This is the counterpart to the concept of 
radical tailoring. Radical tailorability wants to solve the problem of non-anticipated 
requirements by building highly flexible products, XP wants to solve this problem by 
providing flexible processes.  

Since XP does not care about the appropriation processes in the use context, the 
model does not make any suggestion about a shared infrastructure to foster mutual 
learning processes. Instead, the programmers just get indirect feedback mediated by 
the “costumer on site”-principle [2], although in practice it is difficult to find these 
customers [32].  

A pragmatic application of agile methods is offered by the development process of 
the Eclipse platform, called the Eclipse way [13, 20]. The Eclipse way is a mediating 
position between the dogma of radical tailorability and eXtreme Programming. It  
follows the position of radical tailorability since all development is based on compo-
nents to keep the software adaptable and extendable in order to deal with the hetero-
geneities and dynamics in the fields of application. However, the Eclipse way does 
not assume that product-oriented flexibility will fully solve the problem of future  
requirements. It has developed some techniques to foster feedback from users. How-
ever, Eclipse does not provide a technical infrastructure to bridge the gap between 
designers and users. Moreover, the Eclipse way has never been applied to domains in 
which users are non professional designers. 

3   An Infrastructure for Appropriation Support 

The state of the art does not provide technical support for appropriation work from a 
‘design for usages’ perspective. To fill the gap, a technical infrastructure for user-user 
and user-designer collaboration is proposed here. The design of the infrastructure is 
based on two basic assumptions:  

(1) Appropriation processes require knowledge sharing among users. Therefore, 
communication channels should support communities of users to reflect upon the us-
age of their software.  

(2) Support for appropriation processes needs to bridge between product- and 
process-oriented flexibility. Therefore it is necessary to provide communication chan-
nels between users and developers.  

Figure 1 illustrates our model of an appropriation infrastructure. We assume that 
different users, power users, or system administrators work with a software applica-
tion that is assumed to be flexible in a product-oriented sense. In an EUD sense it 
could consist of software modules which are represented at the user interface, are 
meaningful to the users, and can be tailored by them. The communication channels  
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Fig. 1. Infrastructure for Appropriation Support 

among users should hence be integrated into the user’s interface and refer to the 
modularized structure of the functionality (see section 5).  

 

Moreover, our approach is based on the assumption that a team of designers and 
engineers deal with the modularized code for maintenance and redesign purposes. 
Communication channels should allow users to express design requirements towards 
the software team referring to the modularized structure of the user’s interface (see 
section 6). The content of the functionality-related communication among users 
should become visible for designers as well. 

To act as a boundary object among users, the functions of the application and their 
tailoring options need to be understandable from different backgrounds of practice 
and levels of expertise. Developers should be equipped with support that enables 
them to perceive the usage of the application and to recognize break-down situations. 
Moreover, they need tools to efficiently provide additional flexibility, implement 
changes or refactor an application. We believe that access to a repository of compo-
nents could contribute to more efficient work processes.  

4   BSCWeasel 

To explore the idea of an infrastructure for appropriation support, we have developed 
a groupware application, BSCWeasel, which contains communication channels for 
appropriation support.  

BSCWeasel is a rich client based on the BSCW platform. BSCW (Basic Support 
for Cooperative Work) was one of the first web-based groupware applications. It was 
developed at the German National Center for Research in Information Technology 
(GMD) during the mid 90s [4]. It offers a 'shared workspace' which supports a group 
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of users to up- and download documents. Additionally, awareness services, differenti-
ated access rights, a group management tool, email distribution lists, a discussion fo-
rum, and a shared calendar complement the functionality of the groupware. 

The fully web-based solution of BSCW has specific advantages. Obviously, there 
is not any installation effort on the client side. However, there are also considerable 
technical limitations due to the fact that BSCW just offers a thin client. There is not 
any redundant local storage for important files, a permanent internet connection is 
required, and streaming information (e.g. to provide peripheral awareness) is difficult 
to implement.  

Therefore, we have developed a rich client extension, called BSCWeasel which is 
based on Eclipse. BSCWeasel started as an open source project in spring 2004 (cf.: 
http://www.bscweasel.de). So far we still follow the basic client server architecture of 
BSCW where the clients interact with a BSCW server. To implement rich clients, we 
used the component-based software development environment Eclipse Rich Client 
Platform (RCP) as the application framework [34, 35].  

Eclipse is a development environment for component-based applications. Eclipse 
RCP is a core component of Eclipse, which allows running component-based applica-
tions on a variety of different operating systems. Moreover, the Eclipse Foundation 
promotes the growth of the Eclipse Ecosystem which allows benefiting from the re-
sults of a large community of developers. Eclipse provides a well supported and sta-
ble environment to build component-based applications. Another reason to choose 
Eclipse was the fact that the framework is open source. So the source code is avail-
able and enabled us to change the framework where necessary. 

In a first version of BSCWeasel, we basically implemented the main features of 
the web-based BSCW client [cf.: 1]. Later on, we added components, called plugins 
in the Eclipse terminology, to realize new functionality. A set of new plugins offer 
tools for synchronous cooperation based on the XMPP/Jabber instant message proto-
col. We also developed a plugin which allows the fat client to deal with more than 
one BSCW server. Additionally, we extended the awareness functionality of BSCW 
and implemented a caching mechanism.  

5   Collaboration among Users 

To support collaborative appropriation activities among users, we suggest making 
help functions highly context sensitive and to augment help functions by functional-
ities of a community system. In our work, we draw on Wikis to augment help func-
tions. Wikis are widely spread and allow editing texts in a collaborative manner.  

We decided to represent the traditional help text of each function within a Wiki. 
Users can extend, change or annotate these texts. They can create different local de-
scriptions of purpose, usage, or outcome of a function and exchange knowledge con-
cerning the appropriation of this function within their local practices. Access to the 
Wiki needs to be highly contextualized at the user interface to select those Wiki en-
tries which are associated with the current usage. In our approach, we took the state of 
the application as a proxy for the actual context of use. By means of the Meta Object 
Protocol and runtime reflection [18], we linked Wiki/help pages technically to spe-
cific states of the application.  
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From a user’s perspective, a Wiki page refers to a function perceived by the users 
at the interface of the application, and therefore, supports appropriation discourses 
among communities of users (also addressing diversifying sub-communities). The 
user first selects the object in question and then presses F1 to open the corresponding 
help/wiki page. So, the software application offers a built-in communication channel 
among users and therefore acts as a boundary object for contextualizing the discus-
sion among users (see section 3). 

The Wiki discourse infrastructure was realized using standardized software inter-
faces, but the realization of context sensitivity is more challenging. We used context 
identifiers in the applications source code to anchor wiki widgets in a certain func-
tionality area. However, this implementation strategy turned out to be hard to main-
tain since designers may either forget to write help texts for an identifier or place the 
context identifier at the wrong position in the source code.  

 

      

Fig. 2. Highlighting the point of interest: (left) from a user perception (right) from a computa-
tional perceptive (the tool tip refers to information that can be gathered by algorithmic reflec-
tion on current state of the application) 

However, the situatedness of work activities ([37]) is a tough challenge for the un-
derlying assumption that the execution position in the code is an appropriate measure 
for the current work context. Still manual maintenance of context identifiers would be 
quite error prone, as well. Therefore, we studied in which way users make sense of 
the “set of pixels generated and managed by a computational process that is the result 
of the computer interpretation of a program P.” [5]. In our empirical studies of users’ 
perception we present the users several screenshots of known and unknown pro-
grammes and ask them to highlight their point of interest (cf. Figure 2 left). In these 
studies, we observe that the way users give the pixel a meaning is related to the wid-
get hierarchy of the interface. Based on this observation we created an algorithm 
which identifies function compounds as they are perceived by the users and maps 
them with stable context identifies. The calculation of the stable context identifier use 
the runtime reflection feature [18] to gather information that allows a computational 
identification of the point of interest  (the tool tip in Figure 2 shows some of the in-
formation that was available for that widget via runtime reflection) [cf. 14]. 

The identified widget was highlighted as a potential point of interest at the inter-
face (cf. Figure 2) and using the calculated context identifier as a shared reference 
point it offers access to the corresponding public Wiki page (cf. Figure 4) . 
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To implement the communication channels among users as described above, we 
have developed the CHIC-architecture (Community Help in Context) [36]. CHIC 
consists of three generic software modules: Application Integration Module (AIM), 
Context-Aware Adaptation Module (CAM), and Community-based Help System 
(CBHS) (see Figure 3).  

 

Fig. 3. Architecture of Community Help in Context (ChiC) 

The Application Integration Module (AIM) integrates CHiC into an existing appli-
cation and the user interacts with CHiC using it. When the user asks for help by 
pressing F1, it highlights the user perceived functions mapped to a context identifier 
and offers a “single-click” access to the CBHS-System [45] (for the interface see Fig-
ure 2). In order to provide this functionality, AIM requests the necessary information 
from the Context-Aware Adaptation Module (CAM). CAM mainly calculates the 
context identifier and mediates between AIM and CBHS. The CBHS can be any 
community system, like a Wiki, which provides an infrastructure for help discourses. 

 
 

 
 
 
 
 
 
 
 
 
 

Fig. 4. Changing the selected interface element triggers a recalculation of the help entries (1).  
A click on one of the help entries opens the Wiki page via the internal web browser (2). 

In the BSCWeasel case, we use the Eclipse framework to integrate the Wiki help 
into the application context. We benefit from the Eclipse architecture which allows 
adding new help items dynamically. A help item implements the interface 
IHelpResource which delivers the subject labels of help texts and the URLs of the 
corresponding Wiki pages. The subject labels of help items are displayed as links in  
 



 Appropriation Infrastructure: Supporting the Design of Usages 59 

the help window of Eclipse. When a user clicks on the label, Eclipse opens the inter-
nal web browser and loads the associated web page (cf. Figure 4). To realize CAM 
under Eclipse, we extended the IContextProvider. IContextProvider is invoked when-
ever the state of the application has changed. CAM uses this trigger to inspect the 
actual system state and requests CBHS to return a set of help entries. 

The CBHS module was realized by integrating the Atlassian Confluence Wiki1 be-
cause it provides a commenting function, several notification mechanisms like mail, 
RSS, and the recently changed pages. Moreover, it provides a well defined Web Ser-
vice API.  

6   Collaboration between Users and Developers 

To offer collaboration support for users and designers, we have integrated a profes-
sional requirements tracking system into the BSCWeasel application and have 
equipped it with a specific interface for the users.  

With regard to designers’ needs, our goal was to minimize the overhead from the 
administration of direct user feedback together with other sources of requirements. To 
encourage contributions from a wide variety of different users, we wanted to provide 
a gentle slope of increasingly more complex levels of participation [22] in the  
requirements specification process. Legitimate peripheral participation in the re-
quirements specification process is supported by allowing end users to just mark 
shortcomings in their current interface. However, lead users can use the system to 
discuss and test newly designed features in interaction with the professional designers 
who can use the system also for their work (e.g. design planning and scheduling).  

To realize this part of the appropriation infrastructure, we came up with a hybrid 
approach which combines an external requirements tracking system with an Eclipse 
plugin which is integrated into the BSCWeasel user interface. The plugin provides 
specific views on the requirements tracking system. Technologically we drew on the 
Web Service API/remote method invocation interface of the requirements tracking 
system to integrate its user interface into the BSCWeasel application.  

We decide to use a professional requirements tracking system, called JIRA. JIRA 
is a web based application supporting the interaction among developers. JIRA allows 
saving requirements in textual form, which can be annotated with attachments, e.g. 
log files or screenshots. Users of JIRA can discuss these requirements, prioritize and 
vote for them. A configurable workflow allows processing these requirements within 
the team of developers. The functionality of JIRA can be used via a web-based inter-
face or it can be integrated into 3rd party products via the Web Service API. 

The integration into BSCWeasel was realized implementing an Eclipse plugin 
called PaDU (Participatory Design in Use). PaDU packages JIRA’s Web Service API 
and makes it available for Eclipse RCP applications. If a requirement is submitted to 
JIRA or information is retrieved from JIRA, PaDU will carry it out via the XML 
RPC. To lower the barriers for users, PaDU uses the integrated web browser of 
Eclipse. When the user wants to see detailed information about his contribution, 
PaDU will open the corresponding web page. 

                                                           
1 http://www.atlassian.com/software/confluence/ 
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PaDU allows contributing to the design process directly from the BSCWeasel user 
interface. PaDU integrates two buttons into the user interface of the BSCWeasel ap-
plication (see Figure 5). The buttons help distinguishing between critical incidents (a 
subjective breakdown of tool usage) and use innovations (a new way of using existing 
functionality or a new idea for interesting functionality). These buttons are always 
visible and they are used as access points to document problems or suggest new de-
sign ideas. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 

Fig. 5. PaDU’s access point is in the button bar which activates the requirements tracking  
system 

When a user presses one of these buttons, a multi-page dialog window appears. 
The dialog is adapted from the critical incident dialog [4] by Hartson et al [8]. Beyond 
purely textual descriptions of the requirements, we integrated features which allow for 
ostensive and deictic references to the software artefact in order to clarify design 
ideas. We have, for instance, extended the dialog window to enable users to add 
screenshots, annotate them textually or graphically, and attach own sketches. PaDU 
automatically takes a snapshot of the current state of the BSCWeasel interface at the 
moment it is activated. A drawing tool is available to edit the screenshots.  

Designers can deal with the contributions of the users in the same way they do 
with any other requirements documented in the system. They can discuss these re-
quirements, prioritize them and vote for them. To offer accountability with regard to 
their inputs, users can see all activities that happen in the requirements tracking sys-
tem. Via their interface, users can track the state of their contributions. They are in-
formed via email in case someone comments on their input. They can also set up links 
to other entries in order to be informed about the state of their procedure. Addition-
ally, designers can send a direct email to a user to clarify open issues.  

However, the discourse culture which emerged in the BSCWeasel project was 
slightly different. Instead of writing an email, questions to a contributor were attached 
as a comment. The contributor received an email containing this comment and had the 
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option to answer to the email by adding a new comment. As a result, a public dis-
course around certain requirement emerged. 

We understand design to be a communicative process which needs to be transpar-
ent to those who want to participate.2 In order to satisfy this requirement users and 
designers should have similar rights with regard to inspecting the requirements data-
base and adding comments. To support users in becoming familiar with the web inter-
face and to increase their awareness of the design process, PaDU’s start page contains 
all the contributions made by this particular user.  

Additionally, we save a user’s contributions locally. So, writing a design sugges-
tion can happen before it is published within the requirement tracking system. Users 
can see all of their ideas in a list. A double click on published design ideas opens  
the web browser and shows the corresponding web page in the requirement tracking 
system. The web page shows the contribution in detail, the state of the contribution in 
the overall design process, and discussions and comments added in reaction to the 
contribution. 

7   Bridging between Product-Oriented and Process-Oriented 
Flexibility 

With regard to product-oriented flexibility, the current BSCWeasel implementation is 
grounded in the features which Eclipse RCP provides. A plugin is in a technical sense 
the smallest application unit of the Eclipse Platform function that can be developed 
and delivered separately [16]. Such a component must be designed according to the 
Eclipse plugin mode which is an extension of the common OSGi standard. Roughly 
spoken a component is a bundle of java code, additional resources, and a description 
of the component’s properties. 

Product-oriented flexibility is basically limited to extensibility. The Eclipse Update 
Manager allows high-level components to be integrated at runtime into a composition 
to provide additional functionality. Plugins for an application are stored in specific 
web sites and have to follow the update site’s specification. From this site they can be 
downloaded to the local plugin directory. 

Compositions of plugins cannot be reassembled during runtime by end users since 
Eclipse RCP does not provide any specific user interface for that. Contrary to 
FreEvolve [37], Eclipse does not connect the component structure with the corre-
sponding elements at the user interface. 

Beyond extensibility, Eclipse RCP implements an interface-related aspect of prod-
uct-oriented flexibility which is part of the Eclipse workbench concept. The user in-
terface of an application is subdivided into different areas in which different interface 
elements (called views) can be placed. These areas can be recursively split when 
needed. Users can reposition these interface elements to compose a new integrated 
user interface and enhance the functionality by adding new views.  

                                                           
2 This aspect distinguish our approach, e.g. from the concept of remote evaluation promoted by 

Hartson et al. (1996). In their work end users should only deliver information of shortcom-
ings in the design. However, their participation in the design-related discussions of these 
shortcomings is not technically supported.  
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Fig. 6. Screen shot of an Eclipse workbench with a set of BSCWeasel related views (outlined 
with a rectangle) 

Figure 6 provides a screenshot of the interface of the BSCWeasel, which illustrates 
the Eclipse workbench concept. Typically at the beginning the BSCWeasel user inter-
face displays only some views and with the time the user interfaces become more 
complex, presenting more sophisticated features (like the Event Monitor in Figure 6, 
which presents awareness information). 

We have set up an agile software development process to be able to react immedi-
ately to user requirements expressed within PaDU. To bridge between product- and 
process oriented flexibility, the developers can build new plugins or modify existing 
ones by means of short release cycles. We practice refactoring, as a method for archi-
tectural evolution. Eclipse as a software development environment offers tool suites 
to support these approaches to process-oriented flexibility, like refactoring feature, 
Release Engineering support, etc.  

8   Case Study 

Both prototypes which we described here were implemented based on the Eclipse 
plugin framework. Together with further applications that are being used at the pe-
riphery of other implementations (e.g. email clients), they form an infrastructure to 
support appropriation work in the late phase of usage design. Any application which 
operates on the same infrastructural background (Eclipse) would be able to use our 
concepts.  

To evaluate our concepts, we implemented them into the BSCWeasel client. 
BSCWeasel was developed by a research group of a German university. The core 
group consisted of two developers which were complemented temporarily by differ-
ent student teams. Contrary to most work in the area of product-oriented flexibility, 
we applied an agile development process which was directed towards short release 
cycles and an immediate evaluation in practice.  

In May 2005 an initial version of BSCWeasel was used by the developers and their 
student team. Later versions were announced towards the research group at the 
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university (about 15 members) and towards two groups at a research institute in ap-
plied computer science (about 15 researchers) 100 km away from the university. All 
researchers were basically familiar with BSCW, though the system was applied to 
rather different degrees. The appropriation process of BSCWeasel was analyzed via 
the discussion threads provided by PaDU and CHIC. Moreover, observations and in-
formal interviews were carried out to explore the appropriation of BSCWeasel further 
on.  Additionally, two studies were conducted based on the ISO 9241-10/12 standards 
to improve the usability of the application. The first study was carried out in April 
2005 with nine users. It focused on the basic functionality of BSCWeasel. In January 
2006, a second study with six users looked particularly into the usability of the CHiC 
and PaDU functionality. 

With regard to the appropriation of BSCWeasel at the university and the research 
institute, we know about 10 regular users. They were intense users of BSCW before 
and identified specific BSCWeasel functions to be incorporated into their practice. 
The individual “killer” functions were not part of the BSCW thin client and covered a 
wide range of functionality. Some of them were requested via PaDU – like the option 
to download more than one file or complete folder structures, or a synchronized view 
on local and remote directory structures. Other functions were communicated directly 
towards the team of developers.  

About half of the BSCWeasel users have made use of PaDU. From September 
2005 to July 2007 130 design requirements were expressed via PaDU. Due to the rela-
tively small number of active users the design team was rather reactive towards their 
suggestions. About 50% of these proposals got implemented.  

In evaluating our experiences, we will focus on two main issues. First, we will in-
vestigate into the impact the appropriation infrastructure had on the design process. 
Secondly, we will look into the relations and interferences among the different func-
tions of the appropriation infrastructure. 

8.1   Grounding Design in Practice 

After the roll-out of PaDU, the designers got more feedback from users. Since PaDU 
items were stored in the Bug Tracking System, the feedback was more systematic and 
easier to handle and became an integral part of the coordination work carried out by 
the designers. 

PaDU is mainly used by users to make designers aware of a usability problem 
and/or feature request, however discussions among designers and users happened 
rarely. This may be due to the fact that PaDU does not disclose the users’ identity. 
However, we found frequent instances in which contributions made in PaDU trig-
gered a reflection process within the design team, e.g. discussing design alternatives 
related to a concrete user experience. Sometimes designers react to a user comment, 
when requirements expressed by the users were not clear (e.g. a designer wrote: 
“Well, technically this is a little thing [to implement the feature request]. However, 
for the moment is not yet clear to me how you would like to use it”) or different solu-
tions were possible, (e.g. asking which of different options to implement an “open file 
with …” feature would be needed). 

Most of the contributions made by the users referred to cases in which they were 
able to accomplish their task, often by means of a workaround, but wanted a better 
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support from BSCWeasel. The snapshot annotation tool was typically used to point to 
the referred area in the user interface. The suggested redesign would render more con-
trol or efficiency to their work. For example, with regard to the upload function a user 
made the following proposal: “It would be a nice thing to know the data volume 
ahead of an upload. In this case one would know how long it takes and whether there 
is sufficient space available”. 

Analyzing the contributions made via PaDU, we found little design requirements 
which went far beyond the given functionality. Most of the suggestions were rooted in 
practical experiences using BSCWeasel in the users’ daily work. Accessing PaDU 
directly from their context of use seems to stimulate users to focus on present-at-hand 
technology when contributing. It seems to result in incremental rather than highly 
innovative suggestions for redesign. 

However, these contributions, based on practical experience, had a considerable 
impact on the design process. One of the developers came up with the following bon 
mot: “If programming is understood as theory building [24], PaDU helps making it a 
‘grounded theory’”. 

Nevertheless, PaDU should be perceived as an additional instrument to improve 
distributed, continuous Participatory Design and not as a replacement for traditional, 
creativity oriented Participatory Design instruments like Future workshops. 

8.2   Integrating Different Functions in an Appropriation Infrastructure 

When integrating the different parts of the appropriation infrastructure and studying 
them simultaneously, we became aware of the phenomena of interference. The lack-
ing integration of users’ communication channels with those channels between users 
and designers created problems. The segregation of the different appropriation sup-
port functionalities – such as help, adaptation, or requirements articulation – seems to 
be dysfunctional.  

We observe that CHiC was mainly used as a traditional help system with only little 
discussions among users going on. It seems that CHiC and PaDU cannibalized each 
other since both could be applied when BSCWeasel was not present-at-hand. This 
fact became obvious in the second usability study. An interviewee stated that he is 
occasionally uncertain whether to address other users or better the developers. He had 
a problem in connecting the BSCWeasel client with the BSCW server. Reflecting on 
his problem, he was not sure whether it was caused by bad design or inappropriate 
use. So he could not decide easily whether to discuss his problem in PaDU or CHiC. 
In another case a user explained that she put a question into PaDU but later cancelled 
it. She was not sure whether this issue was just her personal problem, (“just not 
knowing enough about the system”), or if the issue was more generally relevant for 
the design of BSCWeasel. These findings seem to indicate a need for a deeper inte-
gration of PaDU and CHiC.  

Another example for lacking integration is the gap between flexibilization at the 
level of the user interface compared to the level of the component structure of the 
application and its missing integration into a communication infrastructure. Eclipse’s 
“viewer” concept offers an elegant solution for the composition of interface elements 
compared to user interfaces of web-based clients augmented by applets. All interface 
elements can be integrated into a combined view, called perspective. We observed 
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that this feature was applied by the users to individualize their user interface. How-
ever, Eclipse still suffers from the fact that this interface layer of a user centric com-
position is not connected to the underlying component structure. So, the underlying 
structure is not visible and cannot directly explore from the user interface taking the 
actual use context into account. Obviously, lacking references between software 
structure and user interface leads to confusion and does not support users in under-
standing the linkage between the user interface and the software architecture [6]. 

As a result, users may develop a mental model which diverges strongly from the 
software architecture. It leads specifically to problem in cases where applications, such 
as Eclipse IDE or BSCWeasel, are composed by hundreds of components provided by 
different vendors.   During our usability study we found an example for these phenom-
ena.. It turned out that users assumed that our chat tool (a 3rd party component) and the 
BSCW system where tightly coupled because the interface elements were integrated. 
In another case we observed an Eclipse IDE user who had problems in finding out 
which vendor was responsible for a specific view which he had added to his user inter-
face. He was looking for more information about the object in question.  

Moreover, Eclipse suffers from lacking integration of the component management 
features into a community-oriented communication infrastructure. The Eclipse com-
munity starts to become aware of this problem. In particular, some commercial com-
panies like Innoopract have started to extend Eclipse with a component repository 
service with thousand of plug-ins. They support end users to assemble their personal 
Eclipse configuration out of the repository in an easy way. Furthermore one can ob-
serve that traditional centralized provisioning strategies will be enhanced by concepts 
that support a grassroots diffusion of composition and tailored artifacts. 

9   Conclusion 

Support for appropriation work has to be understood as a core challenge in the field of 
End User Development.  From the perspective of appropriation work, the concept of 
design needs to be re-interpreted. It should be understood as designing usages, not 
tools. In such a perspective, activities of end users such as configurating, tailoring, 
sense making, or negotiating conventions of usage have to be linked to the work per-
formed by software developers. Appropriation and realization are dialectic moments 
in usage design, while in the late phase it is mainly driven by actors and stakeholders 
from the use sphere, not from the design sphere. These activities can be considered as 
inherently collaborative and should be explicitly supported by appropriate infrastruc-
tures build into the applications. Extending earlier research, we aimed for an infra-
structure that does not only support user-user-collaboration, but also integrates the 
professional designers’ work sphere. When supporting appropriation work, it seems to 
be necessary to go beyond traditional EUD techniques such as configurating or tailor-
ing and connect professional designers with end users. 

As a first case of an appropriation infrastructure, we developed collaborative func-
tionalities based on the Eclipse plugin architecture. We integrated this infrastructure 
into BSCWeasel, a rich client for the web-based groupware system BSCW.  The first 
functionality we provided – supporting user-user collaboration - was a context-aware 
extensible help system based on a wiki metaphor. Help texts could be complemented 
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or specialized for certain situations of usage. The second functionality we provided – 
supporting user-designer collaboration – was a requirements tracking system that  
allowed for rich technology-related articulations and collaborative requirements man-
agement and was integrated into the application, as well. Together with additional 
tools which were integrated, they form an infrastructure for appropriation work. 

We collected first evaluation data by means of an empirical case study covering the 
infrastructure’s appropriation in three research groups. Some of the assumptions guid-
ing our design have been confirmed by the study. First of all, there is an interest, if 
not even a need, for collaboration in the appropriation of technology. It makes sense 
to understand the application to be appropriated not only as a boundary object be-
tween design and use, but also as a communication anchor and medium for appropria-
tion activities. Figure 1 illustrates the fact that both the appropriation infrastructure 
and the component-repositories mediate between the developers and user communi-
ties if such a modularized design is meaningful for the different actors. 

From a user perspective, the following activities seem to be expressions of appro-
priation work which are grounded in the reflective use of an application: 

• consulting help systems,  
• making requirement inquiry and (re-)design contributions, 
• tailoring and updating an application. 

Therefore, appropriation activities should be conceptualized from a holistic per-
spective. Appropriation infrastructure should integrate the different support features 
to a wider extend than BSCWeasel has done so far. The infrastructure needs to be 
tightly integrated into the software artifact for an optimal support of usage design: 

• the communication channels should be activated directly from the access 
point of the functions they refer to [cf.: 44], 

• the communication channels should be structured according to the way the 
users perceive the functionality, 

• the communication channels should offer opportunities to create deictic ref-
erences towards specific aspects of the functionality. 

In order to better support appropriation work, the linkage between product- and 
process-oriented aspects of flexibility implies further fundamental design challenges. 
Users and designers need to build common ground with regard to the component 
structure of an application. Users build their mental models of technology based on 
the perceived functionality. Designers work is typically grounded in a long profes-
sional tradition of software modularization which has led to a separation of applica-
tion logic and user interface. However, when supporting appropriation work, this  
tradition needs to be challenged since it is the source of misunderstandings between 
designers and users. 

Our research needs to be extended to a theoretical level (e.g. connecting it to the 
discourse around ‘infrastructuring’, [33]) as well as on a technological level (e.g. fine 
grained component based tailorability beyond plug-in integration, additional support 
functions, different infrastructural background technologies, e.g. service-oriented 
architectures). Ultimately we hope to be able to establish a methodological perspec-
tive on end user development understood as software (usage!) design which is not 
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dominated by the traditions of programmers but respects the work of all stakeholders 
involved. 

We conclude this paper with a refinement of the definition of EUD, picking up the 
consideration that EUD should support a continuous co-evolution of both, the system 
and the user [5, 10]. In times where software development methodology conceptions 
like ‘perpetual beta’ [48] becomes general accepted designers, co-workers and other 
stakeholders of the software artifacts are essential participants in the continuous  
co-evolution. This also means that personal and shared design activities as highly 
interwoven. A definition of EUD should be reflected this issue, thus we suggest a 
refinement as follows: EUD denotes a set of methods, tools and techniques to support 
end users to enforce their interests in the continuous co-evolutionary process by 
modifying individual artifacts or participating in the modification of shared artifacts. 
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Abstract. Nowadays very different people use computer systems for their daily 
working activities, but also for fun and entertainment or only to satisfy their 
information needs. Designers are doing their best to create computer systems 
that work as end users expect, but it must be honestly admitted that they often 
fail and end users have all rights to complain. In order to improve this situation 
and create better systems, participatory approaches have been proposed, which 
involve end users in the design and development process. However, this 
solution is not without flaws, mainly because timing and ways of users' 
participation are very critical. In this paper we discuss our approach to create 
working systems, which is based on a star model of the software life cycle that 
drives system design, development and evolution, since software design and 
development is seen as an evolutive process, driven by end-users activities in 
the real life. System development does not end with its first release; it is 
experimented by its end users and further evolved on the basis of their 
feedbacks. End users are truly engaged in the software life cycle as co-designers 
and experimenters of the software tools they will use in various application 
domains. 

Keywords: Design Methodology, Star Life Cycle, Co-Evolution of Users and 
Systems, End-User Development. 

1   Introduction 

Current development of Information and Communication Technology (ICT) leads to a 
continuous growth of both computer systems and end-user population. Designers are 
doing their best to create computer systems that work as end users expect, but it must 
be admitted that they often fail [1]. Consequently, people are not satisfied with the 
system they use and companies investing in ICT are unhappy because a lot of money 
and resources are wasted.  

In order to design successful interactive systems that meet users’ expectations and 
improve their daily life, a designers’ major issue is: “How to define an interaction 
language that allows end users to easily perform their activities”. This language must 
be expressive enough to allow end users to formulate the solutions to their problems, 
and yet not so rich to generate user disorientation. Thus, on one side there is a 
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notation problem, while, on the other side there is a problem of system complexity. 
As to notation, each element of the end user-system dialog must be expressed with 
symbols the user can correctly interpret in her/his context and application domain. As 
to complexity, the language should offer to its users all and only the tools they need to 
perform their activities in a certain time and context. 

Many questions arise. Who can define and evaluate notations understandable by 
users? Who can identify the set of tools required in a certain context during a certain 
activity? The answer is: the end users themselves. User involvement in the design 
team is the key point of participatory design approaches [2]. However, this solution is 
not without flaws, as clearly stated in [1]. Indeed, it is well known that end users are 
unreliable when requested to explicitly explain their needs and envision system 
functionalities, while they are very capable of detecting problems and difficulties 
when using a software system [1], [3]. 

We consider end users as domain experts and have worked with them in the design 
and development of systems in various application domains [4], [5]. Based on this 
experience, over the past few years we have been developing the Software Shaping 
Workshop (SSW) design methodology. We show in this paper that the SSW 
methodology is able to truly engage users at times they can provide valuable 
indications, as recommended in [1]. This goal is achieved by localizing the interface 
to user culture and allowing users to interact directly with the system under 
development. In this way, users are better engaged since they experiment the system 
in their ‘sphere of work’ [1]. In other words, the SSW methodology adopts a star 
model of the software life cycle, which anticipates the time when users test the system 
in their work practice [6]. This methodology acknowledges software design as an 
evolutive process, driven by user activities in the field. System development does not 
end with its first release; it is experimented by its end users and further evolved on the 
basis of their feedback. The system keeps evolving during time, since its use changes 
users’ working practices, so that they require new functionalities and new tools [7]. 

End users are willing to be more involved in designing and developing their tools. 
The boom of the Web 2.0 is pushing people not only to use software, but also to create 
it. The Web already supports some kind of End-User Development activities, ranging 
from simple parameter customization to modification and assembly of components, 
creating simulations, games and web contents [8]. We will show in this paper how the 
SSW methodology supports the creation of computer systems that evolve in time and 
allow end users to be co-designers of their tools. In this way, it provides a contribution 
towards computer systems that work successfully in the real life. 

The paper is organized as follows. Section 2 discusses motivations of this work. 
Sections 3 and 4 describe our approach to system design, development and evolution. 
Section 5 reports a case study that illustrates the practical application of the described 
concepts. Section 6 concludes the paper.  

2   Background and Motivation 

The diffusion of the World Wide Web as the platform for a wide variety of 
applications raises many expectations about the possibilities offered by web-based 
interactive systems. The interaction dimension creates new challenges for system 
specification, design and implementation. First of all, the use of an interactive system 
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cause the working environment and organization to evolve, and force the system to 
adapt to the evolved user, organization and environment (called co-evolution of users 
and systems, see [5], [9]). Moreover, current techniques for software specification and 
design, such as UML, are very useful for software engineers, but they are often 
unfamiliar to users’ experience, language, and background so that they fail to provide 
a good communication between application designers and users. This communication 
gap is a reason why software systems are often poorly usable [10]. To overcome these 
problems, software development methodologies aiming at participatory design [2] and 
open-ended design [11] are invoked. However, designers must make sure that end 
users are engaged at opportune moments, when they can provide useful suggestions. 

A further reason that makes very difficult the creation of successful systems is the 
diversity of end users: they have very different physical, cognitive and cultural 
abilities, needs, interests and activities they want to perform with computer systems. 
This diversity calls for general, adaptive systems [10]. The temptation is to develop 
very general systems, which may easily become Turing Tar Pits in which “everything 
is possible but nothing of interest is easy” [12]. The opposite temptation is to create 
specialized systems, focused on the activity of a well-specified user – or a well 
specified and restricted community of users linked by similar practices or similar 
interests – working in a restricted context. In such systems Fischer warns about the 
perils of this tendency: beware of the Turing Tar Pit inverse, i.e., overspecialized 
systems that permit only a limited number of activities, which cannot be generalized 
nor adapted and evolved [13]; they become a strict cage for end users by limiting their 
strategies for achieving their goals. Indeed, domain-specific systems support certain 
problem contexts but the ability to extend them is very limited; even minor 
incremental changes are often impossible. 

The design methodology we have developed in the last few years is suitable for 
developing interactive systems that are not Turing Tar Pits or the inverse. The 
methodology stems from our experience in participatory design of several 
applications. However, our participatory approach is very different from the 
traditional one [2] that recommends to involve end users in the design team just to 
provide advice on their needs and expectations. They are more engaged in the overall 
design and development process, being not only co-designers but also experimenters 
of the evolving system.  

Involving users in software project initiatives has been frequently indicated as a 
critical factor in the creation of successful software [14]. It is well acknowledged that 
it is good practice to involve users in designing the software applications with which 
they will be working. This principle of participatory design is reflected in a wide 
spectrum of methodologies in use today, such as agile programming.  

Recent researches show that, because end users are busy with their work, they will 
generally not be fully engaged in analyzing and evaluating new systems [1]. They 
become committed only when the system impacts on their daily life, i.e. when the 
system is released in the field. In the design and development phases, attempts to 
increase user participation are helpful, but only partially effective. Our experience is 
in line with this view: only when a new system impacts their daily practices, end users 
are able to evaluate it and raise significant issues about its functionalities and 
usability. This does not mean that involving end users in early phases of the design 
process is of no value, because they certainly provide useful feedback; it suggests that 
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we have to revise the different stages of system development. Wagner and Piccoli 
recommend that post-implementation activities that try to solve the many problems 
raised by end users when they start working with the final system must be 
legitimized: they are not signs of system failure, but they are the only useful way of 
facing with actual users’ needs and expectations [1]. 

One of the novelties of the SSW methodology is the proposal of modifying the 
traditional software life cycle by considering software design as an evolutive process, 
during which end users have the possibility of working in real settings with prototypes 
that will be evolved on the basis of the results of this work. Thus, end users are not 
required to envision since they experience what the end product will be and how it 
will impact on their work practice, being able to provide very valuable feedback. 

In today information and communication society, end users are no longer passive 
consumers of computer tools, but they are shifting toward a more active role of 
information and software artifacts producers [15]. This is also highlighted by 
Shneiderman’s claim: “the old computing was about what computers could do; the 
new computing is about what users can do” [16].  

Our approach aims at developing software environments that support end users in 
performing their activities of interest, but also allow them to tailor these environments 
to better adapt them to their needs, and even to create or modify software artifacts. 
The latter are defined activities of End-User Development (EUD), to which a lot of 
attention is currently devoted by various researchers in Europe and all over the world 
[17], [18], [19], [20]. 

EUD implies the active participation of end users in the software development 
process. In this perspective, tasks that are traditionally performed by professional 
software developers are transferred to the users, who need to be specifically supported 
in performing these tasks. User participation in the software development process can 
range from providing information about requirements, use cases and tasks, as required 
in traditional participatory design, to creating/modifying software artefacts. Some EUD-
oriented techniques have already been adopted by software for the mass market such as 
the adaptive menus in MS Word™ or some Programming by Example techniques in MS 
Excel™. However, we are still quite far from their systematic adoption. 

To permit EUD activities, we consider a two-phase process, the first phase being 
designing the design environment (meta-design phase), the second one being 
designing the applications by using the design environment. The two phases are not 
clearly distinct, and are executed several times in an interleaved way, because the 
design environments evolve both as a consequence of the progressive insights the 
different stakeholders gain into the design process and as a consequence of the 
feedbacks provided by end users working with the system in the field. This two-phase 
process requires a shift in the design paradigm, which must move from user-centered 
and participatory design to meta-design [4], [21].  

3   A Strategy for Supporting Users’ Co-design  

Meta-design refers to the design of environments that allow end users to be actively 
involved in the continuous development, use and evolution of systems. In this 
perspective, meta-design underlines a novel vision of system design, which is the 
basis of our approach and considers end users as co-designers of the tools they will 
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use. All stakeholders of an interactive system, including end users, are ‘owners’ of a 
part of the problem: software engineers know the technology, end users know the 
application domain, Human-Computer Interaction (HCI) experts know human factors, 
etc.; they must all contribute to system design by bringing their own expertise. 
Stakeholders need different software environments, specific to their culture, 
knowledge and abilities, through which they can contribute to shape software 
artifacts. They should also exchange among themselves the results of these activities, 
to converge toward a common design. Moreover, co-evolution of users and systems 
forces all stakeholders to take part in a continuous evolution of the system [6], [20]. 
This can be carried out, on one hand, by end users, who can perform tailoring 
activities to adapt the software environments they use to their evolved needs and 
habits. On the other hand, end users should collaborate with all the other stakeholders 
in the evolution of the interactive system rather than just in the original design. 

Because of the diversity of end users, the challenge is to ensure the universal access 
and universal usability of interactive systems. The slogan “one size fits all” cannot be 
applied to the user interface; it is well known that people experience many difficulties 
when they interact with an interface presenting a huge number of functionalities, being 
overwhelmed with unnecessary interaction possibilities and often disoriented by them. 
Our approach aims at providing different communities of users with software 
environments that they may access and manipulate by exploiting their own system of 
signs (notation) [22]. We recognize, with Iverson, that a notation developed by users 
during years of experiences is a tool of thought [23]. However, we do not seek for a 
universal notation, but acknowledge that each user community has developed a notation 
that properly expresses the concepts and activities of that community.  

The interaction language exploited in each software environment is derived from 
the notation used by the community the environment is devoted to. This strategy has a 
drawback: it makes difficult for the user to understand the improvements on the 
system proposed by other stakeholders. To overcome this drawback and make fruitful 
this clash among laguages (and cultures), the proposed approach exploits system 
prototypes as boundary objects, supporting the communication among the different 
stakeholders. Each stakeholder describes the improvement s/he wants to add to the 
prototype by creating an updated executable prototype and possibly annotating it. The 
others stakeholders receive the annotated prototype and evaluate the proposal by 
reading annotations and concretely experimenting the prototype in their own 
environment while performing their work activity, thus living concretely the 
experience designed by the proposer. 

The Software Shaping Workshop (SSW) methodology we have described in [4] 
adopts a meta-design participatory approach that does not end with the release of the 
software, but continues throughout the whole software life cycle. A team of experts, 
including software engineers, HCI experts and domain experts, designs, implements 
and evolves an application throughout its life cycle. The aim of this methodology is to 
design interactive systems that are easily understood by their users because they 
“speak” users’ languages. An interactive system is designed as a network of software 
environments, called Software Shaping Workshops (SSW or briefly workshops), each 
of them being either an environment through which end users perform their activities 
or an environment through which stakeholders participate in the design of the whole 
system, even at use time. An SSW is designed in analogy with an artisan or engineer 
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workshop, the workroom where an expert finds all and only those tools necessary to 
carry out her/his activities. The tools reflect the experts’ needs. For example, the 
blacksmith’s hammer is suitable for heavy work and has different features than the 
shoemaker’s hammer, suitable for more precise work. Following the analogy, each 
SSW adopts a domain-oriented interaction language tailored to end-user culture, in 
that it is shaped and defined by evolving the traditional end-user notations and system 
of signs. In this sense, we refer to it as end-user language. Moreover, each SSW 
provides all and only those tools that are required to perform the specific activities to 
which the workshop is devoted. The data on which end users operate are thus 
represented as elements of the language. Note that using the word ‘workshop’ to 
denote the workroom we adopt the point of view of our users rather than the one of 
computer scientists who denotes, by this word, a brief intensive meeting. 

 

Fig. 1. The star life cycle model [1] 

The SSWs are continually updated both because experience shows that the first 
release of a system does not generally work properly [1] and because the use of a 
system changes the work practice and determines user evolution (for more details on 
user and system co-evolution see [5]). In other words, system design and development 
do not end with its first release, since it evolves by following a star life cycle 
represented in Fig. 1 [6]. This model includes the use and maintenance activities 
performed during the working life of the system. The novelty of the SSW approach is 
that the activities in the life cycle are performed by a team including users 
representatives. System development can start from any point in the star (as shown by 
the entry arrows in the model in Fig. 1), followed by any other stage (as shown by the 
double arrows), always performing evaluation, which is at the center of the star. In 
this way, the requirements, the design and the product gradually evolve, becoming 
step by step well defined. The Use/Maintenance box refers to activities in which end 
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users are truly engaged; they practice in the field with the current version of the 
system. They can enrich the system by creating new tools and, possibly, find out new 
ways to use it; they also discover flaws in its use [1], [24]. All this is possible when 
people use the system in real life, it cannot be imagined before. New iterations of 
design and development are then necessary.  

Results reached at each stage of the system life must be evaluated before passing to 
the next stage. This is why evaluation is the star center. In the SSW methodology, end 
users are always required to experiment the current version of the system under 
development: they express their observations and suggestions, resulting from such 
experiments. To this aim, they are allowed to annotate their own environment and to 
make these annotations available to the design team [25]. More details about the 
communications among workshops in the network, in order to evolve the system, are 
in [4], [5], [26]. Analogously, Software Engineering (SE) experts and HCI experts 
operate on prototypes and update them. The negotiation among the members of the 
design team is based on the use of prototypes. A modification of the system is either 
accepted and executed, or rejected by the team after each member has experienced it 
and the different findings have been discussed [25].  

The SSW architecture supports the methodology: a) each stakeholder operates 
according to her/his mental model by using a SSW customized to her/his notations; b) 
prototypes (as executable specifications) and annotations, by which each stakeholder 
describes why and how a prototype must be updated, are exchanged among SSWs. 

On the whole, the SSW methodology brings to a process of software design, 
development and evolution that fosters the active participation of end users, involving 
them when they can be more useful and productive. The process always starts with 
defining a prototype, which is the seed of the whole process. This prototype can be an 
existing system that must be improved, or a mock up that embodies the client 
specification, if the process starts from scratch. Each stakeholder in the design team 
experiments the prototype using it in her/his SSW, and finds out usability problems, 
or unnecessary elements, or inadequacies of the system with respect to the work 
organization. Each stakeholder can modify and/or annotate the prototype at hand to 
make explicit her/his observations. From these experiments, several proposals emerge 
as different improvements of the original prototype. Such different proposals are 
concurrently developed, subjected to a continuous experimentation and negotiation 
among the stakeholders, until an agreed proposal emerges. The interaction language, 
i.e., the set of user actions, their notation and interaction style, is progressively 
defined in the process, under the critical influence of the domain experts and all 
involved end users. As to the notation, the lexicon (textual and graphical) and the 
syntax are computerized versions of those used by the end users in their domain, 
properly enriched and formalized to be executable by a computer. The formalization 
process implies the careful design of the presentation elements of the user interface. 

4   SSW Architecture as a Network of Customized Environments 

Fig. 2 shows the SSW architecture, organized as a network of SSWs, that supports a 
community of end users in performing their activities as well as the design team in 
designing the seed of the workshops and in evolving them. The case study refers to 
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the development of a web application to support the activities of a consortium of 
small and medium-sized Italian companies operating in the confectionery field, called 
CIDD (“Consorzio Italiano Distribuzione Dolciaria”). More details on the case study 
are given in the next subsection. 
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Fig. 2. The SSW network for the case study 

The SSW network of an interactive system is organized in three different levels 
based on the different types of activities the workshops are devoted to: the use level 
includes workshops that are used by end users to perform their tasks (called 
application workshop); the design level includes workshops for designing and 
adapting the application workshops in accordance with the evolving knowledge and 
user needs (called system workshops); and the meta-design level includes the system 
workshop for software engineers, which allows them to generate and maintain all the 
workshops in the network.  

The workshops in the architecture are of three types: 

• SE workshop (“1” in Fig. 2): this workshop supports the software engineers in 
designing and evolving all the other workshops in the architecture, according to the 
requests of the different stakeholders. Interacting with SE workshop, software 
engineers perform their activities using programming languages and other 
development tools; they have high professional competence on software, low 
competence on domain activities. Even if software engineers may be considered 
end users when they interact with software environments, case tools, etc. created 
by others, in this paper end users are the domain experts for whom the system is 
developed and they do not have generally any expertise in computer science. The 
interaction languages in the SE workshop are characterized by high computational 
power (Turing Machine equivalent) but cannot in general be understood and 
managed by end users, i.e., they have low usability with respect to end users. 
Hence, the SE workshop would be a Turing Tar Pit for end users. In order to avoid 
this, more usable environments are designed for end users even if with lower 
computational power. 
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• Design workshops (“2” and “3” in Fig. 2): these workshops support the members 
of the design team other than software engineers in designing and evolving the 
application workshops. Such stakeholders have no (or little) competence in 
computer science; some of them have competence on HCI design, so that they can 
bring human factors in system design; other stakeholders have competence on 
domain activities. These team members use specialized interaction languages that 
have less computational power than the ones used by software engineers, in that 
they permit a limited set of operations. However, they are more usable for end 
users in that they can be correctly interpreted by end users. 

• Application workshops (“4” in Fig. 2): these workshops are devoted to end users to 
perform their activities in the real world. Interacting with application workshops, 
end users perform their well-defined set of activities using domain-oriented 
languages that reflect and empower their traditional notations. Such languages 
permit the definition and execution of a limited set of computations, those of 
interest for the end-user community and are characterized by a low computational 
power. The characteristic structures of the alphabet elements used by an 
application workshop are words, icons, symbols that are significant for end users 
and can be correctly interpreted. Hence, the usability with respect to end users is 
high. Due to these languages, the application workshops are in danger of becoming 
the inverse of the Turing Tar Pit, where everything is easy and very little of interest 
is possible. Anyhow, this danger is avoided thanks to the support to co-evolution 
offered by our approach. Indeed, new functionalities can be provided to end users 
when they need them. 

5   A Case Study 

To provide a concrete example of these concepts, let us describe how the SSW 
methodology is being applied to the development of a web application supporting the 
activities of CIDD consortium. The application provides the consortium companies 
with several services such as price lists, discounts, order management, etc. and 
permits some of the consortium stakeholders to exchange information and cooperate 
through the Web. 

After a field study, we identified the following stakeholders:  

− the chairman, who is the official responsible for the consortium (e.g. he organizes 
and chairs meetings of associated companies, signs the balance sheet, etc.);  

− the sales manager, who manages all the consortium activities;  
− the consortium secretary, who works closely with the sales manager; 
− the partner companies, which hold agreements with the consortium to provide 

goods to associated companies at special prices; 
− the associated companies, which purchase products from the partner companies; 
− the customers of associated companies. 

A special role in the consortium is played by the sales manager, who needs to tailor 
the software environments to be used by the associated companies and by the partner 
companies, since he wants to decide about the services to provide to them. In turn, each 
associated company needs to define the environments to be used by their customers. 
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This is a typical case where various users want to co-design software environments and 
tools, thus the meta-design approach of the SSW methodology can be successful.  

In the studies carried out for requirement analysis, four types of end users have 
been identified: 

• power users: they are able to visualize, insert, modify and delete workshop contents, 
define access rules and even design application workshops; the role of the power user 
is played by the sales manager and his secretary, who works on his behalf; 

• associated companies: their representatives can access contracts, catalogues, 
promotions, competitions, make orders and design/tailor the application workshops 
for their customers; 

• registered guests: they are the customers of the associated companies and, through 
their workshops, they can visualize specific contents; 

• unregistered guests: any user who visualizes the portal home page when browsing 
on the web. 

The chairman is a political stakeholder, not interested in the portal use. Company 
customers and partners are different communities of registered guests.  

A system used by different user communities is often overgeneralized for some and 
overspecialized for others. The SSW methodology avoids this: a system is generated 
as network of workshops, each one specific for tasks and needs of a user community.  

The seed of the current version of the CIDD portal was a first release of the 
application developed as a static web site made of HTML pages that the CIDD 
manager had commissioned to a company. The first user of that release was the 
manager himself, who was not satisfied at all. The application lacked some 
functionalities he considered necessary and presented various usability problems; 
more importantly, his main complain was that he did not have the possibility of 
shaping the web pages for the other end users (associated companies, partner 
companies, etc.). In fact, one of the primary concerns of the manager is that he wants 
to decide the services and the functionalities of the other end users. He is a demanding 
user that wants to design software environments and tools used by himself and by the 
other users of the consortium portal.  

Taking into account all manager’s complains and requests, the new version of the 
CIDD portal was developed with the SSW methodology. By considering the different 
types of end users, the network architecture shown in Fig. 2 was defined. At the 
design level there is a workshop for HCI experts, a workshop for the sales manager 
and a number of workshops for representatives of associated companies 
(“AssocRep1”, ..., “AssocRepN” in Fig. 2). The latter are used by representatives of 
associate companies to create and modify the application workshops devoted to their 
customers (“Cust1.1”,..., “Cust1.H”,.., “CustN.1”,..., “CustN.K”). At use level there 
are application workshops used by associated companies (“Assoc1”,..., “AssocN”) 
and application workshop used by partner companies (“Partner1”,..., “PartnerN”) for 
their consortium activities. 

Through their system workshop at the top level of the network, software engineers 
design and develop a first release of the system workshops for different experts (in the 
case study, sales manager and representatives of associated companies). By 
interacting with their own system workshops, such experts, who know end 
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Fig. 3. The SalesManager workshop. The sales manager is generating services for associated 
companies. 

usersworking context and habits, design and develop the application workshops 
tailored/specialized for different end-user communities (CIDD customers, associated 
companies, partners). CIDD customers, associated companies and partners use their 
workshops to carry out their tasks. When a user requires to perform new tasks not 
supported by her/his specialized workshop, s/he annotates the problems and sends it 
to corresponding domain expert, who evolves the workshop according to the new user 
requirements, by collaborating, if necessary, with HCI experts to fix usability 
problems. Whenever the domain expert system workshop is not so powerful to evolve 
another workshop, s/he asks software engineers for the missing tools by sending them 
an annotation. Software engineers thus evolve the workshop of the domain expert 
who is then able to evolve the application workshop as required. 

Some examples on how end users act as co-designers are provided in the 
following. In the SalesManager workshop, the sales manager finds tools that allow 
him to design the application workshops for each associated company and each 
partner company, and the system workshops for associate company representatives 
(“AssocRep1”,..., “AssocRepN” in Fig. 2). This workshop is shown in Fig. 3. Let us 
suppose that the sales manager wants to design the system workshop to be used by the 
representatives of an associated company, also providing it with some services. He 
designs this workshop by direct manipulation. Specifically, he selects the company 
from a drop-down list available in the central area of his workshop (the list is shown 
in Fig. 3); he also selects a service he wants to provide from another drop-down list  
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Fig. 4. A screen shot of the workshop for associated company representatives. 

(available on the right of the previous one, not open in Fig. 3) and clicks on the 
association button (the latter on the right in Fig. 3) to actually associate the service to 
that company workshop. He does this for all services he wants to provide. As a result, 
the workshop for the representatives of the selected company is created, shown in Fig. 
4. Nine services are available and they are listed in the left panel of the workshop. 
Fig. 4 actually shows a situation in which the user has selected a service from the left 
panel and the central area shows the tools available to the user for using that service. 
Such tools are provided through an interaction language that is suited to the culture 
and skills of the users, who understand the meaning of all language elements and 
easily work with them. 

Similarly, the associated company’s representatives use their workshop to design 
the workshops to be used by their customers (registered users). Referring again to  
Fig. 4, here the user defines the product catalogues for a customer, with prices and 
percentage of revenues, and how it can be visualized. The central area shows all 
companies that provide products to the customer. For each company, the user 
specifies in the appropriate field the percentage of revenues, and also decides whether 
to show prices in the catalogue or not, by clicking on a radio button. Fig. 5 shows how 
the catalogue is visualized in the customer workshop. Again, the user activity is 
specified through direct manipulation of the elements of the interaction language  
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Fig. 5. A screenshot of the workshop for a customer 

implemented in that workshop. It is worth noting that the workshop in Fig. 4 provides 
its users with a communication area (the rectangular area at the bottom of Fig. 4) 
through which representative of associated companies can exchange messages in the 
network to foster the co-evolution process [5]. 

Through the developed system, each CCID user has available a workshop tailored to 
her/his needs, which allows users to interact through a domain-oriented language 
familiar to their culture and skills, thus avoiding the system to be a Turing Tar Pit. On 
the other side, users do not perceive their workshops as the inverse of Turing Tar Pits, 
which limit their activities, since the co-evolution process is supported throughout the 
software life cycle, making possible to add new functionalities, as required by end users. 

We agree that the design of such complex systems requires “more knowledge than 
any one single person can possess, and the knowledge relevant to a problem is often 
distributed and controversial” [27]. The SSW methodology allows a community of 
stakeholders to create a system through their collaborative negotiations. This 
negotiation is based on the exchange of messages which are of two types: executable 
specifications of workshops; and annotations about these workshops. These 
specifications are XML-based documents [28]. A stakeholder designing or updating a 
workshop (the example of sales manager designing the workshop for an associated 
company, depicted in Fig. 3) modifies the executable specification that, when 
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interpreted by the browser, generates the new workshop. The user interface of this 
new workshop is created by: 

1. the browser interpreting the document resulting from the design process; 
2. the user, who can set configuration parameters (the associated company 

representative configures her/his workshop). 

Therefore, the stakeholder designing another workshop performs a programming 
activity that goes beyond configuration. By configuration we intend to set parameters 
in order to select among functionalities available in that workshop. 

In this case study, there is a variety of end users that are experts in a specific 
domain, but not in computer science. They need to use the web application to perform 
their work tasks, but they are not and do not want to become computer scientists. 
They are permitted to shape and modify software artefacts through interaction 
languages, whose elements (technical words, icon, etc.) are familiar to them. When 
they modify and update the CIDD application, they actually program, but they are not 
aware of this, also because they do not use conventional programs that would be too 
unfamiliar to their culture and skills. They use a language through which they 
compose new software artefacts by construction, similarly to children’s program 
construction [29]. Working with these languages, CIDD users perceive that they are 
simply carrying out their work activities and they are highly motivated. The simplicity 
of the user interface is a strength of the SSW approach: “let user do simple things to 
generate powerful results”. In other words, they are unwitting software developers, as 
analysed in [15].  

6   Conclusions  

This paper has discussed an approach aimed at creating interactive systems that 
address the needs of different communities of users, in which operations are easy to 
perform and many interesting activities, including end-user development activities, 
can be carried out. In this way, it is possible to avoid that the systems are perceived by 
their users as Turing Tar Pit in which "everything is possible but nothing of interest is 
easy". The opposite temptation is also avoided, namely the creation of overspecialized 
systems, in which operations are easy to perform but only specific activities, which 
cannot be generalized nor adapted and evolved, are possible; these systems are 
perceived as the inverse of Turing Tar Pits, i.e. a strict cage that limits the activities of 
their users. 

The approach requires that an interactive system is designed as a network of 
software environments, called Software Shaping Workshops, through which the 
different stakeholders involved in system design, including end-users’ representatives, 
are able to collaborate in the design and the evolution of the network of workshops 
and to carry out activities of interest in their application domain. 

The SSW methodology goes beyond the traditional participatory design that has 
been in practice for the last two decades [2]. End users are not only involved in the 
design phase to provide advice on their needs and expectations, they are truly engaged 
in the whole process having the possibility of working in real settings with prototypes 
that will be evolved on the basis of their feedback. The overall software life cycle is 
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revised. System development does not end with its first release; it is used by people in 
their work practice and continuously evolved to comply with further users’ needs, 
organization requirements and/or novel technology. 

The concepts are explained through examples taken from a case study relative to 
the development of a web application to support the activities of a consortium of 
small and medium-sized Italian companies, which operate in the confectionery field.  
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Abstract. All software today is written using libraries, toolkits, frameworks and 
other application programming interfaces (APIs). We performed a user study of 
the online documentation a large and complex API for Enterprise Service-
Oriented Architecture (eSOA), which identified many issues and recommenda-
tions for making API documentation easier to use. eSOA is an appropriate  
testbed because the target user groups range from high-level business experts 
who do not have significant programming expertise (and thus are end-
participant developers), to professional programmers. Our study showed that 
the participants’ background influenced how they navigated the documentation. 
Lack of familiarity with business terminology was a barrier we observed for 
developers without business application experience. Participants with business 
software experience had difficulty differentiating similarly named services. 
Both groups avoided areas of the documentation that had an inconsistent visual 
design. A new design for the documentation that supports flexible navigation 
strategies seem to be required to support the wide range of users for eSOA. This 
paper summarizes our study and provides recommendations for future docu-
mentation for developers. 

Keywords: Usability, API Design, Service-Oriented Architecture, Web Ser-
vices, Documentation, Business Solution Architects. 

1   Introduction 

“Service-Oriented Architecture” (SOA) is a way to structure large and distributed 
software systems, where services communicate over a network with the client and 
with other services, and can be combined into composite applications. Enterprise 
SOA (eSOA) is focused specifically on supporting business processes across an  
enterprise by reusing existing services. When an eSOA application is being planned 
and developed, many kinds of people are involved, some of whom are end-user  
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developers (EUD). For example, business process experts, who might be titled  
“Solution Architects,” are knowledgeable about the business context but may not 
necessarily be professional programmers, and are often responsible for identifying 
and selecting which services will be used. Specifications they write will then be 
passed to professional programmers, who are responsible for writing code that uses 
the actual services. Therefore, the documentation and some of the tools must be ac-
cessible to both EUDs and professional programmers.  

In a service-oriented architecture, code on the user’s machine communicates with a 
remote service using messages across the internet. The communication is usually 
encoded in XML, and the format of the messages is usually described using a WSDL 
(Web Services Description Language) file, which has been formalized by the World 
Wide Web Consortium (see, for example, http://www.w3.org/TR/wsdl).  

As part of the “Natural Programming Project” [11], we are interested in a whole 
range of usability issues around programming. Recently, we have begun to focus on 
the usability of libraries, frameworks, toolkits, and other application programming 
interfaces (APIs) [6, 14, 17]. APIs are crucial to professionals and EUDs alike, since 
most of modern development of all kinds involves finding, understanding, and con-
necting pre-built items, from small library calls to large-scale components. SOA APIs 
are particularly interesting to study, because they are often large and complex, and 
therefore expose interesting issues of scale, and because they often target a wide 
range of developers. As one typical example, we studied a sales order scenario from 
SAP’s SOA services. SAP provides a large number of SOA services (over 2000) with 
interdependencies between services, and each service has many parameters, with 
interdependencies about which parameters are optional and required and what values 
are allowed based on values of other parameters. 

Our previous research has shown that programming using eSOA APIs is not simple 
if APIs are providing access to powerful business functionality [1, 2]. Some barriers we 
identified included long names for services, different behaviors of services due to dif-
ferent business behavior, parameters of the services as hierarchies of objects with com-
plex dependencies driven by internal, not exposed, business logic, and lack of example 
code [1, 2]. The current paper presents the results of a new user study of the usability of 
the online documentation provided by SAP for their SOA product. 

In summary, our results are that when navigating eSOA API documentation, users 
with business backgrounds did better, and they experienced the most benefit from 
process component documentation. The process component documentation provides 
diagrams showing the architecture of an eSOA API in terms of service interfaces, the 
service operations they contain, and the business objects to which they are connected.  
All users avoided sites with visual designs that were inconsistent with their starting 
pages. Developers without business application experience were unfamiliar with 
business terminology and so they focused on searching and scanning for individual 
terms with limited success. Based on these results, we recommend that documentation 
provide flexible ways to navigate for different users with different backgrounds. 

2   Related Work 

Some of the first work on applying usability principles to APIs comes out of Microsoft, 
focused on specific APIs [4]. Inspired by this, we began working on the usability of 
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API design patterns [6, 15, 17], and the barriers to programming faced by EUDs, 
which includes the difficulties of identifying and understanding the appropriate re-
sources in the documentation, which we called “Selection Barriers” [10]. 

We also reported on our previous studies of the usability of eSOA APIs for  
programming. We identified many barriers for installing and using the eSOA devel-
opment environments, including issues with generating the stubs that will interface 
between the user’s code and the XML messages that are required to communicate 
over the web, and issues with the long and confusing names of the services [2]. In a 
second study, we asked experienced programmers to use four services which had 
already been identified for them [1]. The current study complements these other 
works by focusing on the task of finding the services in the first place. 

Many other people have provided recommendations and guidelines for APIs, but 
most of these are just based on the writer’s intuitions or personal experience, rather 
than usability studies with users. For example, API designers with experience build-
ing the Java [3] and Microsoft .NET [5] APIs have published API design guidelines. 
For SOA, Jones lists anecdotal common mistakes made when developing SOA archi-
tectures, such as problems caused by service hierarchies that are either too fine-
grained or too coarse-grained [9]. 

Focusing on documentation in general, Purho adapted Nielsen’s 10 heuristics to 
apply to documentation [13]. Friendly [8] applied an informal methodology of user 
testing to JavaDoc, which is automatically generated from a Java project, and derived 
clear and succinct recommendations for future API documentation designers. Unlike 
JavaDoc, the eSOA documentation we studied contains a large amount of hand-
created content and addresses a larger, more complex framework. 

Others have focused on the internal documentation for projects, focusing on the 
software developers themselves (e.g., [7]), but this is not relevant for understanding 
how documentation for external users should be designed. 

3   Methodology 

3.1   Participants 

Based on the success of our earlier studies [15], we decided to use an informal lab 
study with users who were representative of the target populations for the eSOA API. 
Since we were told by SAP that the target API was designed for developers with a 
wide range of expertise and background, we selected some experienced programmers 
with little business background, and some experienced business EUDs with little 
programming background, and some in between. We had 8 participants, all of whom 
were male Masters students at our university, although all but one of them had work 
experience before returning to school (see Table 1). The age ranged from about 25 to 
35. None of the participants had ever seen the specific documentation web site we 
were testing, and none had used the API that the documentation was for. Of the 8 
participants, 4 had significant experience with business application development us-
ing business software such as SAP, PeopleSoft and Oracle. All four of these partici-
pants had experience with Enterprise Resource Planning (ERP), which is one of the 
major areas of business software. Participant p2 had the most business application 
experience, having used the SAP development environment and SAP’s programming 
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language called ABAP. The other 4 participants had no experience with business 
applications. Three of the participants had moderate to extensive programming ex-
perience with Java (4 years or more), and the others had some experience. All of the 
participants except p2 were enrolled in a Web Services course, but our study was 
performed before they had gotten very far along. This means that the participants all 
had an interest in SOA and had been introduced to some of the terms. Thus, we feel 
that subject p5 could be representative of new hires who might be assigned to do SOA 
work, p6-p8 might be representative of system integrators, p2 represents an all-around 
expert, and p1, p3 and p4 be representative of Solution Architects who have moderate 
knowledge of both business and programming. The experiment lasted about two 
hours, and the participants were each paid $20. 

Table 1. Characteristics of the participants in the user study, and whether the search feature 
was available when they performed the study 

 p1 p2 p3 p4 p5 p6 p7 p8 
Years of Work Experience 3 3 3 1 0 2 1 2.5 
Business Application Experience yes YES yes yes no no no no 
Years Programming Experience 2 3 3 4 2 5 4 2.5 
Were able to use Search    yes    yes 

3.2   Tasks 

The tasks for this study were to find the specific services necessary to perform a 
“Create Sales Order” using the documentation. The participants did not use any pro-
gramming tools such as an Interactive Development Environment (IDE) and did not 
have to produce any code. They were shown the introductory page of the documenta-
tion web site and were given a brief tutorial (about 10 minutes) describing the docu-
ment layout including the various ways to navigate away from the front page. We told 
participants that they should consider themselves to be high-level architects in a com-
pany that was planning to implement a new sales order system using an existing ERP 
system. They should find the services needed to create a sales order, starting from the 
string names of a buying company, a selling company, and a product. They did not 
need to actually implement an application; they only needed to identify the correct 
services so that another developer could later implement the system. They were given 
about 2 hours to finish all tasks. 

One challenging part of this task was that when participants read the “Create Sales 
Order” service documentation, they would discover that this service does not take 
string names for the seller, product and buyer, but instead takes IDs, which the par-
ticipants had to find other service calls to look up. Therefore, successful task comple-
tion required finding four services we refer to here as “Create Sales Order”, “Find 
Customer”, “Find Supplier”, and “Find Product” (although the actual names were 
much longer and less clear).  Participants were not told in advance about the need for 
multiple inter-related services. Discovering that inter-related services were necessary 
from the documentation was an essential part of the task. 

During the study, we used the “think-aloud” protocol, in which participants are en-
couraged to talk to themselves and the moderator, because we were interested in gain-
ing insights as to what participants were thinking while performing the task. In order 
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to be able to gain as much useful information from each participant as possible, after 
seeing enough confusion to confirm that the participant was experiencing a usability 
breakdown, we would offer help so the participant would not remain stuck on one 
problem for the entire session. We wanted to know why problems occurred, not the 
length of delays. However, explicit help was relatively rare because it was difficult to 
give advice without giving away the whole solution. 

3.3   Context – SOA Documentation 

The participants used the actual then-released (February, 2008) online documentation 
of SAP’s eSOA product. Based in part on the results of our study, SAP has since 
improved the site significantly, and many parts now no longer match what the partici-
pants saw, which is described below. 

There are several different paths that participants could use to navigate from the 
starting page down to the pages of individual service operations (see Fig. 1). One path 
grouped services into Enterprise Service (ES) “Bundles” that collected together a set 
of services that are often used together. The ES Bundles navigation path was imple-
mented using a user-editable Wiki, so that users of the documentation could add and 
update the bundles to show what services were actually used together in practice. 
Since this navigation path led to a Wiki, the visual formatting of these pages was 
quite different from other parts of the documentation web site. The bundles contained 
a list of service operations, and from there, users could eventually navigate down to 
the individual services, at which point they would leave the Wiki and return to the 
previous “normal” format.  

A second path used the Enterprise Service Index, which listed business “process 
components” in alphabetical order. The Process Component pages each contained a 
 

 
Fig. 1. Different possible navigation paths 
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Table 2.  Descriptions of webpage content for pages shown in Figure 1 

Documentation Content 
Solution Map Business value chains displayed as colorful diagrams. Colored bars 

hyperlink to processes and scenarios. May apply across industries 
(ERP, CRM, etc.) or for one industry. (Oil, Retail, etc.) (Fig. 2) 

Scenario Group Similar to a Solution Map, but specific to a part of one industry. 
Main or Business 
Process, Scenario 

Text description of a business process or scenario. Hyperlinks lead 
further down, but often do not link to Service Interfaces. 

Configuration 
Variant 

Text description of business use cases that may not be intended for 
developers, but rather business analysts. Hyperlinks go only to other 
Configuration Variants, and upwards. 

Process 
Component 

This page contained both a diagram and text. The diagram linked to a 
group of Business Objects, and all Service Interfaces and Service 
Operations using those Business Objects. Text links below the dia-
gram went to the Objects and Interfaces only. (Fig. 3a) 

Service 
Interface 

Text hyperlinks to some Service Operations sharing a Business Ob-
ject, which may have one or more Service Interfaces. 

Service 
Operation 

Description of a service operation. Hyperlinks to the service WSDL 
and parameters. (Fig. 3b) 

Business 
Object 

Description of a distinct business “entity” (such as a sales order, 
supplier, etc.) with links to Service Operations acting upon it. 

WSDL  XML file that describes the service in machine-readable form. 

process component diagram and a textual description of the process component (see 
Fig. 3a). From the process component diagram, participants could then navigate to the 
relevant business objects and service interfaces. Participants could navigate using 
hyperlinks located in the process component diagram or in a table below the diagram 
listing the contents of the process component as text.  

The third and fourth paths used two different kinds of graphical tables called “So-
lution Maps.” The cross industry solution maps (see Fig. 2) provided categories such 
as ERP (Enterprise Resource Planning), CRM (Customer Relation Management), 
SCM (Supply Chain Management), and then at the next level, groups of services such 
as “analytics,” “financials,” and “sales and service.”. The industry solution maps 
provided categories like “Retail,” “Airlines,” or “Oil & Gas”, and then groups of 
services such as “Sales & Marketing” and “Vehicle Maintenance”. As shown in Fig. 
1, all of the links in the Solution Maps lead to “Business Process” pages. Unfortu-
nately, some of these Business Process pages linked only to Configuration Variants, 
and not to the Service Interfaces that link to Service Operations pages and the techni-
cal information necessary for implementation. The Configuration Variant pages were 
dead ends and apparently not intended for use by developers. Instead they linked to 
other variants or back to Business Processes, so this path proved useless to our par-
ticipants. 

Once participants had navigated down to the “service operation” page (Fig. 3b), 
they could find out information about the specific service, including the WSDL files 
to download.  On each of the service operation pages, there was a hyperlink to a sepa-
rate “Detailed Field” page with collapsible tree hierarchies of the input and output 
parameters for calling the service. Since the web services can be accessed from a 
variety of programming languages, coding examples were not provided in the API 
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documentation. Instead, a browser-based service “testing jig” was available. By show-
ing all available fields of the complex input and output parameter structures of the 
web services in a tree view, this testing jig allowed users to test service consumption 
with real values. However, at the time, the only link to the testing jig was provided 
inside a “Handbook” PDF guide hyperlinked from the main starting page of the 
documentation. This guide provided an end-to-end walkthrough of the documentation 
site and screenshots of pages along the navigational paths. 

When we began this study, the web site had a search box, but it appeared to be in-
operable, in that all searches returned no results. By the time we ran the last two sub-
jects (p5, p8 – see Table 1), the search seemed to be fixed and began working.1  

In summary, the documentation provided several architectural description pages to 
help understanding of the overall architecture. Table 2 shows some of the different 
architectural description pages, and their content. 

4   Results 

Table 3 shows a summary of the overall results – only two of the 8 participants (25%) 
were able to find all of the services during the two-hour session. Three of the four 
participants with business backgrounds (75%) were able to find the correct first ser-
vice (“create sales order”), however one was not sure that he had found the right one. 
Similarly, two of the participants without business backgrounds found the right sales 
order service, but were not sure, and none found any of the other services. Since there 
are such a small number of participants, we are not able to establish statistical signifi-
cance between the two groups, although the trend is striking. From our observations 
and the think-aloud comments of the participants, we were able to understand the 
participants’ strategies and barriers at a much more detailed level. 

4.1   Paths through the Documentation 

Given the four starting entry points for navigating from a home page (Fig. 1), partici-
pants were confused with which one to use, and spent significant time reading text on 
the home page to try to figure it out. The main page did not explain the motivations 
and goals of the four different paths, leaving participants confused about why there 
were multiple choices and which might be the most useful. This confusion made par-
ticipants feel frustrated right at the beginning. Table 3 summarizes where the partici-
pants started. 

An interesting observation was the use of what we call rally points by participants 
while navigating through unfamiliar areas (see Table 3). Participants would choose a 
path, go down that path until they decided whether or not it was worth continuing, and 
then return to an earlier page multiple times. Participant’s selection of a rally point 
indicated a level of certainty that the navigation up to that point, at least, was correct. 

Fig. 4 summarizes the paths of all of participants when trying to find the Create 
Sales Order Service. Each row represents a type of web page, as described in Table 2. 
Each circle represents web pages that the participant visited, with the size of the circle 
                                                           
1 A hazard of using a commercial on-line system for a study – one cannot guarantee all partici-

pants will have the identical system! 
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representing how long the participant stayed at that page. In Table 3 and Fig. 4, we 
can see that the page at which the participant started was a natural rallying point at 
first, but participants would move the rally point around as they gained and lost confi-
dence in the usefulness of various paths through the documentation.  

Most participants showed a tendency to choose the Solution Maps as a starting point 
(as shown in Table 3), but five of the participants changed to the Enterprise Service 
Index after failing to use the solution maps. The Enterprise Service Index page only 
provided process component lists and integration scenario lists in alphabetical order. In 
the process component lists, there were prominent business software categories such as 
CRM, ERP, SCM and SRM. Participants with business application backgrounds used 
the “Enterprise Service Index” pages as a rally point, and when they found the “Sales 
Order Processing” component in the ERP and SRM category, they felt they were on the 
right track. Most participants were frustrated by new and unfamiliar terms and acro-
nyms, but participants without business application backgrounds were particularly con-
fused by the large number of prominent acronyms such as ERP, CRM, SCM, SRM and 
other business-specific terms that they did not understand. 

When participants navigated to the Enterprise Service Bundles page (which was a 
Wiki), they were surprised by the different look and feel of this part of the web site, 
and felt they must have gone astray, so they quickly back-tracked. None of the par-
ticipants made use of the Bundles pages, so they do not appear in Fig. 4. 

Participants spent a lot of time trying to use the solution maps (Fig. 2). Some par-
ticipants selected cross industry solution map, possibly because they were not told 
about any specific industry in the task instructions, but others guessed an industry 
they thought might be appropriate, and used an industry-specific map. However, the 
 

 

Fig. 2. Cross industry solution map for ERP 
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(a) 

 

    
(b) 

Fig. 3. (a) Process Component View Page for the Accounting process component which in-
cludes a diagram and text below the diagram (not shown). (b) Service Operation page for Cre-
ate Sales Order. 
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Fig. 4. Summaries of the navigational paths of all of the participants when trying to find the 
Create Sales Order service. The sizes of the circles represent the amount of time spent at web 
pages of the type in the first column. 
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Table 3. Starting and rally points for the participants (using page categories from Fig. 1), and 
success of participants on finding the 4 services. 
  Key: M=Solution Map; S=Search; I= ES Index, P=Process Component,  
 L=List of Process Components, B=Business Process 
 √=Success; √- =Success but not sure; Χ=Failure 
 

 p1 p2 p3 p4 p5 p6 p7 p8 Total 
Was able to use Search    yes    yes  
First Entry Point M M M I M M I S  
Other Rally Points I,P I,P B L,P M,B I,P L,P M,P  

Found Correct Service Operation: 
     Create Sales Order X √ √ √- X √- X √- 62.5% 
     Find Customer Service X √ √ X X X X X 25% 
     Find Supplier Service X √ √ X X X X X 25% 
     Find Product Service X √ √ X X X X X 25% 

participants without business backgrounds had difficulties in using the any of these 
solution maps to navigate further due to the unfamiliar terminology and the large num-
ber of choices making a brute-force systematic search difficult. However, half of the 
participants without business backgrounds used a map page as a rallying point (see Fig. 
4). In the think-alouds, the participants expressed a desire to understand the 
“big picture,” and the solution maps seemed to provide a good overview. The business-
background participants understood the category names such as ERP and SRM, and 
their sub-grouping such as “financials,” “retail,” etc., but even these participants often 
only had experience with some of the categories and sub-groupings. However, all par-
ticipants were confused by classifications with similar names such as: “sales”, “sales 
execution”, “sales order” and “sales & service” in the solution maps. 

4.2   Process Component View 

The Process Component view shows one or more related business objects and ser-
vices (see Fig. 3a). For example, in the “Sales Order Processing” process component 
view, the user can navigate to the “ordering in” and “ordering out” service interfaces 
and the “sales order” business objects. The page was composed of two parts: a dia-
gram, and a table. The diagram displayed business objects as small blocks and service 
interfaces as large blocks that held groups of smaller blocks representing service op-
erations. The service operations were connected to the business objects they acted 
upon with arrows. The titles of the blocks acted as hyperlinks to the appropriate busi-
ness object, service interface, and service operation pages. Due to the large number of 
objects to be shown in the diagram, the font of the elements was extremely small and 
yet horizontal and vertical scrolling was still needed.  

In spite of these barriers, some participants spent an extensive amount of effort try-
ing to understand the diagrams. Many of the participants found this view to be a good 
rallying point, since it provides a well-organized collection of related items to ex-
plore. However, some of the participants who were familiar with UML (Unified 
Modeling Language) notation mentioned that they would have preferred UML class 
diagrams, which have a standard notation for classes and their relationships. 
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Another cause for confusion was that the system provided many similar-sounding 
services in the process component view, and even multiple versions of the same ser-
vice with similar names such as “create sales order v1”, “create sales order v2”, and 
“check sales order creation”. Participants could not find any relevant information to 
differentiate those three different versions of services from the process component 
view. The participants had to drill down to the service operation level for each, to try 
to determine which should be used.  If the user could recognize the differences among 
these different services at the process component view, this would have saved signifi-
cant time and confusion.  

Beneath the diagram, a table contained text descriptions and hyperlinks to many of 
the same locations as the diagram, with the exception of the service operations. 

4.3   Service Descriptions 

In the tasks we gave the participants, it was important to investigate the input and 
outputs of the various services. However, this was difficult to verify from the detailed 
service pages. Only three participants were able to find the “buyerID”, “sellerID” and 
“materialID” parameters for the “Create Sales Order” service operation, which was 
crucial to determining what other services were needed. 

Other problems with understanding the services included unfamiliar technical 
terms such as synchronous and asynchronous mode and inbound and outbound mes-
sages. The participants did not find any explanations of these terms in the documenta-
tion, although they are pervasive throughout all services. Some of the details of the 
operation, such as which fields were required versus optional, were actually not 
documented anywhere except in the generated WSDL XML files themselves, which 
was too long and difficult to read to be effective documentation. 

The detailed page for each service listed three classes of messages: input message, 
output message and fault message, which participants did not understand. In fact, only 
input messages are relevant (messages that go “in” to the server), but this was not 
explained anywhere. 

In general, many participants found the correct target service, but then were unsure 
whether it was correct or not, and continued searching. For example, Table 3 and Fig. 
4 show that participants p4, p6 and p8 found the right service operation for Sales 
Order, but then navigated away and kept looking. Participant p4 eventually decided 
that a different service was actually right, and p6 and p8 were never confident of 
which service should be used. 

4.4   Using Search 

As mentioned above, the search box was present for all participants, but only began 
working for the last two (Table 1). All of the participants expressed a desire to use 
search to try to find the services. In general, if the participants knew the name of what 
they wanted, they preferred to use search, and the participants for whom search 
worked often returned to try searching when they were lost. Participants often tried to 
search for phrases we used in the instructions, such as “create sales order”, “selling 
company”, “buying company” and “product”, but these were not helpful, and then 
participants tried related terminology such as “agency”, “supplier”, “customer,” etc. 
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In general, participants were not successful at using search because there were always 
either no results or too many matching results. Even the most experienced participants 
had difficulty mapping the product in the instructions with the actual parameter name 
of “material”. 

When search began working, the results were presented grouped by the various 
API documentation types shown in Table 2, such as solution map pages, process 
component view pages, and service operation pages. This grouping proved helpful to 
participants, and made it easy to find the appropriate process components and busi-
ness objects when they recognized them in the results. However, since there were 
often too many search results, and the listing was in alphabetical order, often partici-
pants missed the answer even when it was included. 

4.5   Individual Strategies 

By performing a detailed time analysis of each participant, we were able to break 
down their activities into various categories. We identified four categories of activi-
ties, with two opposing strategies in each: 

• Focusing on scanning textual descriptions (“scan text”) vs. focusing on scanning 
process diagrams (“scan diagrams”). 

• Trying to understand how to use the web site by reading the provided PDF docu-
mentation (“PDF overview”), or just by looking through the web site itself, relying 
on the documentation to be self-explanatory (“Self-explanatory”). Five participants 
found the PDF document but three of them did not use it, because it was a separate 
document. 

• Browsing the documentation with a single specific key word in mind from the task 
instructions, such as “buyer” (“Single word”), or else using a set of interrelated 
synonyms (“Synonyms”). 

• Skimming the documentation focusing on only the prominent text, such as the head-
ers (“Skim”), or systematically reading the pages line-by-line (“Line-by-line”). 

We then analyzed each of the participants, looking for whether they tried to use 
each of these strategies, and whether it worked for them. Note that each participant 
might have used different strategies at different times. Fig. 5 provides a radar chart 
averaged over all participants for the strategies. The opposing strategies are shown at 
opposite ends of each line. The outer black line (connecting the circles) shows the 
average of whether this was used or not (where 1 would mean everyone used it, and 0 
would mean no-one used it). The inner red line (connecting the squares) shows our 
estimate of how successful this strategy was.  

Fig. 5 makes it clear that participants were split on using text and diagrams, they 
strongly preferred the documentation to be self-explanatory, rather than using the 
PDF overview, more tried single words rather than synonyms, and everyone 
skimmed, but only a few systematically read line-by-line. As for the success of these 
strategies, by-and-large, the success seemed to mostly correlated with participants’ 
expectations (they used a strategy about as much as it was successful, so the two lines 
go in and out together), with the notable exception of the diagrams – as discussed 
above, many participants wanted to use these, but they did not work out for them. 
Another notable result is that the PDF overview was surprisingly un-helpful. 
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Fig. 5. Strategies the participants tried, and how well each strategy worked 

0

0.2

0.4

0.6

0.8

1
Scan Text

PDF overview

Single word

Skim

Scan Diagrams

Self-explanatory

Synonyms

Line-by-line

Tried

Worked    

0

0.2

0.4

0.6

0.8

1
Scan Text

PDF overview

Single word

Skim

Scan Diagrams

Self-explanatory

Synonyms

Line-by-line

Tried

Worked  
                                 (a)                                                                   (b) 

Fig. 6. Breakdown for participants with (a) and without (b) business backgrounds 

Fig. 6 provides the same data broken down by whether the participants had busi-
ness background or not. In terms of what they tried, it is clear that the non-business 
participants did not use synonyms (because they did not know the other terms that 
might be related), and the non-business participants were more systematic, trying to 
extract more meaning from the pages (whereas the business participants were more 
likely to be able to pick up the meaning from skimming). It is clear that few strategies 
worked for the participants without business backgrounds, and only scanning the text 
was overall successful. 

5   Threats to Validity 

There are many reasons why the results of this study may not generalize. First, we 
only used a small number of participants, and we were not able to get statistically 
significant results about their different behaviors. Most of the results reported here  
are impressions and informal analyses based on our observations of their behaviors, 
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barriers and successes. The participants are also not necessarily representative of the 
target population for the documentation. eSOA APIs may be used only by people with 
some business background or people who have specific, relevant training. For exam-
ple, SAP offers various training courses that would have explained many of the fun-
damental terms about which the participants were confused. Our participants were all 
completely unfamiliar with the documentation or the API. 

The experimental set-up may have also biased the results. In real-life, users would 
have more than two hours to perform tasks, and they would likely go to more experi-
enced colleagues for help when they were stuck, which was not an option in this 
study. Also, our task was much simpler than real-world eSOA tasks. 

6   Discussion 

In spite of these concerns, we feel that useful information can be learned from our 
study. As with other usability analyses [12], when multiple user-study participants 
have difficulty with something, it is highly likely that at least some of the target audi-
ence will also have trouble, so the documentation is likely to be improved by elimi-
nating the barriers reported here.  

The differences in strategies and success between the people with business experi-
ence and those without are also interesting. These can mainly be attributed to the 
differences in their ability to understand the many terms and acronyms used in the 
documentation. Participants with business backgrounds were aware of interrelated 
business concepts and terminology, and so understood more explanations on the web 
site. The navigational strategies were also very different between the two groups. 

Of the four ways to navigate to the service operation, the ES index was found to be 
most useful to many developers, who then used the process component diagrams as a 
rally point. The graphical solution maps were frequently used by all participants, but 
tended to lead developers to the wrong services. The frequent use of the maps and 
process diagrams strongly suggests that a good diagram of the system is important to 
users. The presence of the many alternative navigation paths was itself a barrier to 
participants, since they had to investigate which one to use. 

This study particularly focused on identifying services based on their input/output 
characteristics, but this turned out to be surprisingly difficult to determine from the 
documentation. Our previous study showed that understanding the dependencies 
among the parameters is also a key barrier to developers [1], since which parameters 
are required and which are optional depends on the values supplied for other parame-
ters. This means that more attention is needed on documenting the parameters of 
services, where it is possible2. 

A consistent look and feel for the documentation was found to be important.  
When participants encountered the different format of the Wiki, they immediately 

                                                           
2 Some services deal with highly customizable business processes. Customer can set up the 

system for their special business needs and therefore the behavior of the services can change 
from customer to customer. So a “create sales order” service can be used in a simple retail 
scenario, where you just buy 100 pencils, as well as in the aerospace industry when you order 
20 Airbus A380 airplanes, which have quite different requirements. 
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backtracked without studying the new location. As a result, the grouped services on 
the wiki went unseen and unused by all of the participants. 

The names of services and their types were found to be a problem. We observed 
one participant confused with several versions of “create sales order v1” and “v2”, the 
differences between the same service name with “in” and “out” appended, and also 
with the difference between the “synchronous” and “asynchronous” versions of the 
same service. Another problem was the length and construction of the names them-
selves, which some participants found confusing (for example, SalesOrderERPCre-
ateRequestConfirmation_In_V1).  

7   Implications for Design 

How can the documentation be designed to best serve developers across the whole 
spectrum? Improvements in the usability of the documentation are clearly necessary if 
users such as our participants are to succeed. We are happy to report that many of 
these recommendations have been implemented in the current version of the SAP 
documentation, and others are being investigated for future versions. 

Based on our observations and user study results, we recommend the following as 
documentation guidelines: 

• Consistent Look-and-Feel. Overall, the entire documentation web site should 
have a consistent, yet unique, format, so that developers who leave the path know 
it instantly, and developers who find a useful area do not backtrack. This may 
mean that more developer participation in a Wiki might occur if its format is not 
visibly different from the rest of the API documentation. 

• Provide an Overall Map. When we were trying to understand the SAP documen-
tation ourselves before we ran the user study, we created early versions of Fig. 1 
and Table 2, which we found very helpful. Having such information at the front of 
the documentation web site would likely benefit users. 

• Explain Starting Points. Make the purpose of various starting points clear. It seems 
that some of the paths on the eSOA documentation may be targeted at different 
classes of users, such as Business Experts versus developers. Alternatively, they 
might be used for different tasks. Users would benefit from a better explanation of 
why there are multiple paths, and how they are intended to be used. 

• Provide “bread crumbs” the documentation structure. Users were often lost in 
the documentation. Providing a trail that shows where they are in the documenta-
tion structure, and what are the main nodes along the path to that page, would be 
helpful. However, the documentation is a graph and not a tree because some paths 
are in multiple paths (e.g., the same service may be used by multiple industries). 
This means that the trail will have to be careful to differentiate multiple possible 
paths to the current page, hopefully highlighting the path actually used. 

• Directly support rally points. In addition to the bread crumbs, there should be 
other support for users to backtrack to well-known pages that are serving as “rally 
points”. For example, we created a prototype which included an always-visible 
bookmark list into which the user could easily save pages while continuing naviga-
tion, and then these could serve as shortcuts for navigating back to a rally point. 
Another idea is to provide pages that other users or the system designers have iden-
tified as useful rally points. 
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• Integrate “How-To-Use” Information. We discovered that although a PDF guide 
explained how the documentation could be used, users were reluctant to leave their 
browsing to read a document in an external format, so the explanations should be 
in html format. Even better would be if the documentation was self-explanatory, 
with explanations integrated with the main documentation content, so there would 
be no need for separate documents explaining how to the API documentation. For 
example, pop-ups or special hyperlinks might explain “What is this?” for items that 
users may not be familiar with. 

• Effective Search. The participants for whom search did not work were unhappy, 
so a good search facility needs to be part of all documentation. Since participants 
tried to search on all aspects of services, all parts of the API should be included in 
the search, including the parameter names and types, and the documentation of the 
names and types. It should be easy to navigate from data types to the fields that use 
those types. In order to reduce the size of the answers, the search should allow us-
ers to qualify what they are looking for (e.g., limit the answers to service opera-
tions). The grouping of the search results into categories is a good idea, but each 
result should be presented in a way that is easy to understand, so the user does not 
need to navigate into each result item to see if it is the desired one or not. 

• Provide Familiar Diagram Formats. Our participants expected UML Class dia-
grams or other well-known architectural presentations to help them understand the 
services. Users should be surveyed on what formats they will find familiar before 
the decision is made to create new formats. 

• Balance of Diagrams and Text. Some participants focused on diagrams showing 
the relationships among services, so these need to be clear and concise, with ap-
propriate labels that are understandable yet not too big. At the same time, other us-
ers skipped the diagrams in favor of text, so both should be supported. 

• Curtail User Focus on Esoteric Terminology. Specialized terminology for spe-
cialized users and use cases is absolutely necessary in API documentation. How-
ever, we observed that participants who are exploring tend to focus on unfamiliar 
terms, even if they are unnecessary as part of their task, and so waste time while 
increasing their level of confusion and frustration. However, most users will (at 
least eventually) be familiar with the terminology, so it is important that any defini-
tions or other help not interfere with expert use. It is also important that users be 
able to quickly tell what parts of the document are important to them, so they can 
skip large parts (and any unfamiliar terminology in those parts). 

• Explain Crucial Terminology. Participants could not find the correct services in 
our study without understanding the difference between synchronous and asyn-
chronous services, or the meaning of “in” and “out” services. To the extent that all 
users must understand certain “esoteric” terminology, make sure it is clearly ex-
plained, or even better, use more generally-understood terms so less explanation is 
needed. 

• Make the Parameters for Services More Prominent. Participants cited the pa-
rameters of the service signature as the main indicators of the usefulness of a ser-
vice. Therefore, parameters should be given a prominent position in the description 
of a service operation. Our previous research showed that the distinction between 
optional and required parameters, and parameters used to call the service and those 
filled in by the service as return values was not clear to developers [1]. This needs 
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to be particularly well explained, and certainly not left to be deduced from the 
WSDL files. 

• Support Comparing Services. There are many similar services, and participants 
needed to compare services to find out the differences. In the current system,  
sometimes they needed to open up the low-level WSDL files and try to manually 
determine the differences. Instead, direct comparisons and explanations should be 
available to differentiate services. For example, side-by-side visualizations of two 
services might emphasize the differences in parameters or actions. If a service is an 
updated version of another service, the modification dates and differences should 
be clear with cross-links and explanations of when each might be used. 

• Clear Names for Services. The user should be able to recognize what a service 
does by its name. If there are multiple versions, it should be clear why there are 
multiple versions, and whether they are all intended to be useful (vs. some being 
deprecated, for example), and which one should be selected. 

• Present Related Services. The documentation should present related services and 
business objects. For example, to create a sales order required providing three differ-
ent parameters that were returned by other services. Listing each of these parameters 
and services could help the user understand and find related services. The Bundles 
idea in the current documentation may help with this goal, but we were not able to 
evaluate how well it worked because our participants did not try the Bundles.  

• Provide Code Examples. While web services are often advertised for their ability 
to be consumed in any programming language, this does not excuse the provider 
from showing sample code snippets. Even if it is not possible to provide example 
code in every target language, then it is still useful to provide some examples 
rather than none. It should be noted that standardization across similar services will 
mean that fewer examples need to be provided, because a pattern that works for 
one service will also work for its “sibling” services. 

• Online Service Testing. Developers who want to see how a service works before 
starting to program may benefit from an interactive way to provide parameters and 
run the service. The current SAP documentation does have a “Test” function, 
where users can try out a service and see what it returns for various parameters. 
This kind of online service testing can have a positive effect on developers’ under-
standing of web service consumption. It has the potential to display required and 
optional parameters, and allow users to verify their understanding of the service. 
However, without valid test data to use as parameters, the user may never be able 
to get a useful return value. Therefore, the testing mechanism should be combined 
with multiple examples, and cross-linked to other services that might return the 
kinds of values required for the service to operate correctly. Furthermore, once the 
user has configured a test call interactively, it would be useful if there was some 
way to generate code in the desired target language that would do the same thing. 

• New Organizations for Hierarchical Browsing. In their think-alouds, we noticed 
that various participants, especially the ones without business experience, seemed 
to be trying to navigate based on different starting points and hierarchies. For ex-
ample, some participants seemed to be trying to find particular operations (verbs) 
first (such as create or find), then the objects on which those operations occurred 
(the nouns), and finally, other parameters of the operation (adverbs such “by what” 
the find should get the object, or “using what” to create the object). The current 
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documentation does allow users to start from a business object and find all of its 
services, or to get a global list of services, but these are always organized alpha-
betically. Since the services are named based with the affected business object at 
the front of the name (e.g., SalesOrderERPCreateRequestConfirmation_In_V1), both 
lists are essentially noun first. Allowing a sort by operation (sorting all the “create” 
service operations together) might be helpful. 

8   Future Work and Conclusions 

This informal study is just the beginning of a long investigation into improvements 
that can be made to API documentation. We are currently working on interesting new 
designs to see how we can make documentation even easier to search and browse, and 
how to make the important information more salient (e.g., [16]). For example, more 
commonly used items in the documentation might use a bigger font, so they stand out 
compared to the lesser used items. 

Meanwhile, SAP is continuing to improve their APIs and the documentation for 
them. We plan to repeat this study with the new designs to see what problems have 
been solved, and if there are any new problems introduced. In the new study, it will be 
interesting to investigate more classes of users, from Business Expert EUDs with little 
programming experience to experienced programmers, and hopefully get some non-
university participants from local businesses. It would also be useful to compare peo-
ple who are expert users of the system and documentation to the novice users that we 
focused on in this study. Good documentation should also be efficient for experts, as 
well as helpful for novices. 

In addition to providing insights into how to improve the current documentation, 
these kinds of studies can provide generalizable knowledge that is useful for all 
documentation writers for all kinds of systems, since many of the challenges will be 
similar. Since all programmers, from EUD to novices and to professionals, spend 
significant time trying to understand and use APIs, improvements to documentation 
can have significant impacts on the overall usability of the system as a whole. 
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Abstract. Companies are operating in a dynamic environment, resulting in a 
continuous need of adapting used information systems to changing business 
processes and associated information needs. Viewed from a micro-perspective, 
business users are managing and executing business processes on a daily basis, 
but are not able to adapt used software to their individual needs and working 
practice. In this paper, we present an End-User Development (EUD) approach 
and prototypic environment, enabling business users to create enterprise wid-
gets tailored to their personal information needs without the need of program-
ming knowledge, by mashing up enterprise resources using a lightweight visual 
design paradigm. The approach especially considers extensibility of building 
blocks for widget creation even by small and medium sized enterprises (SMEs) 
using existing knowledge. We give evidence on the applicability of the ap-
proach in real enterprise contexts, by providing first results of an evaluation in 
three German SMEs. 

Keywords: End-User Development, Mashup, Widget. 

1   Introduction 

In our today’s business world, companies use enterprise software systems like Enter-
prise Resource Planning (ERP) systems to support and facilitate their business proc-
esses. As companies are not static and evolve like the environment of competitors, 
markets and customers surrounding them, a continuous need of adapting these  
systems to new requirements, business processes and associated information needs, 
exists. Due to a lack of resources and expertise, especially small and medium sized 
enterprises (SMEs) suffer from their inability to adapt used enterprise software to 
their needs [1]. They are forced to adapt themselves to the possibilities offered by the 
used enterprise software or to delegate adaptations to IT professionals, resulting in 
long and costly adaptation processes [2, 3]. As organizational and technological de-
velopment are closely correlated, the inability of adapting the technical systems used, 
is limiting the organizational development possibilities of the companies as well [4]. 
As a consequence, the ability of organizations to optimize their business processes 
and to innovate to gain unique competitive advantages is limited. 

Viewed from a micro-perspective, business users as the end-users of enterprise sys-
tems know best about changing requirements and needed adaptations, as they are 
managing and executing business processes on a daily basis. As end-users are domain 
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experts but not necessarily IT professionals, they are not able to adapt the used enter-
prise systems to their individual needs on their own. End-users are forced to indirectly 
influence the adaptation processes by communicating their needs to IT professionals. 
IT professionals are confronted with the requirements of users expressed in their  
domain language, which have to be interpreted and transformed into models and  
technical solutions matching the capabilities of the enterprise software systems. This 
process is not only costly and time-consuming, but also error prone due to a possible 
misinterpretation of requirements [5]. Furthermore many useful adaptations to the in-
dividual working practice of end-users are dropped due to limited budget, resources 
and expertise. One approach to improve this situation is to better enable end-users to 
adapt the used enterprise systems on their own. At this, the inherent challenge is to 
reduce the expertise tension, existing in a two-dimensional continuum of job-related 
domain knowledge and system related development knowledge [6]. 

We are approaching this challenge from an End-User Development (EUD) per-
spective. EUD can be defined as “a set of methods, techniques, and tools that allow 
users of software systems, who are acting as non-professional software developers, at 
some point to create or modify a software artifact” [7]. Crucial preconditions of suc-
cessfully enabling EUD are on one hand systems, which are flexible enough to be 
adaptable in a technical sense, and on the other hand methods to leverage this flexibil-
ity at the hand of end-users [8, 9]. In the last years the dissemination of the Service 
Oriented Architecture (SOA) [10] paradigm led to an increased technical flexibility. 
SOAs, i.e. implemented using the widespread Web Services Stack, provide means to 
increase flexibility by recombining existing functionality of software systems using 
loose coupling of services, enabling the orchestration of new software solutions from 
existing functionality. SOAs offer rich possibilities for IT professionals, but as they 
are based on complex standards like SOAP, WSDL, UDDI, or BPEL, the technical 
flexibility is not leveraged at the hand of end-users. In this context a new type of web-
based applications, known as mashups, has been gaining momentum. Novel light-
weight design principles are currently about to emerge, allowing to mash up data from 
different resources into a single integrated tool and thereby creating a new and distinct 
service, that was not originally provided by either resource used. Popular examples 
for consumer mashup environments are e.g. Microsoft Popfly [11] or Yahoo! Pipes 
[12]. Gartner even identified mashups and composite applications as one of the top 
ten strategic technologies for 2008 [13]. 

We conducted preliminary studies in SMEs and identified several kinds of  
data-centric adaptation problems that end-users face in their work context [14]. We 
believe, that some of these adaptation problems can be adequately addressed by pro-
viding EUD tools based on a mashup design paradigm. Business users should be en-
abled to create data-centric tools that are tailored to their individual information 
needs, by mashing up enterprise resources. To further investigate that solution ap-
proach, we set up a prototypic EUD design environment for the creation of widgets, 
which can be mashed up of enterprise resources in a very lightweight way. Widgets 
are small, interactive applications for displaying data, packaged in a way to be execu-
table on a users’ machine [15]. By using a very lightweight mashup design paradigm 
and encapsulating mashups as widgets, we enable end-users to develop small, interac-
tive applications using enterprise resources and to deploy these applications directly 
to their machine, without the need of any programming knowledge. Our approach  
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especially considers extensibility of building blocks for widget creation even by 
SMEs using existing knowledge. Thereby the whole chain of developing building 
blocks and composing building blocks to widgets can be put in the hands of SMEs. 
To be able to evaluate the usefulness and practicability of our solution approach in 
real work environments, we deployed our solution to three German SMEs. We inves-
tigated if business users are able to create widgets using the lightweight design ap-
proach, and if practical problems can be addressed using such simple applications like 
widgets. Furthermore we classified types of end-users and analyzed how they collabo-
rate to create solutions of practical value. 

The remainder of the paper is organized as follows. In Section 2 we present the 
conducted preliminary empirical studies and explain our research and solution ap-
proach. In Section 3 we describe the developed EUD environment for widget creation 
with regard to conceptual layers, architectural components, user interface and design 
paradigm. First results of the evaluation phase are discussed in Section 4, before we 
summarize and conclude our paper in Section 5. 

2   Research Approach and Preliminary Studies 

An important aim of our research is to create EUD approaches and tools, which are 
applicable in real enterprise environments. This intent is considered by the setup of 
our research approach. The work presented in this paper is based on a research ap-
proach consisting of three steps, which can be characterized as follows: (i) Conduct-
ing empirical research to identify end-user adaptation problems relevant in real enter-
prise environments. (ii) Developing a solution approach to address identified 
adaptation problems. (iii) Evaluate the solution approach in real work contexts to de-
termine its applicability for the intended purpose. In the following subsections we dis-
cuss each of the steps briefly. 

2.1   Preliminary Empirical Studies 

In preparation of designing EUD tools, we conducted a series of semi-structured in-
terviews based on qualitative research methods [16] in three German midsized com-
panies that use ERP systems to support their business processes. The addressed com-
panies were two companies from production industry (137 and 140 employees) and 
one larger software vendor (500 employees). Semi-structured face-to-face interviews 
were conducted in an exploratory way to get a deep insight into operational tasks and 
work practices. The interviews focused on data-centric aspects of how end-users ac-
cess information stored in the ERP system, how they flexibly process the data, and 
what problems they face, especially with regard to EUD related activities. With re-
gard to EUD related activities our studies revealed, that it is common for business us-
ers to create individual information artifacts supporting them in their operative tasks. 
The most important information artifacts that end-users create are spreadsheets, tai-
lored to the end-users’ individual information needs. End-users commonly use prede-
fined queries of the ERP system to import enterprise data into spreadsheets. Due to 
the complexity of the data model exposed by the ERP system and the complexity of 
the tools for query creation provided by the ERP system, most end-users are not able 
to create custom queries on their own to import data from the ERP system as desired. 
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Additionally, end-users are not able to create any kind of custom information artifact 
providing interaction on live data of the ERP system. Many end-users have to access a 
certain set of data relevant for their individual working tasks from the ERP system 
many times a day. In many cases, this data can not be accessed from a single location 
within the graphical user interface (GUI) of the ERP systems, forcing users to access 
multiple locations and cumbersomely collect the needed data. As they are not able to 
create any kind of customized GUI or interactive application, providing access to 
relevant data at a glance, many working tasks can only be executed in an inefficient 
and cumbersome manner. 

Complementary to the interview studies, a participatory design workshop (PDW) 
was held to investigate how typical business users manage to design a software arti-
fact using a very lightweight box and wires design paradigm. A PDW puts users in 
the role of designers and requires them to collaborate actively in a solution-oriented 
design process [17]. In the PDW business users had to design an information artifact 
representing a tool that should support users in an analytic task, which was taken from 
their work context. To create the solution, the users could add boxes to the design 
space that represent data or functionality. Boxes had output ports and input ports and 
could be connected by drawing lines to define data or control flow between the boxes. 
The boxes and wires model was left underspecified in a way that no concrete instruc-
tions were given to the users on how to formally specify the meaning of the used de-
sign elements. The underspecified semantics enabled to observe how users intuitively 
use design elements. As the participatory design workshop revealed, end-users intui-
tively thought of boxes as a representation of tabular data, organizing data in rows and 
columns. By connecting boxes, business users related data from different boxes with 
each other and defined the data flow of the solution. The users had no problems using 
the boxes and wires design paradigm itself to specify a solution, but had problems to 
express what data a box should represent. The users decided to specify the data by 
giving a short description on how they would access the data in their used ERP sys-
tem. More details on the results of our preliminary empirical studies are given in [14]. 

2.2   Creating a Solution Approach 

In our preliminary studies we identified two main problems that end-users face with 
regard to data-centric EUD activities. First, end-users create custom spreadsheets and 
rely on getting relevant business data from the ERP system by using queries, but face 
considerable challenges when trying to create custom queries for their individual in-
formation needs. Second, end-users need to access the same set of data within the 
GUI of the ERP system over and over again in a cumbersome manner, and are not 
able to create custom interactive applications that provide the information relevant for 
individual working tasks at a glance. We developed prototypic EUD environments 
addressing both problems identified. With regard to EUD of queries for complex en-
terprise information systems, we developed a prototype called “Semantic Query  
Designer” (SQD), which is build on an ontology-based middleware and provides so-
phisticated visualization, navigation, search and query building possibilities. As we 
are focusing on the second identified problem in this paper, we refer to [18], provid-
ing a detailed description of SQD. 

With regard to EUD of custom, interactive applications providing access to data 
relevant for individual working tasks, we set up the prototypic EUD environment 
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“Widget Composition Platform” (WCP). The WCP enables business users to create 
custom widgets without any programming knowledge by mashing up enterprise re-
sources in a visual design environment and deploying the created widgets to their ma-
chines. The WCP uses a very lightweight mashup design paradigm based on a simple 
box and wires framework. Boxes represent services that provide enterprise data that is 
in most cases rendered as a table. As our preliminary studies revealed, business users 
are able to learn simple design paradigms like boxes and wires in quite a short time 
and are able to use services providing data in a tabular format in an intuitive way for 
designing software artifacts. 

For the realization of a visual mashup design environment, we could build on an 
early internal prototype of SAP Research that we modified and extended to suit our 
needs. Although we could build on a certain framework, we faced considerable chal-
lenges with regard to realizing a solution that could be deployed and used within 
SMEs for two main reasons. First, SMEs often use ERP systems that are not (yet) ser-
vice-enabled and thus cannot provide enterprise resources as services that are accessi-
ble using standard web protocols, which is a an essential precondition for deploying 
developed mashups as a widget on common widget runtimes. Second, even if enter-
prise systems were exposing a fixed set of resources as services, this set could not be 
extended without programming skills and thus would limit the creatable solutions to 
combinations of predefined services. To address these challenges, we implemented a 
middleware which is able to wrap resources from not service-enabled ERP systems 
and provide these as services in a way accessible using standard web protocols. To 
enable SMEs to extend the provided services without any programming skills, new 
services must be creatable by SMEs using existing knowledge. As at least some ad-
vanced end-users in SMEs exist, that are able to create queries within the ERP sys-
tem, we enabled the implemented middleware to wrap queries stored within the ERP 
system and expose these as services. Using the existing skills of query creation to en-
able the creation of new building blocks for widget creation, limits the entry barriers 
to flexibly use the new technology and can be seen as a kind of gentle slope of com-
plexity approach [8, 19] that puts the whole chain of widget creation in the hand of 
SMEs. Additionally, by enabling the use of queries as services, a relation between the 
prototypes SQD and WCP is established, as end-users are able to use SQD for easy 
query creation, and WCP to mash up these queries to widgets. The conceptual layers, 
architectural components, and GUI of the WCP are described in detail in section 3. 

2.3   Evaluating the Solution Approach 

To be able to evaluate the practicability and usefulness of our solution approach in 
real work environments, we deployed the WCP environment to three German SMEs. 
In this evaluation phase we observed the usage, created widgets and services as well 
as the collaboration of different types of end-users. Additionally we conducted a ques-
tionnaire-based survey among the employees to refine the results of our preliminary 
studies and to get feedback on our WCP-based solution approach from a broad end-
user base. In section 4 we provide first promising results of the evaluation phase by 
describing practical use cases of WCP-created widgets within SMEs, classify end-
users by observed behavior related to widget creation, and discuss selected analysis 
results of the questionnaire-based study. 
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3   Widget Composition Platform 

The WCP is a web-based EUD environment that enables business users to mashup  
enterprise resources in a visual design environment in a very lightweight way and to 
deploy the created mashups in the form of widgets to their local machines. In the fol-
lowing subsections we describe the WCP environment in detail. We describe the con-
ceptual layers that are implemented by the WCP environment. We explain of which 
architectural components the WCP environment consists and how these components 
work together. Finally we describe the provided GUI and explain how end-users are 
able to create widgets by mashing up enterprise services. 

3.1   Conceptual Layers 

On a conceptual level, the WCP and created widgets are based on a layered architecture. 
Significant components of this conceptual architecture are classified and structured in 
the widget stack depicted in Fig. 1. The widget stack consists of five basic layers: re-
source layer, application programming interface (API) layer, wrapper layer, service 
layer, and mashup / widget layer. With regard to Fig. 1, we will describe the layers bot-
tom-up, as each layer requires the functionality provided by its subjacent layer. 

Resource Layer. The resource layer consists of all resources that can be integrated in 
mashups. Resources can be data, like customer master data stored in an ERP system, 
or functionality, like locating an address and returning an according image of a map 
provided by a map application. Resources are managed and provided by systems that 
can be internal or external to an organization. Internal systems might be various 
enterprise systems, like ERP or Customer Relationship Management (CRM) systems, 
custom applications tailored to the needs of the enterprise, or general purpose 
relational database management systems (RDBMS). External resources might be 
provided by systems accessible to a closed user group, like e.g. systems of suppliers, 
customers or B2B market places, or by systems publicly accessible over the internet, 
like e.g. map services or stock quotes. 

API Layer. The API layer consists of the well-defined interfaces provided by the 
systems managing the resources. Depending on the systems, different formats and 
protocols may be needed to call the APIs and access the resources. APIs of modern 
service-enabled systems may be exposed as web services that can be called using 
standard web protocols, while legacy systems may expose APIs only as libraries that 
can be linked into source code and communicate with the system using proprietary 
protocols. Required formats of input parameters and formats of returned results vary 
accordingly and range from XML structures to proprietary binary formats. 

Wrapper Layer. To abstract from the heterogeneity of APIs and respective protocols 
and formats, the wrapper layer provides a unified service model, consumable by the 
service layer. The abstraction is provided by wrapper components that transform 
requests to the abstract service model to concrete requests using the respective API, 
protocol and parameter format of the addressed resource. Raw results received from 
the API are transformed to a format that can be processed within the unified service  
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Fig. 1. Conceptual layers of widget stack in the WCP environment 

model, e.g. data structures storing tables, lists or even images. Not each resource 
requires its own wrapper component. Generic wrappers are able to wrap certain types 
of resources, like SAP ERP queries or RSS feeds, in a generic way. These generic 
wrappers are exposed as service types in the service layer. 

Service Layer. The service layer provides a repository of services that can be mashed 
up in the mashup environment. All services are parameterized instances of service 
types, relating services to a certain wrapper component in the wrapper layer. For 
example, a service “Customer data” providing data from a SAP ERP query is an 
instance of the service type “SAP ERP Query” that relates the service to an according 
wrapper component. The service instance uses parameters to specify which concrete 
query should be accessed inside the SAP ERP system via the wrapper component. 
Services provide further configuration possibilities that vary depending on the type of 
service. For example, the desired type of data visualization (e.g. rendering data as a 
table or a list), or the set of usable data filters that are exposed in the mashup 
environment, can be configured. Services can be further described by adding 
information like name and description text. 

Mashup / Widget Layer. The mashup and widget layer is adding mashup 
functionality to the unified service model of the service layer and provides the 
functionality to deploy mashups as widgets. Mashups are defined by specifying a 
wiring of design elements, interconnecting design elements and defining the desired 
data flow. Design elements can be services or additional UI elements (like e.g. text 
boxes). The wiring defines how data from one design element is used to parameterize 
calls to other (dependent) design elements. Dependent design elements react on data 
updates of connected design elements and update their data accordingly. Mashups can 
be encapsulated as widgets and deployed as self-contained applications to individual 
runtimes, like e.g. the Yahoo! Widget engine [20]. The mashup creation and widget 
deployment functionality is provided by the mashup and widget layer to end-users by 
an integrated EUD environment. 
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To enable business users to create custom widgets supporting their individual working 
tasks, relevant business data needs to be available as services in the service layer. 
Therefore wrapper components and service types need to be implemented to be able 
to wrap resources from relevant enterprise systems. Any implementation of the wid-
get stack should consider that at least some users within the organization are able to 
extend the services using existing knowledge. Therefore, employees should be able to 
create at least some types of resources and wrap these resources as services, without 
the help of IT professionals. If an implementation does not consider this aspect, its 
practical applicability will be limited by design. As an example, the usefulness of ena-
bling the wrapping of a fixed set of web services would only be limited, as employees 
usually are not able to create customized web services due to a lack of programming 
skills. In contrast to this, the wrapping of queries enables at least some employees to 
create desired queries for data retrieval and flexibly include data into widgets. 

3.2   Architectural Components of the Widget Composition Platform 

We set up a prototypic system, instantiating the conceptual widget stack laid out in 
the previous subsection. Fig. 3 provides an overview of the system components, 
which are discussed in the following. 

The central component of the system is the WCP, a web application which is im-
plemented using Java technology and is run inside a web application server. The WCP 
provides an integrated graphical end-user development environment for widget crea-
tion. Its GUI can be accessed by calling a certain URL using a web browser. All ser-
vices that can be mashed up within a widget are managed by a service repository. A 
widget deployment component within the WCP is responsible for creating source code, 
encoding the currently created widget for multiple runtime environments. During the 
process of widget composition within the WCP GUI, this component generates code 
for the WCP browser runtime libraries, so that the widget is fully functional within the 
GUI that is rendered inside a browser. If the user decides to deploy the developed wid-
get to a widget runtime engine, the component generates code specific to that runtime 
environment and packages the widget to a file of according structure and format. To 
persist data, like the service repository, the personal repository of end-users’ created 
widgets, or login and access right information, the WCP is using a RDBMS. 

On the client side, end-users access the GUI of the WCP by using a web browser to 
call a certain URL. The installation of client-side software or browser plugins is not 
required to use the WCP. This simplifies the provisioning of the WCP to end-users 
and makes it very easy for end-users to start with the development of individual wid-
gets. Within the browser, widgets are run based on a WCP runtime library imple-
mented in JavaScript using common web standards. This enables a rendering of the 
widget and providing full widget functionality inside the browser during the devel-
opment process without the need of any additional runtime environments installed to 
the client. Only if the end-user wants to use the developed widget within a certain 
widget runtime on the client side, this runtime environment needs to be installed on 
the client and the widget deployed to the runtime environment. For deployment, the 
WCP is delivering a single file that contains the widget packaged in the specific for-
mat required by the runtime environment. 
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Fig. 2. Architectural components of the Widget Composition Platform 

According to the widget stack described in the previous subsection, widgets access 
the resources that are mashed up within the widget via wrapper components. As 
wrapper components are encoded directly into the generated widget code, they are 
subject to the same technical restrictions as the technology used to implement 
widgets. As widgets need to run within a browser during the development process, 
wrapper components are limited to calls that can be realized using web standards from 
within a browser. If resources are managed by service-enabled systems, wrapper 
components are able to address the resources directly using standard web protocols. If 
resources are managed by legacy systems, that do not provide an API addressable us-
ing standard web protocols, wrapper components are assisted by wrapper services. 
Wrapper services are deployed to a dedicated web application server and provide  
access to legacy systems by encapsulating relevant parts of their API with a Represen-
tational State Transfer (REST) [21] based API that can be consumed by wrapper  
components. In our concrete setup we implemented wrapper services to access que-
ries within not service-enabled versions of SAP ERP systems by encapsulating SAP 
Remote Function Calls (SAP RFC) using SAP Java Connector (SAP JCO), and exe-
cution of queries expressed in Structured Query Language (SQL) to RDBMS or Excel 
files using Java Database Connectivity (JDBC). By this, wrapper components are able 
to access resources within such systems using simple web protocols, keeping the 
needed technology on the client side as simple and lightweight as possible. 

3.3   GUI of Widget Composition Platform 

The WCP provides a browser-based GUI representing an integrated development en-
vironment (IDE) enabling the visual development of widgets without any program-
ming knowledge. The GUI does not depend on any browser plugins and can simply 
be consumed by accessing an URL. A screenshot of the GUI is depicted in Fig. 3. 

The GUI is separated into several panes. On the left side, a list of all services con-
tained in the service repository is provided. The list groups services according to their 
service types. Users are able to add services to a mashup, simply by dragging and  
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Fig. 3. GUI of the Widget Composition Platform 

dropping the service to the design pane, located in the middle of the GUI. Besides 
services, additional design elements, like text boxes, can be dragged from the upper 
right of the GUI into the design pane. If an element in the design pane is selected, its 
properties are visible and modifiable in a properties pane on the right. Properties 
that can be modified include visual properties (such as color or font faces), but – more 
importantly – structural properties of services. For example, if service data is rendered 
as a table, then columns can be disabled or enabled to show exactly the desired data, 
or the number of displayed rows can be limited. From the background pane at the bot-
tom of the GUI, the user is able to select a background image, enhancing the visual 
appearance of the created widget. Custom background images, e.g. tailored to the 
corporate identity of an organization, can easily be added by uploading an image in a 
common format like JPG. After adding services or design elements to the design 
pane, they are immediately populated with live data and provide runtime interaction 
possibilities. All design decisions create immediate effects, thus blurring design time 
and runtime and enabling development close to a WYSIWYG manner, increasing the 
confidence of the user in creating the desired results. 

To mashup services, a wiring has to be defined using a simple box and wires design 
paradigm. As depicted in Fig. 4, services and other design elements offer input ports 
and output ports that can be connected to define the wiring. Input ports are visualized 
as orange triangles on the left side of elements and output ports are visualized as blue 
circles on the right side of elements. Elements are connected by drawing a line, origi-
nating from an output port of a source element to an input port of a target element. 
Whenever data in the source element changes, the new data is pushed as input to the 
target element, which updates itself accordingly. The update of data in target elements 
might again push new data to dependent elements, which in turn might trigger updates. 
Services update their data by executing a service call, which is parameterized accord-
ing to the current input values. In the given example, a service providing customer 
master data is connected to a service providing sales order data. When selecting a 
customer in the customer table, the connected sales order service is automatically  
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Fig. 4. Wiring of services and design elements 

updated to only show sales orders of the selected customer. In case of the depicted ser-
vices, input ports correspond to filters on table columns and output ports to the column 
values of the currently selected row. In the given example, two text boxes are used to 
enable the user to interactively define values that are pushed to services as input. The 
 

text box connected to the customer data service restricts the shown customers accord-
ing to the given name pattern. The text box connected to the sales order service re-
stricts shown sales orders to such sales orders that have been received at or after a 
given date. In addition to text boxes, other design elements exist, that provide addi-
tional functionality, if served with according data. Examples are design elements that 
use e-mail addresses or Skype names as input and provide the ability to send an e-mail 
or establish a Skype call just by clicking on an envelope or telephone symbol. 

If realizing during the creation process, that a resource needed for the current 
mashup is missing in the service repository, an according service can be defined using 
the “Create” option of the service pane. To define a service, the service type needs to 
be selected (e.g. SAP ERP query) and then the resource that should be encapsulated 
by the service specified (e.g. by providing the SAP ERP system storing the query, and 
the name of the query). After saving the service to the repository, it can instantly be 
used in the mashup process. 

At any point of time, the user is able to switch from the design time mode to a run-
time mode. Although the widget is fully functional even in design time mode, the run-
time mode hides all visual elements that are only needed at design time, like input 
ports, output ports, or connections, and prevents modifications to the widget. This 
way, the widget is presented as it would appear if deployed to an external widget en-
gine. Widgets can be saved to and loaded from a personal widget repository managed 
by the WCP. This functionality is accessible through the “MyWidgets” pane on the 
left of the GUI. Using the “Deployments Option” pane, the widget can be deployed to 
multiple widget runtime environments, like Yahoo! Widget Engine [20] or Microsoft 
Windows Vista Sidebar [22]. When selecting deployment, the WCP is returning a sin-
gle file, which can either be directly opened and thereby gets deployed to the client-
side widget engine or saved as a file, that can easily be sent via e-mail or moved to a 
file share, to share the widget with colleagues. Widgets that are deployed to a  
client-side widget engine, run independently of the WCP and are small, self-
contained, interactive applications. 
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4   Evaluation 

The aim of the WCP approach is to enable business users to create custom widgets 
tailored to their individual information needs, without the need of any programming 
skills. To achieve this aim, a very lightweight composition approach was chosen, to 
mash up enterprise resources. This enables the creation of simple solutions by simple 
means. Additionally, advanced end-users are able to create new enterprise services to 
be mashed up within the WCP by creating and wrapping according resources within 
enterprise systems. With regard to validity of this approach, several questions arise. 
Are business users of SMEs able to create widgets using the WCP? Are widgets able 
to address practical problems in real work contexts, although they are very simple 
software artifacts composed in a very simple way? Are advanced end-users able to 
create and wrap enterprise resources as new services to extend the available building 
blocks for widget creation? What types of end-users exist with regard to widget usage 
and development, and how do they collaborate? To be able to evaluate our solution 
approach in real work environments, we deployed the WCP environment to three 
German SMEs. Additionally, we conducted a questionnaire-based survey among the 
employees to refine the results of our preliminary studies and to get feedback on our 
WCP-based solution approach from a broad end-user base. In the following, we de-
scribe the setup of the practical evaluation of the WCP, discuss first results of the 
practical use within SMEs, describe a first classification of end-users based on ob-
served EUD behavior, and discuss first results of the questionnaire analysis. As the 
evaluation phase is still ongoing at the time of writing, all results have to be consid-
ered as preliminary results. 

4.1   Setup of Evaluating WCP in Practice 

The WCP environment has been deployed to three German midsized companies, 
which use an SAP ERP system to support their business processes. The companies are 
two midsized companies from production industry (137 and 140 employees) and one 
larger software vendor (500 employees). In the respective companies 57, 80 and 350 
employees use a PC. Among those, 50, 70 and 116 employees have access to the SAP 
ERP system. 18, 60 and 70 employees use the SAP ERP system on a regular base. In 
two of the three companies the initial WCP installation was realized in cooperation 
with the IT department, and in one company with the person responsible for IT con-
cerns, as no dedicated IT department existed. After installation, the WCP could be ac-
cessed by every employee having access to the internal network of the company. 

In each company one advanced end-user was nominated as a contact person, 
responsible for all concerns with regard to the WCP. This person should act as an 
evangelist to promote the usage of the new technology, as well as provide support to 
end-users, if questions arise. In a first phase, the contact person was given an introduc-
tion into the WCP and should experiment freely with it to get more familiar with its 
concepts and usage. We defined five distinct services encapsulating SAP ERP data as a 
starting point for experiments. The services provided common data, like data related to 
customers, sales orders and invoices. To increase the motivation to go for experiments, 
we included some appealing external services that could be used, like a service for 
visualizing addresses on a map, a YouTube video service, Google news, and a stock 
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quote service. In a second phase, we discussed any problems that might have arisen in 
the first phase and provided help to solve these problems. After that, we discussed po-
tential use cases of widgets within the company with the contact person. In a third 
phase, we encouraged the contact person to act as an evangelist and promote the usage 
of the WCP by approaching employees related to the discussed use cases, giving an in-
troduction to the WCP, and motivating its usage. If the contact person was not moti-
vated enough or had problems acting as an evangelist, we gave additional support or 
acted as evangelists on our own to push the dissemination of WCP technology. During 
the third and ongoing phase we conduct accompanying interviews with the employees, 
which are using the WCP for the creation of individual widgets. We investigate what 
use cases exist, how end-users are able to use the WCP and widgets to address practi-
cal problems, and how different end-users collaborate to create solutions. 

4.2   Adoption of WCP and Widgets in Practical Use Cases 

As the evaluation phase is still in progress at the time of writing, a final analysis of the 
results cannot be given yet. Nevertheless we are able to discuss some of our first pre-
liminary results, which are very promising. In the following we exemplarily discuss 
two use cases which describe how business users adopt widgets that have been created. 

Use Case 1: Sales Support Widget. A user in the sales department is in charge of 
answering questions of customers related to sales orders. Customers contact the user by 
phone to get information related to the content and status of sales orders. Inquiries 
comprise e.g. questions about whether or not certain goods have been ordered in a 
certain sales order, or what the current state of sales order processing is. To be able to 
answer such questions, the user has to access multiple locations inside the GUI of the 
SAP ERP system. In a first step, the user needs to access customer master data to 
uniquely identify the customer. In a second step, the user accesses sales order header 
data to filter sales orders of the respective customer and the sales order of question. In a 
third step, the individual items of the sales order are accessed to view ordered goods, the 
ordered quantity and their status. If multiple sales orders are of interest, the user needs to 
switch back and forth between the sales order list and its details. The process of 
incrementally gathering required information from the GUI by accessing multiple 
locations and the need to switch back and forth between them is rated to be cumbersome 
by the user, especially as the user has to access the information many times a day. 

The user was approached by the local evangelist and was shown the WCP. The 
user started to experiment with the WCP. Using the services we defined as standard 
demo services during installation, the user was able to create a suitable widget for his 
needs. The widget shows customer master data, sales order header data and sales or-
der details as three distinct tables. Using text boxes the user added filters for custom-
ers by name or customer number, and filters on the order date of sales orders. The 
user deployed the widget to his desktop to make it easily accessible and uses it to 
quickly access sales order related data if customers ask for them. By using the filters 
on customer master data, a customer can be uniquely identified in a fast and comfort-
able way. By clicking on this customer in the table, all sales orders of the customer 
are shown in another table, directly beneath the customer table. The user then restricts 
the shown sales orders to the ones ordered at or after a certain order date. By clicking 
on a sales order, all relevant details are shown in a third table. The user configured the 
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tables to only show data relevant for him, resulting in a compact overview providing 
required data at a glance. To view details of other sales orders in question, the user 
simply clicks on the sales order in the sales order table. 

The created widget is used by the user about 40 times a day to answer standard 
questions of customers related to sales orders. As the user does not need to access 
multiple locations within the complex GUI of the SAP ERP system, but gets all rele-
vant data at a glace, he is able to answer standard customer inquiries in approximately 
the half of the time compared to using the GUI of the SAP ERP system. Because of 
this practical value, the user sent the widget to a colleague, who needs to access such 
data occasionally. The user has absolutely no programming skills and was able to cre-
ate a custom widget for supporting his individual working task within three hours af-
ter having seen the WCP for the first time. The user told us that experimenting with 
the WCP was fun for him. He perceived the WCP to have an appealing user interface 
and the composition of widgets to be simple, comprehensible and easy to learn. 

Use Case 2: Material Lookup Widget. A user in charge of procurement needs to 
access certain information related to material many times a day. For instance, 
identifying a material by its material number and getting the quantity currently in 
stock and the quantity already scheduled for production. To get a first overview of the 
material status, the user determines a constant set of information, which she considers 
to be standard for her work context. Similar to the previous use case, relevant 
information are widely spread within the GUI of the SAP ERP system and have to be 
gathered in a cumbersomely manner. 

As the user was approached by the local evangelist and was shown the WCP, she 
immediately thought of building a widget to access her standard set of material related 
information. As no predefined services existed that could deliver relevant data, the 
evangelist discussed with the user which data was actually needed and searched for 
possible data sources like tables and queries within the ERP system. Using a larger 
query as a template, the evangelist managed to create a SAP query joining five dis-
tinct tables and providing most of the requested data. The query was wrapped as a 
service for the WCP and was used by the user to create a suitable widget. 

The widget is rather simply structured and just consists of a text box and the cre-
ated service. The text box defines a filter on the material number to the service. As the 
service just returns a single record, the results are not rendered as a table with a single 
row, but as a list, showing all attributes of the record with according values as rows. 
The user configured the service to show only the most relevant data and arranged all 
design elements neatly to create an appealing widget. The widget was also deployed 
on the PC of an employee working in the raw material warehouse, who did not have a 
direct access to live data from the SAP ERP system before. By using the widget, he is 
able to access the most important data related to material in a very easy way, without 
the need of having to learn and understand a complex enterprise system. 

4.3   Types of End-Users 

Based on first insights obtained by accompanying interviews and observations, we 
distinguish different types of end-users with regard to widget usage and development. 
An according segmentation of end-users is given by the following classification: wid-
get consumers, widget creators, and service creators. 
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Widget Consumers. Widget consumers are end-users which are only consuming 
widgets, but do not create widgets. Some users only use computers occasionally and 
are not very familiar with complex information systems. They receive widgets from 
more experienced colleagues and use them to access data in an easy and comfortable 
way without the need of learning and understanding one or more complex information 
systems. By this, the value of information stored in enterprise systems is leveraged, as 
it enables more end-users to access them and make better informed decisions. 
Additionally this removes the need of asking colleagues for data and thus makes data 
access more efficient. Another class of widget consumers consists of end-users that 
could create widgets for their own, but are not motivated enough to engage in widget 
creation. On the other hand, they willingly use widgets that are created by other end-
users that turn out to be useful to support own working tasks. 

Widget Creators. Widget creators are end-users that create widgets for themselves or 
others to support individual working tasks. They are motivated by multiple reasons to 
create widgets. One main reason is to simplify data access for own working tasks and 
thereby making these working tasks more efficient and less cumbersome. Another 
motivation is to provide others with especially tailored widgets, to improve data 
supply to others engaged into the same business processes. By this, the amount of 
inquiries for data is reduced and business process may be executed more efficiently. 
Providing better tools to support individual working tasks of processes is especially 
relevant for end-users being responsible for certain processes and thus motivates them 
to act as widget creator to optimize these processes and improve process performance. 
End-users successfully using widgets motivate others to engage in widget creation as 
they are motivated by the success of others and want to use such optimization 
possibilities for their own working tasks and processes. Other end-users are 
technology-savvy and start widget creation for the reason of having fun 
experimenting with new technology. They discover the usefulness for own tasks or 
tasks of others while experimenting. 

Service Creators. Service creators are advanced end-users that are able to create new 
resources that can be wrapped and added to the service repository, from where they 
can be used for widget creation. By extending the service repository with new 
services, they enable widget creators to address more use cases and create more 
widgets that are more precisely tailored to the individual needs of end-users. Without 
service creators, widget creators would be limited to a certain set of predefined 
services which limits the amount of creatable solutions. With regard to the WCP 
environment service creators are end-users having the skills of creating, modifying or 
at least locating suitable queries inside the SAP ERP system that match existing 
information needs of widget creators. 

4.4   Questionnaire-Based Evaluation of WCP 

To refine the results of the preliminary studies and to acquire feedback on the WCP-
based approach on a broad end-user base, we conducted a questionnaire-based survey 
among the employees of the companies participating in the evaluation of the WCP  
environment. Besides the WCP related aspects, the questionnaire addressed many more 
aspects like IT-related skills of employees, satisfaction with provided enterprise 
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software, experience with EUD related activities, as well as working practices and 
problems with regard to individual information processing and access. For the sake of 
brevity, we focus on WCP related aspects only in the following. As not all employees 
participating in the survey knew the WCP environment, we provided the questionnaire 
online and embedded a small video presenting the WCP. The video was shown to the 
participants after having explained a small use case and showed the employees how to 
create a suitable enterprise widget and deploy it to the desktop in less than three min-
utes. As common office PCs mostly do not provide sound, short explanations were 
given by fading text in the video. Based on the video, the questionnaire asked several 
questions directly related to the WCP approach. Video presentation can be seen as a 
viable medium for demonstrating systems in a user acceptance testing context as it en-
ables subjects “to form accurate attitudes, usefulness perceptions, quality perceptions 
and behavioral expectations (self-predictions of use)” [23], which are important factors 
for technology acceptance according to the Technology Acceptance Model [24]. 

Each of the three participating companies was asked to send the URL to access the 
questionnaire to 33 randomly chosen users of the SAP ERP system. Finally we 
received 73 filled and analyzable questionnaires. With regard to a total of 236 
 

Table 1. Questions related to the WCP environment and widgets with according results 

Question Results 
How do you rate the difficulty level of the 
shown method of widget creation? 

0% too difficult, 13.8% difficult but man-
ageable, 39.7% passable, 22.4% easy, 
20.7% very easy, 3.4% declared not to 
answer 

Do you think you could manage to create a 
widget using the shown method on your own? 

72.5% yes, 6.9% no, 17.2% uncertain, 
3.4% declared not to answer 

Do you think custom-made widgets can pro-
vide benefits in real work contexts? 

69.1% yes, 5.3% no, 21.3% uncertain, 
4.3% declared not to answer 

Do you think, you could ease or accelerate 
your work by using widgets tailored to your 
needs? 

Scale from 0 (would not provide any 
benefits for me) to 5 (would help me a 
lot): 6.4% 0, 5.3% 1, 17.0% 2, 26.6% 3, 
26.6% 4, 7.4% 5, 9.6% declared not to 
answer, 1.1% did not answer 

Is there any personal, typical work situation 
that spontaneously comes to your mind, in 
which a widget would be of help for you? 

47.9% yes, 27.6% no, 14.9% uncertain, 
8.5% declared not to answer, 1.1% did 
not answer 

If your last answer was “yes”, would you be 
willing to create a widget for that purpose on 
your own? 

58.5% yes, 8.5% no, 17.0% uncertain, 
12.8% declared not to answer, 3.2% did 
not answer 

Would you be willing to accept learning ef-
forts to learn the creation of widgets? 

5.3% no, 7.4% yes, up to half an hour, 
11.7% yes, up to an hour, 19.1% yes, 
several hours, 21.3% yes, a day, 28.8% 
yes, several days, 5.3% declared not to 
answer, 1.1% did not answer 

Can you think of using complete, predefined 
widgets in your everyday work, if they pro-
vide data relevant to you? 

84.0% yes, 2.1% no, 8.5% uncertain, 
4.3% declared not to answer, 1.1% did 
not answer 
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employees working with the SAP ERP system in these companies, we achieved a 
coverage of about 30.1% of the addressed test population. Table 1 lists some of the 
questions which have been asked in the questionnaire after the participants watched 
the video demonstrating the WCP environment, together with the according results. 

The results are promising. The participants rate the WCP not to be too difficult. 
82.8% rate the perceived difficulty level to be passable, easy or very easy. 72.5% 
think that they can manage to create widgets on their own using the WCP environ-
ment. 69.1% think that custom-made widgets are able to provide benefits in real work 
context. On a scale ranging from 0 (widgets do not provide any benefit for me) to 5 
(widgets would help me a lot), 60.6% of participants rated the ability of widgets to 
ease or accelerate their own work with at least 3. 47.9% of the participants state, that a 
typical, personal work situation spontaneously comes to their mind, in which widgets 
would be helpful. 58.5% of these participants would be willing to create a widget on 
their own for that work situation. 88.3% of the participants are willing to accept learn-
ing efforts to learn the creation of widgets. 69.2% of these participants would accept 
learning efforts ranging from several hours to several days. 84% of the participants 
would use complete, predefined widgets in their every day work, if they provide data 
relevant to them. 

The results indicate that typical business users of SMEs, which are using an ERP 
system in their daily work, believe that widgets are able to provide benefits in real 
work contexts. Many business users see application possibilities in their own, per-
sonal work context and would like to create a widget for that purpose on their own, 
even if they have to accept learning effort to achieve this aim. The vast majority of 
business users believes to be able to create widgets with the WCP environment and 
rates its usage to be not difficult. Overall, this can be seen as quite a positive and 
promising feedback with regard to the WCP environment and the practical applicabil-
ity of widgets. According to the Technology Acceptance Model [24], the high degree 
of perceived usefulness can be seen as a strong indicator for acceptance. 

5   Summary and Conclusion 

In this paper, we presented an EUD approach enabling business users to create  
enterprise widgets tailored to their personal information needs without the need of 
programming knowledge. The approach is based on a prototypic, web-based EUD en-
vironment called WCP, which enables end-users to mash up enterprise resources in a 
visual design environment in a very lightweight way using a simple box and wires de-
sign paradigm and to deploy the created mashups in the form of widgets to their local 
machines. The ability of creating custom widgets enables business users to create 
small, interactive applications to access relevant business data in a fast and convenient 
way, without the need of starting heavyweight and complex enterprise systems and 
cumbersomely collect data from multiple locations within the GUI of such systems. 
This creates a new experience for end-users, as they were not able to create interactive 
tools providing live interaction on enterprise resources to support their individual 
work tasks on their own before. The approach especially considers extensibility of 
building blocks for widget creation by SMEs using existing knowledge, as it enables 
to wrap and expose enterprise resources (e.g. SAP ERP queries), which can be created 
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by advanced end-users, as services that can be mashed up in a widget. Thus, the 
whole chain of widget development is put in the hand of SMEs. 

We described our research approach targeted at creating EUD solutions applicable 
in real enterprise contexts, and motivated the need and setup of our approach with 
results of our preliminary empirical studies. With regard to the set up of our solution 
approach, we discussed the conceptual layers of the widget stack, which is instanti-
ated by the WCP environment, and explained the architectural components of the 
WCP and how these work together. We presented the GUI of the WCP and explained 
how end-users are able to create individual mashups of enterprise resources using a 
simple box and wires design paradigm, and how these mashups can be deployed as 
widgets to the local machines of the end-users. With regard to evaluation of the ap-
proach, we presented first results of a practical evaluation of the EUD environment in 
three German SMEs. We provided use cases from real enterprise contexts, and gave a 
classification of end-user types based on our observations. Additionally, we presented 
results of a questionnaire-based survey conducted on a broad end-user base, which 
document a very promising feedback with regard to our approach. 

The provided use cases from real enterprise contexts demonstrate that business us-
ers are able to create custom widgets supporting their individual work tasks using the 
provided EUD environment. The use cases gave evidence that widgets can be used to 
address practical problems in real work contexts, although they are very simple soft-
ware artifacts composed in a very simple way. The results of the questionnaire-based 
survey support these conclusions, as they show that a broad base of typical business 
users believe that widgets are able to provide benefits in real work contexts, see appli-
cation possibilities in their own work context, and would like to create a widget for 
that purpose on their own, even if they had to accept learning effort to achieve this 
aim. The vast majority believes to be able to create widgets with the WCP environ-
ment and rates its usage to be not difficult. 

Beyond this, we observed in practical situations that advanced end-users are able to 
create and wrap enterprise resources as new services to extend the available building 
blocks for widget creation. By this, the whole development chain of widget creation 
can be put in the hands of SMEs and allows them to act as autonomous creators of 
services and widgets, without the need of external IT professionals. With regard to 
our aim of creating EUD approaches for enterprise environments, which can be man-
aged even by SMEs and enable business users to better adapt software to their indi-
vidual working tasks and work practice, we consider these first results as being very 
promising. 

With our research, we contribute to the field of EUD in various ways. We give an 
example of how the technical flexibility of SOAs can be leveraged at the hand of end-
users using approaches like mashups and widgets. We provide indications, taken from 
our evaluation, that a simple box and wires design paradigm, combined with a design 
environment blurring design time and runtime can be easily learned and used by typi-
cal business users to orchestrate simple software artifacts. We show that EUD ap-
proaches enabling business users to create simple software artifacts like widgets are 
able to address practical problems in real enterprise work contexts. Additionally, we 
provide indications from our observations, that by enabling SMEs to create enterprise 
resources using existing knowledge and wrapping these resources as building blocks 
for the EUD of software artifacts, the whole development chain of software artifacts 
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can be put in the hands of SMEs, thus reducing the need of external IT professionals 
and at the same time increasing flexibility in adapting the used software infrastructure 
to individual and changing needs. 
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Abstract. E-government websites are currently becoming more and more huge 
and complex. They provide citizens with several kinds of information, includ-
ing services for online task payment or front office reservation. The creation 
and maintenance of such websites often require a distributed approach: the con-
tent publication task is transferred from software developers to personnel of the 
various organization departments (here called the publishers). To this end, a 
Content Management System (CMS) is usually adopted. However, CMSs do 
not generally satisfy all requirements and needs that emerge in this application 
domain. Therefore, the adoption of End-User Development (EUD) techniques, 
tailored to the publishers’ culture, background and skills, represents a possible 
solution to CMSs’ current limitations. In this paper, after discussing the context 
and the existing problems, we describe an approach to extending CMSs with 
EUD techniques. The approach will be discussed with reference to the creation 
and maintenance of the website of an existing government agency. 

Keywords: e-government website, content management system, accessibility, 
end user, meta-design.  

1   Introduction 

Government agencies are complex organizations whose websites are currently becom-
ing more and more huge and articulate. They offer to citizens several kinds of infor-
mation, including sophisticated services such as online task payment or front office 
reservation. 

For such websites, many countries all over the world have promulgated laws to es-
tablish the duty of satisfying precise accessibility standards [23][39][53], in addition 
to the well-known usability requirements.  

The creation of websites that satisfy usability and accessibility requirements has 
been traditionally accomplished by software developers. Among the other activities, 
software developers had to perform content authoring, by gathering information from 
domain experts that worked in the various departments of the government agency. 
However, this centralized organization was doomed to fail whenever the website 
contents increased considerably: software developers became a bottleneck, thus de-
termining significant delays in the publication process.  
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For these reasons, a decentralized strategy is currently preferred in most govern-
ment agencies: the responsibility of publishing contents on the website is assigned to 
the employees of the different agency departments. Distributed content authoring has 
a significant impact on the work organization and personnel roles, and investments 
are necessary to acquire proper software applications that allow storing, controlling, 
versioning, and publishing various kinds of web material. Web Content Management 
Systems (CMSs) are the software applications that meet this demand. 

A CMS is usually installed and managed by software developers – personnel  
internal or external to the government agency who are expert in computer technology. 
In such a situation, their responsibility in web page creation is reduced with respect  
to the centralized approach. In particular, they have to develop page templates, by 
ensuring their accessibility and usability. They also have to design the navigation 
architecture, by assigning privileges to personnel committed to content publication, 
the so-called publishers. Publishers – personnel working in some agency department 
who possess the knowledge about the content to be published on the website – are the 
very end users of the CMS. As such, these personnel are expected to evolve from 
passive interviewees during requirements analysis to active content producers. They 
generally have limited competencies in computer technology, but may be acquainted 
with web browsers, word processors, spreadsheets and other similar office applica-
tions. Therefore, they are capable of using content authoring tools available in the 
CMS to add their contents to the website.   

However, from our collaboration experience with a large Italian municipality, it 
emerged that CMS’ end users are often required to acquire some programming skills, 
in order to cope with the limitations of the CMS. In particular, we have observed  that 
existing CMSs often lack functionalities for generating HTML code that satisfies 
accessibility requirements as established by national laws (this is particularly true 
when the adopted CMS is out-to-date, but migration to another product is not man-
ageable). In such a situation, publishers must access the HTML code generated by the 
CMS authoring tools, and modify it manually. Consequently, this requires to provide 
publishers with training courses and/or manuals that support them in doing this job. In 
spite of these precautions, people not expert in computer technologies keep on con-
sidering this task as difficult, error-prone and time consuming, and thus they arrive 
even at refusing to perform it. 

Furthermore, software developers still remain a bottleneck in creating online ser-
vices. In fact, after the elicitation of requirements from personnel of the different 
agency departments, they are in charge of implementing the services through the 
programming language available in (or compliant with) the CMS. Moreover, the com-
munication gap [9][20][31] that often exists between developers and domain experts 
(the departments’ employees) creates problems in correctly designing and developing 
these services. Therefore, tools are needed to support CMS’ end users in creating not 
only static content, but also online services, since these people are the owners of the 
necessary domain knowledge. 

We argue here that both HTML editing and online service creation must be re-
garded as two different kinds of software development activities publishers should 
carry out. We propose to achieve this goal by extending CMSs with proper End-User 
Development (EUD) facilities.  
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EUD [29][50] has been defined by EUD-Net, the network of Excellence on End-
User Development funded by the European Commission during 2002-2003, as “the 
set of methods, techniques, and tools that allow users of software systems, who are 
acting as non-professional software developers, at some point to create or modify a 
software artifact” [16]. EUD activities can range from just setting parameters to the 
use of macro languages to extend system functionalities [8][9][28][35].  

The contribution of this paper is to promote the application of results of EUD 
research in the field of CMSs, with a particular focus on the use of CMSs for creating 
e-government website content. With reference to the real case of an Italian municipal-
ity, we propose to integrate a CMS with tools that support publishers in creating con-
tents and services, transparently with respect to their underlying representation. In this 
way, publishers can behave as “unwitting programmers” [11][41] by creating or 
modifying software components without being conscious of this. To this end, EUD 
tools must be designed by relying on publishers’ competencies and skills, thus avoid-
ing them to acquire new competencies in computer technologies.  

In particular, we carried out a case study research [57][58] concerning an EUD-
based technique that has been implemented to relieve publishers from HTML editing. 
This research is extensively described in [19] and briefly summarized here. A second 
technique has been investigated and discussed with software developers that work at 
the Italian municipality. It is still at the early stages of development, but it is presented 
here as very promising in the case of online service creation. 

The paper is organized as follows: Section 2 analyses the problems concerning the 
development of e-government websites. Section 3 describes content management 
systems, the tools generally employed for creating, managing and updating an 
e-government website. Section 4 presents the theme of end-user development, the 
experiences of EUD in various application domains, and the characteristics of end 
users required to perform EUD activities. Section 5 describes our case study. Section 
6 provides a further analysis related with the case study, which appears promising for 
future implementations of EUD-based techniques in the field of e-government web-
sites. Section 7 briefly discusses the novel ideas proposed in the paper and Section 8 
concludes the paper. 

2   Characteristics of E-Government Websites 

In many countries all over the world, several laws establish precise accessibility goals 
an e-government website must satisfy [39]. For instance, since 2005, websites of 
Italian government agencies must satisfy the requirements established in the “Dis-
posizioni per favorire l'accesso dei soggetti disabili agli strumenti informatici” (“Pro-
visions to support the access to information technologies for the disabled”, Law no. 4 
January 2004) [40].  

Most of these laws on accessibility (including the Italian one) are based on the 
Web Content Accessibility (WCAG) release 1.0 recommendation of World Wide 
Web Consortium (W3C) [54]. WCAG 1.0 includes fourteen guidelines that must be 
followed by web developers to make their sites accessible to people with disabilities. 
Such people are (i) those who need to browse web pages by using assistive technolo-
gies because of physical disabilities (i.e. people having vision, hearing or mobility 
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impairments); (ii) elder people, who experience changes in vision, hearing, dexterity, 
and memory as they age; (iii) people who navigate the web through obsolete or lim-
ited hardware/software technologies, including old browser versions, low bandwidth 
connections to the Internet, mobile phones, personal digital assistants [53]. Most of 
the accessibility guidelines can be followed by writing proper HTML code, while 
others impose constraints to the interaction experience (for example by suggesting to 
avoid scripting code and to limit the presence of moving objects) or suggest the crea-
tion of simpler pages in terms of layout, graphics and language.  

Furthermore, nowadays, e-government websites are becoming crucial also for the 
services they provide to citizens. Online services can be very different one another 
and dedicated to different kinds of users. For examples, some citizens may find easier 
to pay local taxes on the web, or may find useful reserving front office services or 
asking for personal documents by filling in forms on the website. Online services 
represent a particular kind of content that, like the other information to be published 
on the website, needs some domain knowledge generally possessed by personnel of 
the various agency departments.  

The necessity to publish a huge and diverse amount of content usually requires a 
decentralized activity. To support distributed content authoring and easy website 
management, content management systems are generally adopted. Their main charac-
teristics are discussed in the following section, along with their limitations in satisfy-
ing accessibility requirements and supporting end users in the creation of complex 
content. 

3   Content Management Systems and Their Role in E-Government 
Website Creation and Maintenance 

Like other kinds of web authoring tools, content management systems are becoming 
popular in relieving web site developers from low-level details of page design and 
implementation. In particular, content management systems implement the so-called 
content-driven paradigm: they support a separation between page presentation and 
page content, and allow users to ignore those aspects related with markup and script-
ing languages necessary to build the pages. As far as page presentation, pre-formatted 
templates are usually available in a CMS, as well as WYSIWIG functionalities to 
support users in creating new templates. But, more importantly for website content 
evolution, CMSs usually include tools that allow people not expert in information 
technologies to create web contents. Interacting with these tools is usually similar to 
interacting with office applications users are accustomed to use in their daily work. 
For example, a typical interaction could consist in choosing a page template and fill-
ing in it by editing objects or importing them from other sources. 

These characteristics permit to create websites that satisfy usability requirements 
(such as consistency among pages, user-error management, system feedback), and 
which should be compliant with existing standards, particularly those related with 
page accessibility. Satisfying accessibility requirements established by national and 
international organizations is however a difficult task. Today several CMSs claim to 
directly support the development of websites compliant with WCAG guidelines. They 
are both open source tools, such as Plone [42], Moodle [34], Joomla! [24], Drupal 
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[15], TYPO3 [52], and commercial tools, such as Blackboard Content System [3], 
QnECMS [44], Sitekit CMS [49], Microsoft Content Management Server [32] or the 
more up-to-date Microsoft Office SharePoint [33] (an exhaustive survey of CMS 
products and technology is beyond the scope of the paper). In spite of these claims, 
for most of these tools, evaluating which WCAG guidelines are taken into account 
and how is not so easy. For example, exploring Joomla! documentation, one discovers 
that several accessibility fixes are due in the future version of the tool. The same is 
true for Moodle. However, Joomla! developers have already declared that some 
WCAG requirements are outside of Joomla! development team, as they have to be 
addressed by template designers or content managers [25]. A similar claim is made by 
Plone’s development team, who is aware that a number of WCAG checkpoints are 
subjective, and thus their interpretation may vary [43]. In TYPO3, an extension 
(plugin) is available for managing content accessibility, but related user manuals are 
unavailable at the date of writing this paper, and thus it is not possible, also in this 
case, to evaluate a priori the suitability of TYPO3 for creating e-government websites. 
A thorough evaluation is even more difficult for commercial CMSs. Generally, their 
vendors declare that they are WAI compliant without giving further details.  

Another topic concerning CMSs is the availability of server-side or client-side lan-
guages that can be used to personalize the website created through a CMS. However, 
such languages almost always require advanced skills, not only in computer pro-
gramming, but also in information architectures of web applications. Therefore, they 
are used generally by professional software developers to implement the functional-
ities required for the domain at hand. In e-government websites, these functionalities 
include online services for tax payment, document request, front-office reservation, 
registration to public services (e.g. schools). In order to implement these functional-
ities and make them available on the web, software developers must always perform 
requirements gathering and analysis by interviewing the personnel of the interested 
department.  This centralized approach and the misunderstandings arising among 
computer scientists and people with different competencies are often the reasons for 
delays in service development and publication. Authoring tools suitable to this task 
could adequately support the personnel at various departments in creating online ser-
vices. Actually, some CMSs are specialized for particular domains, such as media 
sharing or personal spaces. These CMSs offer tailoring techniques or component-
based methodologies to create web pages with functionalities for photo or movie 
sharing, guestbook management, meteorological forecasting. In a similar way, do-
main-dependent functionalities such as those offered by e-government websites could 
be designed directly by publishers.  

4   End-User Development: From Desktop to Web Applications   

The main goal of End-User Development is to study and develop techniques and 
applications for “empowering users to develop and adapt systems themselves” [28]. 
The level of complexity of these techniques should be appropriate to the users’ indi-
vidual skills and situations, and possibly allowing them to easily move up from less 
complex to more complex EUD activities. To this end, a classification of EUD activi-
ties has been proposed in [8][9] and further elaborated in [28]. The authors called 
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parameterization or customization all activities that allow users to choose among 
alternative behaviors already available in the application, resulting for example in 
associating specific computation parameters with specific parts of the data or in ap-
plying different functionalities to the data. Then, they classify as program creation or 
modification the EUD activities carried out through programming by example, incre-
mental programming, model-based development, extended annotation.  

4.1   EUD Solutions in Different Application Domains 

EUD techniques have been used for many years in commercial software, such as 
macro recording in word processors, formula composition in spreadsheets or filter 
definition in e-mail clients [28]. However, on the one hand, they are far to be used 
extensively by a large community of end users, and, on the other hand, there exists the 
potential for employing EUD techniques in many other application domains and with 
different levels of complexity.  

Research projects have been funded to design EUD techniques that support  
householders in programming their home appliances (e.g. digital radios, televisions, 
telephones) [4][5], in order to possibly obtain intelligent environments [14]. In the 
AutoHAN project [5], the idea is to use physical infrared remote controls that can 
become the syntactic elements in a program and that can be composed by the user to 
represent sophisticated functions. Component-based approaches for EUD are pro-
posed in the field of computer-supported collaborative work [36], by providing visual 
tailoring environments that allow users to easily create search tools, chat tools and 
shared-to-do lists [55]. Repenning and Ioannidou propose agent-based programming 
as a paradigm for EUD [45]. They demonstrate the feasibility of this approach by 
applying it to many different domains, from game applications, to simulation envi-
ronments, to software for education. Myers et al. are developing natural programming 
languages and environments to permit people to program by expressing their ideas in 
the same way they think about them [37]. They performed feasibility studies in the 
domain of video games, after having examined how children use and structure lan-
guage to solve problems, and in the domain of business programming, after having 
analyzed how adults describe database access scenarios. Different techniques for 
EUD have been implemented in the software shaping workshops, end-user environ-
ments supporting domain experts in medical diagnosis [9], mechanical engineering 
[10] and geological forecasting [7]; such techniques are based on annotation mecha-
nisms and visual programming through direct manipulation.   

The area of EUD also involves the creation, modification and adaptation of web 
applications. This activity may turn out to be even more difficult than the develop-
ment of traditional desktop applications, since it requires to know different markup 
languages, programming languages (both client and server side), interaction tech-
niques with databases. In [48], the typical hurdles in web development have been 
identified, such as the stateless nature of the HTTP protocol and the necessity of ses-
sion management, handling cross-platform compatibility, establishing and managing 
database connections, input validation. To overcome these problems, a software sys-
tem, called Click [46], has been developed, which allows users to generate HTML 
code by simply instantiating and positioning components for a page under construc-
tion. In [30], Macías and Paternò propose an approach to the customization of  
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web-based applications, which exploits intelligent mechanisms to infer customization 
rules from user changes. In this case, end-user web developers who need to deal with 
structure and presentation of web pages are facilitated by an automatic system that 
builds an end-user profile containing customization preferences and then uses it to 
regenerate web pages according to such preferences. The use of wikis for EUD is 
instead advocated by Anslow and Rielhe [1]: wikis are regarded as a platform to sup-
port end users not only in contributing content, but also in performing computational 
tasks. They applied this technique for the development of business queries in web 
information systems. The work of Ginige and colleagues [13][22][27] is in the field of 
web information systems too. However, they propose a different solution: the defini-
tion of a meta-model of web applications and a set of form-based tools that can be 
used by end users to customize and evolve their applications, thus making the soft-
ware architecture completely transparent to them. The ideas of meta-modelling and 
form-based EUD techniques seem very promising also in the application domain 
considered in this paper. However, while the tools described in [27] require users to 
follow precise syntaxes to create executable code, we propose here an evolution of the 
technique towards a more natural and direct manipulation interaction. 

4.2   End Users’ Characteristics  

One of the most important activities when an interactive system is designed and 
evaluated is the characterization of its end users, especially if such end users are re-
quired to perform EUD activities.  

Cypher defines end users as people who use a computer application as part of their 
daily life or daily work, but not interested in computers per se [12]. They can be tech-
nicians, clerks, analysts and managers who are often required, due to new organiza-
tional, business and commercial technologies, to perform end-user computing, i.e.  “to 
develop software applications in support of organizational tasks” [6].  

Some researchers focus the attention on end users with a high professionalism, 
such as interior designers [18], medical doctors [9], mechanical engineers [10], ge-
ologists [7], biologists [26], urban planners [2]. This has motivated the definition of a 
particular class of end users, the so-called domain experts [8][28], that is experts in a 
specific domain, not necessarily experts in computer science, who use computer envi-
ronments to perform their daily tasks by acting as designers and being creative [21]. 
According to the spectrum presented in [56], they are software developers using do-
main-specific languages to write programs in order to solve specific problems that 
they own. 

Web applications are often developed by “sophisticated end users” [48]: they are 
causal webmasters who, though possessing limited competencies in web technologies, 
are characterized by a strong sensibility and a deep motivation in creating their own 
artifacts [47]. They are sophisticated in that they are experienced in web design even 
though they find difficulties in managing the typical complexities in web development 
[48]. End users of wikis (e.g. Wikipedia), media sharing systems (e.g. Flickr) and 
other Web 2.0 systems [38] are classified as web contents developers in [56]; they 
share with casual webmasters the high motivation. In particular, they are very moti-
vated in contributing their contents and collaborating through the web, and they are 
willing to spend time for preparing web material and publishing it. 
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As far as the development of e-government websites is concerned, the end users of 
content management systems represent another kind of web contents developers. 
However, they are not so motivated to create web material, but often perceive such 
activity as an overhead with respect to their daily work. The characteristics of these 
users, which we consider crucial to design adequate EUD techniques, are discussed 
more in detail in the next section.  

5   EUD in E-Government Website Content Creation: A Case 
Study 

During our collaboration with a large Italian municipality we had the opportunity to 
know and analyze the needs for EUD in e-government website content creation.  

This municipality adopted in 2003 a commercial CMS to support content creation 
by the employees of various departments. A significant personalization work was 
performed to adapt the CMS to the specific context and customer’s requirements. 
Clearly, the adoption of a more recent CMS product would ensure an improvement in 
website management, content creation and accessibility satisfaction. However, the 
huge amount of content to be migrated and the necessity of performing further per-
sonalization work and personnel training have discouraged until now managers and 
developers to make this choice. 

During first informal conversations with some publishers, we discovered that they 
found many difficulties in creating web contents, mainly for two reasons: 1) their own 
characteristics; 2) the lack of some important functionalities in the CMS. As to the 
first point, from conversations it emerged that publishers belong to an heterogeneous 
population, which includes experts in different domains, thus having different compe-
tencies, skills, and cultural background. Most of them do not hold a higher education 
degree and their ages range in a wide spectrum. Publishers seem often to be insuffi-
ciently motivated in doing content authoring, by perceiving such activity as alien to 
their daily work. Moreover, they complained that, while interacting with the CMS 
adopted in their agency, they were often charged with housekeeping activities. For 
example, the creation of some type of content required publishers to edit directly the 
generated HTML code, in order to satisfy accessibility requirements defined in 
WCAG 1.0. These activities are natural for the computer expert and manageable by 
casual webmasters, but they are perceived as intricate by publishers, who not rarely 
arrive at refusing to perform the assigned content authoring tasks. Furthermore, most 
publishers do not perform these tasks frequently, depending them on deadlines for tax 
payments or other bureaucratic issues; therefore, such users tend to forget many de-
tails of the procedure to be followed, especially when it requires some editing of 
HTML code. 

These difficulties suggested us that an approach to CMS development aimed at in-
tegrating EUD techniques in the CMS itself could overcome different kinds of prob-
lems in e-government website creation, management and updating.  

Therefore, we implemented a simple EUD technique to solve a specific problem 
encountered by publishers; then, a case study research [57][58] was carried out to 
examine in-depth the interaction with the original CMS and to evaluate how the EUD-
based approach improved the situation. In the following, we describe the problem 
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considered and a possible EUD solution. Then, the main results of the case study 
research are briefly presented (see [19] for more details). 

5.1   EUD for Accessible Content Creation 

To demonstrate the usefulness of EUD in the considered field, we faced the problem 
of creating tabular content to be published on an e-government website. Tabular con-
tent must satisfy guideline 5 “Create tables that transform gracefully” of WCAG 1.0 
[54]. The six checkpoints of the guideline must be followed to support disabled  
people (users with blindness or low vision), who access tabular information through 
assistive technologies, such as a screen reader or a Braille display. The ability to pro-
duce accessible tabular content is of course a basic feature one would expect from a 
CMS (though this is not always the case). However, the EUD approach here proposed 
has a broader scope since it is suitable to support publishers in other and more sophis-
ticated tasks. 

To create accessible tables with the original CMS, publishers must modify the 
HTML code generated by the CMS. In particular, the interaction occurs as follows. 
The authoring tool available in the CMS provides a button in a toolbar to activate 
table creation. When the user selects this button, the system presents the user with a 
dialog window that asks for inserting the number of rows and columns of the new 
table. After interacting with this dialog window, a “prototype” table is created show-
ing cells whose content is “Col 1 Row 1”, “Col 2 Row 1”, and so on for the first row, 
“Col 2 Row 1”, “Col 2 Row 2”, and so on for the second row, for all the rows re-
quested by the user. Figure 1 shows the table created when the user asks for a two 
rows-two columns table. 

When the user clicks on a table cell, its content is selected and the user can substi-
tute it with the desired content. For example, let us suppose that the publisher inserts 
person names (Maria, Paola) and surnames (Rossi, Bianchi) in the first column and  
 

 

Fig. 1. The table created as a consequence of user request 
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second column respectively. The resulting HTML code underlying the table would be 
the following: 

 
<TABLE> 

<TR> 
<TD> Maria </TD> 
<TD> Rossi </TD> 

</TR> 
<TR> 

<TD> Paola </TD> 
<TD> Bianchi </TD> 

</TR> 
</TABLE> 
 
To make this code compliant with guideline 5 of WCAG 1.0, the publisher must 

access this code through the proper button in the CMS toolbar and modify it as fol-
lows (users’ modifications to the code generated by the CMS are highlighted):  

 
<TABLE SUMMARY=“This table contains name and surname of the 

employees that work at the Public Relations Department of the 
Brescia municipality”> 

<CAPTION>Employees working at the Public Relations  
Department 

</CAPTION> 
<TR> 

<TH ID=”name”>Name</TH> 
<TH ID=”surname”>Surname</TH> 

</TR> 
<TR> 

<TD headers=”name”>Maria</TD> 
<TD headers=”surname”>Rossi</TD> 

  </TR> 
<TR> 

<TD headers=”name”>Paola</TD> 
<TD headers=”surname”>Bianchi</TD> 

</TR> 
</TABLE> 
 
Actually this code aims at satisfying three of the six checkpoints of guideline 5 of 

WCAG and in particular: 

• A tag <TH> has been added for each column by specifying the column header as a 
value of attribute ID of <TH>. This is to satisfy checkpoint 1 of WCAG guideline 5; 

• Each cell identified by an element <TD> has been associated with the correspond-
ing column by using attribute headers, whose value must correspond to the col-
umn header. This is to satisfy checkpoint 2 of WCAG guideline 5; 

• Attribute summary has been added in tag <TABLE> and element <CAPTION> 
has been inserted as first child of element <TABLE>, in order to satisfy checkpoint 
5 of WCAG guideline 5. 
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According to the municipality managers, these checkpoints are the minimum re-
quirements to be satisfied by tables published in their website. In fact, checkpoint 6 
gives additional indications for managing table linearization, but it has priority 3, 
while it was decided that, at the moment, the goal was to obtain Conformance Level 
AA for the website [53]. Checkpoints 3 and 4 refer to the use of tables for page lay-
out; they are satisfied a priori, since page layout is managed through style sheets.  

To support publishers in this work practice, they were provided with a paper-based 
manual, which presented a detailed example to be adapted to the case at hand. Not-
withstanding this, this activity represented a problem for publishers.  

In order to solve the problem by implementing a simple EUD technique based on 
parameterization, the source code of the CMS was properly modified. The interaction 
with the system for inserting a table now occurs as follows. When the user selects the 
tool to insert a table, after the dialog window asking for the number of rows and col-
umns, a new dialog window is presented to the user. Such window, shown in Figure 
2, asks the user for inserting a text for the caption, a text for the summary, and as 
much headers as the number of columns previously declared. The window autono-
mously adapts its size according to the number of column headers that need to be 
requested. It also helps the user to insert caption and summary by remembering 
her/him the meaning of such information directly in the text fields. The user is obliged 
to fill in all the text fields: in fact, when s/he selects the OK button, information are 
checked and, if one is missing, a warning message is presented to the user, by con-
straining her/him to return to the dialog window and complete data insertion. This 
relieves the publisher from checking the correctness of the table, making it easy to 
assess her/his EUD activity [28]. 

The new procedure is clearer and easier for people not expert in computer tech-
nologies. This was confirmed by the results of our case study research. 

 

Fig. 2. The dialog window asking for accessibility parameters 

5.2   Case Study Research: Methodology and Results 

The goal of the case study research was to investigate the difficulties encountered by 
publishers in creating accessible content and to evaluate the benefits of enhancing the 
adopted CMS with EUD features. Therefore, our research questions aimed at 
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understanding what happened during content creation and how the publishers faced 
the problems of the CMS about content accessibility. Then, our goal was also investi-
gating if the extension of the CMS with the EUD feature would have provided sig-
nificant improvements in terms of both performance and publishers’ willingness to 
carry out activities concerned with accessible table creation.  

We involved eight users chosen from different departments of the municipality. 
The sample, even if little, can be considered enough representative of the publisher 
population, because it included people expert in different domains and having  
different competencies, skills, and cultural background. Participants were asked for 
performing a task concerning the creation of an accessible table. A within groups 
technique was adopted, meaning that all users in the sample performed the same task 
using the original CMS and the extended CMS. To avoid polarization due to learning 
effects, different execution orders were defined. 

Data gathering was carried out in the usual work place of users. The techniques 
adopted were structured interviews (after the execution of the assigned task in the two 
sub-cases), observation during task execution and performance measures (completion 
time and number of errors). The first two techniques were meant to provide us with a 
qualitative evaluation, while the last were meant to provide us with quantitative data 
possibly corroborating qualitative ones. An evaluation form was prepared to gather 
both qualitative and quantitative data: it included few simple questions (e.g. “Which 
are the main difficulties you encountered using the original CMS?”, “Which are the 
main improvements you noticed in the new solution?”) and some fields to be filled in 
by the observer with the observations taken during task execution and with the quanti-
tative data. 

During the execution of the task with the original CMS, we observed that most of 
publishers applied mechanically what was suggested by the example table in the 
manual and made several mistakes during the adaptation of that table. They often 
forgot to change some parts of the table, by leaving the information already present in 
the example table. Moreover, by listening to users’ spontaneous comments, we  
discovered that difficulties and misunderstandings arose because users did not under-
stand the meaning of tags correctly. For example, they confounded the terms cap-
tion, headers and summary (maybe this was also due to the translation between 
English and Italian). The interviews confirmed that publishers perceived the task as 
too difficult and requiring an exaggerate effort. In general, publishers considered the 
HTML code manipulation as a work alien to their competencies and tasks, useless, 
and time consuming. Most of them explicitly declared that they were not willing to 
spend energies and time in doing that job. 

The new approach apparently solves all the above problems. Participants com-
mented that the system now requires them exactly what is needed, it does not ask 
them anymore for thinking about the accessibility parameters, but it just drives them 
through table creation, and thus it also avoids them to consult the manual. These posi-
tive results, gathered through direct observation and interviews, are corroborated by 
quantitative data: the comparison of completion times and error numbers demonstrate 
that, using the procedure offered by the extended CMS, there is a significant im-
provement in both robustness and efficiency [19]. 
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6   Toward Online Service Creation through EUD 

We carried on the collaboration with the municipality with the aim of finding a solu-
tion also to the problem of online service development. This task is still at the hands 
of personnel of the Computer Science department of the municipality, since the CMS 
does not provide proper facilities for transferring it to publishers. This should remain 
valid also if a more up-to-date CMS would be adopted, since, as already mentioned, 
existing products provide scripting languages and macro languages that only com-
puter experts or power users are able to manage. 

This section describes a possible EUD approach to developing online services. The 
approach stems from the analysis of how personnel of the Computer Science depart-
ment operate to create such services and from the characterization of publishers  
carried out during the case study research. We used unstructured interviews with a 
representative software developer to elicit knowledge about the kinds of services to be 
made available on a municipality website and about their design and development. 

From the analysis of online services currently offered to citizens on the website it 
is possible to obtain the following classification: 1) front office reservation; 2) tax 
payment; 3) document request; 4) document submission; 5) registration to courses or 
schools. All these services are accessed by the end users of the website through form-
based pages, since fill-in form interaction style has a low cognitive burden for most of 
people and it is easy to implement. More precisely, end users are presented with the 
forms composing a service through a step-by-step instruction design pattern [51]. 
This permits to drive users through the task, in order to acquire all necessary informa-
tion in each step, and to perform validity checks on input data. Also inspired by the 
work of Ginige et al. [13][22], we think that an interaction style based on fill-in forms 
and a step-by-step instruction design pattern could be also at the basis of the EUD 
technique allowing publishers to create online services. 

We illustrate this technique by an example. Currently, front office reservation ser-
vices are implemented in the municipality website as a 5-step wizard, where the steps 
are: 1) counter choice; 2) date choice; 3) time choice; 4) input of personal data; 5) 
summary of data. The first three steps are implemented through radio buttons permit-
ting exclusive choices; the fourth step presents text fields and combo boxes to input 
data; the fifth just presents all inserted data and asks for a confirmation. In each step, 
but the first, it is possible to go back one step to modify previous inserted data. An 
area on the right side of the page shows the steps performed, the step currently under 
compilation, and the steps remaining. Figure 3 shows the website page during the 
reservation of general registry office services: step 3 (time choice) is under compila-
tion (see the main area of the page); on the right side, the white box and the symbol  
highlight the step under compilation, whilst previous steps (counter selection and date 
selection) are marked as done ( ) and next steps (input of personal data and sum-
mary of data) are marked as to be done ( ).  

We argue that the implementation of such kind of wizards could be performed eas-
ily by publishers if the CMS supports them through a step-by-step form-based interac-
tion. For creating a new online service, the publisher will first choose the class of the 
service, for example the “front office reservation” class. Then, the system will drive 
him/her through the steps for creating the service by means of fill-in forms. The 
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Fig. 3. Step 3 of front office reservation 

first step will consist in generating the list of counter choices that pertain to the pub-
lisher’s department. To this aim, a list of all counters could be available and the pub-
lisher might move items from this list to a list of selected counters, which will be 
presented on the website as a set of radio buttons. Figure 4 shows a mock-up of this 
EUD solution. (For the sake of paper readability, all mock-ups are in English).  

 

Available counters Selected counters

COUNTER RESERVATION – STEP 1: COUNTER CHOICE 

Digital identity cards counter

Italian citizens counter

EU citizens counter

Non-EU citizens counter

Permanent address renewel counter

Digital identity cards counter

EU citizens counter

Non-EU citizens counter

...
Non-EU citizens counter
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Non-EU citizens counter
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Non-EU citizens counter
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Available counters Selected counters

COUNTER RESERVATION – STEP 1: COUNTER CHOICE 

Digital identity cards counter

Italian citizens counter

EU citizens counter

Non-EU citizens counter

Permanent address renewel counter

Digital identity cards counter

EU citizens counter

Non-EU citizens counter

...
Non-EU citizens counter

 

Fig. 4. Mock-up of the EUD tool for generating a list of radio buttons related with counter 
choice  

The next step should be a calendar component customized to publishers’ needs: it 
should support the choice of start and end dates, the indication of holidays, and the 
choice of week days in which the counter is open.  Figure 5 shows a mock-up of this 
EUD solution: three calendars are used to choose start, end, and holidays; six check 
boxes permit to choose working days. The system must generate a set of radio buttons 
for date choice that satisfy all constraints defined by the publisher. 



140 D. Fogli 

COUNTER RESERVATION – STEP 2: DATE CHOICE 

Working days

Monday

Tuesday

Wednesday

Thursday

Friday

Saturday

√

√

√

Start End Holidays

COUNTER RESERVATION – STEP 2: DATE CHOICE 

Working days

Monday

Tuesday

Wednesday

Thursday

Friday

Saturday

√

√

√

Working days

Monday

Tuesday

Wednesday

Thursday

Friday

Saturday

√

√

√

Start End HolidaysStart End Holidays

 

Fig. 5. Mock-up of the EUD tool for generating a list of radio buttons related with date choice 

The third step should be the creation of time choices: the publisher could choose 
start, end, break and time intervals, and the system should generate the list of all pos-
sible times as a set of radio buttons satisfying the established constraints. Figure 6 
shows a mock-up of this EUD solution: combo boxes permit time choices. 

COUNTER RESERVATION – STEP 3: TIME CHOICE 

8.00 18.00 12.30-13.00 30 min

Start End Break Time interval

8.00 18.00 12.30- 30 min
8.30
9.00
9.30
10.00

18.30
19.00
19.30
20.00

12.45-
13.00-
13.15-
13.30-

45 min
60 min
75 min
100 min
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8.00 18.00 12.30- 30 min
8.30
9.00
9.30
10.00

18.30
19.00
19.30
20.00

12.45-
13.00-
13.15-
13.30-

45 min
60 min
75 min
100 min

 

Fig. 6. Mock-up of the EUD tool for generating a list of radio buttons related with time choice 

Then the publisher should create the form for input data; also in this case, the solu-
tion foreseen for counter choice, i.e. the double-list control, can be useful: a list of all 
possible personal data could be available, giving the publisher the possibility to select 
only those s/he considers necessary to be requested in the case at hand. Finally, the 
step summarizing the inserted data could be generated automatically by the system on 
the basis of the previous steps created by the publisher. 
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7   Discussion 

The design of EUD techniques proposed in the previous sections derives from a basic 
observation: end users who has to carry out some software development in the domain 
of e-government websites are different from casual webmasters or power users. 
Therefore, they must not be aware of performing software development. They should 
accomplish tasks that consist in just editing content (including providing information 
that become HTML attribute values) or selecting some content from available 
choices. The underlying system will be in charge of generating the correct code by 
exploiting the content provided by the user.  

Both techniques presented in Sections 5 and 6 are based on fill-in form interaction 
style, which has been judged suitable for the considered end users, namely personnel 
used to carry out administration tasks often consisting in the compilation of paper-
based forms. Therefore, this interaction style should be natural and simple for these 
end users, by allowing them to operate according to their mental models of the activi-
ties to be performed [11]. On the other hand, this EUD style has been applied also in 
other contexts with successful results [27], even though, differently from [27], we aim 
to drive users through all their choices, without asking them to remember some par-
ticular syntax for providing the information requested by the system. 

In the case of online service creation, the fill-in form interaction style is combined 
with a step-by-step instruction design pattern that reflects the structure of the service 
to be created. The publisher should not have so much freedom (and consequent re-
sponsibility) to modify the layout of the service pages or the structure of the service. 
Moreover, s/he should not access the generated code.    

The idea of an EUD technique based on a step-by-step instruction design pattern 
actually arises from the analysis of the output to be generated (i.e. the service to be 
made available to website’s users). This analysis produces a model of the service, 
which helps to determine the most natural way for publishers to take care of its devel-
opment. 

Service analysis and model-based design of EUD techniques should remain at the 
hands of the software developers belonging to the organization managing the website: 
they should identify the classes of services that could be developed, the steps consti-
tuting each class, and the elements composing each step. Then, their work will be the 
development of the fill-in forms that allow publishers to create online services. These 
activities can be characterized as meta-design activities [17], in that they are carried 
out to “design the design process” [21], i.e. to design the EUD activities that publish-
ers should perform. In [17], this is regarded as the first level of meta-design, which 
refers to the possibility offered to end users to transform and modify components and 
contents at use time, according to emerging needs and tasks, as it may happen in the 
case of online service creation. Methodologically, software developers operate at a 
meta-level by “establishing the conditions that will allow users, in turn, to become 
designers” [17]. 

Obviously, software developers may become again a bottleneck in those contexts 
that are very dynamic, where classes of services evolve over time and new classes must 
be designed and developed frequently. However, the approach here presented seems – 
at least at the moment – suitable to the dynamicity of the considered application do-
main. Its scalability should be studied if one would like to extend its application to 
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other domains, such as e-commerce or e-learning websites. Further research on meta-
design approaches could help to find solutions to this problem.  

8   Conclusions 

This paper focused on a particular application domain, namely the creation and main-
tenance of e-government websites. In this domain, distributed content authoring is 
often a necessity to avoid delays in publishing important information for citizens and 
to overcome communication gaps between software developers and domain experts.  

However, despite the use of CMSs, this distributed activity is far to be performed 
in an easy, efficient and effective way. By analyzing the case of an Italian municipal-
ity we discovered that publishers find several difficulties in creating accessible con-
tents. Therefore, a CMS extension with a simple EUD technique has been developed 
to eliminate such difficulties. The approach has been evaluated with publishers, by 
giving positive results [19].  

We also observed that the creation of more sophisticated contents, e.g. online  
services, are still at the hands of software developers, since this task appears as too 
difficult to be carried out by publishers. In this paper, we tried to demonstrate the 
contrary: it is possible to implement proper EUD techniques devoted to these end 
users, whose motivation and interest in software development is low. From our analy-
sis, it emerged that the fill-in form interaction style and the step-by-step instruction 
design pattern could be adopted to design EUD techniques for the domain at hand. 
They have been proved successful in the case of HTML editing for accessibility satis-
faction, and they seem to be promising in the case of online service development.  

As future work we plan to implement and test the mock-up ideas presented in this 
paper, as well as to identify and define meta-design guidelines for the design of EUD 
techniques by personnel of the Computer Science municipality department.  
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Abstract. In this paper, we present an observational case study at a ma-
jor teaching hospital, which both inspired and gave us valuable feedback
on the design and development of LWOAD. LWOAD is a denotational
language we propose to support users of an electronic document system
in declaratively expressing, specifying and implementing computational
mechanisms that fulfill coordinative requirements. Our focus addresses
(a) the user-friendly and formal expression of local coordinative prac-
tices; (b) the agile mocking-up of corresponding functionalities; (c) the
full deployment of coordination-oriented and context-aware behaviors
into legacy electronic document systems. We give examples of LWOAD
mechanisms taken from the case study and discuss their impact for the
EUD of coordinative functionalities.

1 Requirements for EUD in Document-Mediated
Cooperative Work

The fact that documents are ubiquitous means to support work activities is
well known. Their initially undifferentiated role has been more recently investi-
gated and articulated to understand why documents, which are so natural and
widespread, still raise problems when they are transformed in digitized coun-
terparts, not only when electronic documents are used as stand-alone artifacts
but, above all, when they are parts and components of an electronic document
system [1,2]. The solution of this paradox calls for a stronger user involvement in
the definition and maintenance of functionalities that support actors in accom-
plishing their duties and coordinating their action; these functionalities relate
closely to how users read and write their paper-based artifacts and to the of-
ten only implicit and ad-hoc practices and conventions that regard documents’
use and interpretation. A very inspiring domain where to motivate this claim
and highlight requirements for an EUD-based solution is the healthcare domain.
This is, on the one hand, so complex and various that almost all considerations
emerged from other cooperative domains apply naturally (e.g., [3,4]); on the
other hand, this domain has been widely studied and specialist literature has
provided interesting findings to leverage. For instance, in his comprehensive ac-
count on the role of documents in professional work, Hertzum [5] points out the
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paradigmatic case of the patient record, in regard to both its many-sidedness in
supporting cooperative work and its ability to speak different “voices”, i.e., to
convey different meanings according to the actor using it (e.g., doctor, nurse).
According to Garfinkel [6], the patient record contains at least two clear in-
tertwined voices: a voice reporting what clinician did what to inpatients; and
another voice attesting that clinicians have honored claims for adequate medical
care. Following in the same footsteps, Berg distinguishes between the coordi-
native and accumulative function [7] of patient records, respectively. Patient
records exhibit the accumulative function whenever they play the role of official,
inscribed artifacts that practitioners write to preserve memory or knowledge of
facts or events occurred at the hospital ward. Patient records exhibit the coordi-
native function whenever they are used to support articulation and coordination
of the work activities which are tightly coupled with data production and con-
sumption. A very important point is that the accumulative function can refer to
either a long-term role of records – typically when patient’s data are archived for
research or statistical purposes – or to a short-term role– typically when these
data are memorized to keep trace of the care trajectory during the patient’s hos-
pital stay. This latter role is necessarily entangled with coordinative functions in
not always trivial ways [8,9]. Accordingly, the specialist literature distinguishes
between primary and secondary purposes, respectively. Primary purposes regard
the demands for autonomy and support of practitioners involved in the direct
and daily care of inpatients; while secondary purposes are the main focus of
hospital management, which pursues them for the sake of rationalizing care pro-
vision and enabling clinical research. The investment policies in ICT are usually
focused on secondary purposes (i.e., on cost savings and new pharmacological
patents) and this leads to the design of Electronic Patient Records (EPR) where
document structures and functionalities are aimed at supporting information in-
scription and use according to data quality and usability criteria [10], which tend
to neglect (or heavily overlook) the primary purposes [11]. The additional effort
of articulation work on the clinical record is then usually left to practitioners; as
well as, often, the burden to reconfigure their coordinative practices once their
habitual paper-based artifacts have been digitized [9].

In this scenario, document templates and masks are usually imposed from
above to practitioners, irrespectively of their coordinative needs. Even in the
best case where documents are cooperatively and participatorily defined, they
tend to be given to actors once and for all so as to neglect the frequent tuning
activities and adjustments that coordinative mechanisms require for their nego-
tiated and participated nature [12,13]. Our observational studies in two wards
of a large provincial hospital in Northern Italy confirmed other accounts from
the CSCW literature (e.g., [14,7,8] on how practitioners try to reconcile primary
and secondary purposes on the artifacts of daily use to make them useful both
to store and retrieve information but also to support mutual learning, knowl-
edge sharing and coordination of caring activities. To this aim, actors define,
renegotiate and evolve ad-hoc practices, peculiar conventions, and agreed in-
terpretations that are local and unique to their work settings; usually, these
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conventions thrive either in the grey area of underspecification or through the
mesh of the constraining specifications of organizational rules that the hospital
management has imposed for law or quality standard compliance.

Our point is that the development of any technological support of the full
usage of official records cannot do without considering these local habits and
conventions as a primary source of information for the definition of functional-
ities that support cooperation and, to limit ourselves to our reference domain,
effective care giving. Moreover, since these habits and conventions are local and
unique, the technological support should provide flexible functionalities that pre-
serve, or even foster the fluid, conventional and evolutionary nature of coordi-
native practices. Last but not least, these functionalities should be under the
full control of actors themselves. Our research question is then how to facilitate
this local management in a sustainable way. The paper aims to give a contribu-
tion in this direction by presenting a computational framework that was deeply
influenced and partially tested by our field study in the above mentioned hospi-
tal [15]. The next section describes the field study context and provides the main
motivations for the framework; Section 3 describes the framework and its deno-
tational language, LWOAD, in more details; Section 4 illustrates the complex
and real-life conventions we tested the framework on; Section 5 discusses the
main findings of the case study; Section 6 illustrates the mockup we used as a
proof-of-concept of the findings related to mechanism specification and Section 7
sums things up and sheds light on current and future directions of our research
in the EUD field.

2 Bridging Conventions and EPR Applications

Our empirical research involved doctors and nurses of a major Neonatal Intensive
Care Unit (NICU). We conducted this study through unobtrusive observations in
the ward, informal talks, individual interviews with key doctors and nurses, and
open group discussions with ward practitioners. These interactions were initially
used to deal with the “descriptive” part of the research, and to reach a reason-
able and common language. Yet, quite soon, the need emerged to find a more
effective way to deal with what we called “local habits and conventions” in the
previous section. In parallel with our investigation in the ward, practitioners had
to interact with a team of software developers of a third-party IT firm, the Alpha
ltd. The NICU head physician had been involved for months with this firm to
produce an innovative EPR for the care of his premature newborns: a job order
he was totally in charge of, with no time pressures and the concrete willingness
to create a solution on the practitioners’ side. Since Alpha designers had already
developed a full-fledged prototype of a hospital-wide EPR, the NICU head physi-
cian soon adopted that prototype as a sort of “sandbox” where the programmer
analysts of Alpha and some physicians of the NICU could experiment their inno-
vative and peculiar ideas with no claim of officiality or exactitude. While Alpha’s
analysts were more oriented to the archival functionalities, we concentrated on
the coordinative ones: together with the practitioners, we took the design of a
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new EPR as the occasion to try to preserve as many as possible efficient, though
idiosyncratic, coordinative practices and “graft” them onto the archival-oriented
EPR by conceiving coordinative functionalities on-top-of it.

To this aim, we felt the need to develop specific ways (a) to express
coordination-oriented requirements in a user-friendly manner for ICT laymen
(as clinicians were); and (b) to formalize the corresponding functionalities in a
way that they could become easily computable. Our goal was to support the
effort of practitioners in making explicit, symbolic and also computable the rela-
tionship occurring between recurrent patterns of context and the conventional,
local ways practitioners relied on to cope with this context. During the require-
ment collection and preliminary analysis, we observed that the simplest, and yet
powerful, concept that practitioners grasped with fewer equivocations was that
of reactive behavior and its computable counterpart, the rule, i.e., a well-defined
and autonomous if-then statement (see Figure 1).

This finding heavily influenced how we were conceiving the WOAD frame-
work [15] (an acronym for ‘Web of Documental Artifacts’). WOAD is a design
framework we were articulating during the NICU case study in order to bridge
the gap between informal description of coordinative conventions – expressed
in terms of agreed ways to cope with the current context – and the design of
document-mediated functionalities supportive of these conventions. Our point
was that practitioners themselves could bridge this gap, if the the computer-
based support could provide them unobtrusive and additional information to
promote collaboration awareness [16,17]. In the WOAD framework, we defined
(a) a conceptual model of articulation by which to characterize the main entities
and relationships involved in document-mediated cooperative work in terms of
minimal sets of attributes; (b) a denotational language – LWOAD – which incor-
porates those concepts and relationships to represent the context of cooperative
document domains and conceive specific computational mechanisms that convey
Awareness Promoting Information (API) depending on the current context [17];
and (c) a high-level architecture for information sharing in context-aware and
distributed computing settings where LWOAD is used and implemented. Since
LWOAD plays a basic role in making the specification of rules expressing the
above mentioned relationships computable, we briefly introduce it and discuss
how we used it in our interaction with the NICU practitioners.

3 A Language to Express Coordinative Functionalities

Within the WOAD framework, LWOAD provides a set of high-level concepts
– like those of actor, documental artifact, fact, fact space, and fact-interpreter –
that we propose to guide the design of a rule-based reference architecture for
context-aware and coordination-oriented electronic document systems. We con-
ceive LWOAD as an astract programming interface by which to program
functionalities that (a) process the content of a document according to local
conventions of coordination; and (b) convey suitable API to support actors in
articulating their document-centered activities.
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LWOAD encompasses a set of both static and dynamic constructs by which
designers can express either contextual, organizational or procedural knowledge
about a work arrangement. Static data structures and dynamic behaviors of an
application are expressed by two specific constructs: facts and mechanisms, re-
spectively. In LWOAD, designers can model a cooperative arrangement in terms
of its main relevant entities and the relationships between them by declaring
facts. Whatever is given the suffix -fact (e.g., activity-fact, relation-fact and
API-fact) is a key-value data structures, which programmers can use to char-
acterize the relevant entities of a documental domain just assigning a value to
their specific attributes. A relation-fact, for instance, is characterized by five at-
tributes: i) a name, ii) a description, iii) a property telling whether the relation-
fact indicates a relationship between classes (e.g., physicians and patients) or
between instances (e.g., Dr Smith and Mr Jones), iv) an attribute that spec-
ifies the fact’s name of the entity that is the source (i.e., the subject) of the
relationship and v) an attribute specifying the target (i.e., object) entity of the
relationship. LWOAD provides designers with templates (i.e., entity-facts) for
the most generic categories of articulation work (cf. [13]), like those of actor,
activity and artifact; yet, by means of the extends primitive, designers can also
define domain-specific entities (such as patient, doctor and clinical activity) that
specialize and inherit from those general categories.

Mechanisms can be seen as simple conditional statements, like if-then rules.
They produce some output in virtue of the actions expressed in their consequent
(the then part) whenever specific contextual conditions, which are expressed in
their antecedent (the if part), are true. Antecedents are considered true when-
ever the conditions they express on the entities they refer to are met by the cur-
rent WOAD-compliant representation of the context, i.e., by the content of the
facts represented within the so called fact space. Any single mechanism is hence a
symbolic way to make a relation explicit between some contextual conditions and
some functionality that the system should exhibit whenever a specific case occurs.

Although symbolic and based on rules, LWOAD is far from being usable di-
rectly by practitioners, since it must comply with the typical syntactic
constraints of a language interpretable by a computational engine. For this

Fig. 1. The design-implementation loop inspired by the case study
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reason, we adopted a two-step approach: first, for each identified coordinative
mechanism, we invited the practitioners to indicate both the relevant set of
attributes of the domain entities, events and documental data that the compu-
tational system should be sensitive to, and what conditions the system should
evaluate on these relevant aspects of the work setting in order to activate the
desired functionalities. The practitioners expressed the mechanisms in natural,
tough structured and restricted, language and we translated them “on the fly’
in LWOAD statements. In doing so, we could rapidly convey the “flavor” of the
coordinative mechanisms envisioned by the NICU practitioners and we could
support them in deciding whether the mechanisms had to be fully implemented
in the hypothetical final release of the EPR. Once they had become familiar
with this way of describing the desired mechanisms and had identified the basic
patterns of conditions, we mocked-up an interface based on a wizard that could
support practitioners in the construction of mechanisms (more details in Sec-
tion 6). Our goal was to check whether the practitioners had become proficient
in defining the desired mechanisms autonomously. Then, the needed mechanisms
were translated in LWOAD to check its correctness with respect to both the ap-
plication conditions and the desired outputs. Generally, practitioners did not
find problems in expressing LWOAD mechanisms, probably for their intrinsic
simplicity: antecedents are constituted by fact patterns and boolean tests and
practitioners found natural express them as conjunction of facts that must be
true in a given situation. On the other hand, consequents are sequences of WOAD
primitives and practitioners mastered them in a relatively short time since our
design choice was to limit LWOAD to the expression of functionalities that pro-
mote collaboration awareness and do not manipulate the data managed in the
archival dimension of the EPR. Therefore, the effects of the consequents were
only graphical cues added on top of documents’ data. In a parallel work [17], we
classified up to 13 different types of API – e.g., criticality, revision and sched-
ule awareness – and identified together with the practitioners graphical ways
to convey those various kinds of information. Although this latter identification
is not completely experimented, it constituted a basis where to get an initial
impression of how well the interface could be usable by practitioners on their
own. In the next section, we provide the reader with two examples of mecha-
nism specification in response to the specific coordinative requirements that we
identified with the NICU practitioners during the first phase of our study.

4 Coordinative Requirements for EPRs

The patient record is the main documental artifact used in hospital care as it is
the composite repository for the whole information concerning a single patient
stay. During a patient stay, the whole patient record is split up into several
sheets and documents; these are distributed in the ward and are very specific for
a certain aspect of care so as to be usually used by different actors at the same
time. During the study at NICU, practitioners recognized the need to conceive
functionalities supportive of the conventional ways by which artifacts were used
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both to document their work and to mutually articulate their activities with each
other. In the what follows, we present some cases that call for the requirements
of a flexible definition and flexible combination of coordinative functionalities.

Specification Flexibility for Structure-Related Conventions. Due to the
fact that clinical data are usually scattered across multiple artifacts in different
places, doctors at NICU found useful to rely on a summary of clinical data
that are gathered into one single sheet that they call Summary Sheet (SS); they
update the SS quite frequently by taking and synchronizing its content from
the official patient record. The summary sheet is not part of the official patient
record but, nevertheless, it is a very useful working document since it is often
used to jot down offhand annotations and informal communications regarding
clinical conditions of the patient at hand. Moreover, due to its informality, doc-
tors are used to bringing the SS with them either as first page of sets of papers
under their arm, or even folded in their pocket. Therefore, since the SS is usually
the first document doctors have got in their hand during their hectic activities,
they also use it to jot clinical data and prescriptions on-the-go, which they will
have to replicate into the official record later as a rule of law. Hence, the sum-
mary sheet is not only a “passive view” of previously reported data, i.e., a view
on data fetched by querying multiple tables of a clinical database on the illness
course of a single patient. It is also an active entry form, into which practitioners
insert data at the point of care and from which they copy data into the official
records for the sake of accountability and liability. Doctors were well aware of
this twofold functionality during the design of the digital counterpart of the SS
into the “innovative” EPR; therefore, they were willing to express constraints
and define conceptual connections between sections and fields of the summary
sheet and corresponding sections and fields of the artifacts compounding the
patient record. These connections were seen as symmetrical, i.e., equivalent and
irrespective of where the original data were actually inserted first. They can
be traced back to the class of connections that in [18] we denoted as enabling
“redundancy by duplicated data”, in that they make the association explicit be-
tween identical data that are reported in two or more documents of the patient
record. In regard to the requirements for supportive functionalities, these kind
of connections regard conventions of production and use of clinical documents:
more specifically, they regard how data are organized within templates, what
data type are allowed in what field (i.e., syntactic integrity) and also where
people fill in data during their situated documental activities. Moreover, these
connections are local and conventional both in their definition and, above all, in
their use. In fact, it is only on a conventional and context-dependent basis that
doctors want summary sheets be completely compiled after the patient record
and, conversely, values reported in the SS first be fed into the patient record at
proper time.

Two examples can better illustrate this point. Some members of the NICU
staff team expressed the requirement that values on the weight of newborns
would be reported into the summary sheet only whenever a newborn was in
life-threatening conditions. In fact only in that case, these practitioners deemed
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Fig. 2. A coordinative mechanism on conventional patterns of data redundancy. Above,
as expressed by practitioners in their own terms. Below, how this is translated in terms
of LWOAD facts and primitives.

necessary to rely on weight data at the point-of-care, so as to calculate drug
dosage precisely. In the other cases, to have these data available on the SS would
only result in an unnecessary information overload and, even more annoying,
would undermine the role of unobtrusive reminder on critical conditions that
the presence or absence of weight data in the summary sheet could play at the
point of care. Likewise, at NICU, clinical data that are reported into the SS first
are often deemed as still provisional and are reported there to have colleagues
consider those data but also take them as not yet definitive, or even as an
invitation for further check and inquiry. The need for doctors to be aware of what
is still provisional and hence different from what constitutes an unmodifiable and
legal account of accomplished deeds is essential to cooperatively structure the
formation of decisions and judgments, as also reported in [19].

Figure 2 depicts how the above mentioned conventions on data replication
have been expressed in a dedicated and concise LWOAD mechanism. This mech-
anism has in its antecedent all and only the relevant aspects of context that are
concerned with the coordinative functionality expressed in the consequent. While
practitioners expressed this subset of contextual information in their own terms,
we translated the consequent into four conditional elements, i.e., namely three
patterns and an inequality test. The reason why even what seems a quite ob-
jective and scientific threshold of blood pressure is consider “conventional” (and
hence ward- if not doctor-specific) is worthy a reflection. Quite surprisingly, doc-
tors told us that also the notion of “critical condition” changes according to a
number of contextual aspects that are mostly neglected by monitoring devices:
their alarms are most of times consciously and rightly ignored by expert nurses,
as reported in [20]. For this reason, doctors believe that these conditions are
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utterly difficult to hardwire into procedural application logic in all but the most
obvious cases. In fact, criticality – seen along the coordinative dimension as the
condition of a patient that calls for a direct and immediate intervention of some
practitioner – depends on several anamnestic and physiological elements, on the
illness history of the patient, and also on even more situated aspects, like the
attitude of attending practitioners and their current workload. This is an impor-
tant point to challenge LWOAD against the requirement of flexible definition of
mechanisms. Obviously, not all the above often-tacit contextual conditions can
be immediately and comprehensively externalized into a mechanism and neither
should they be: however, as long as recognizing a specific situation has a relevant
coordinative value, practitioners can be motivated in characterizing it formally,
by relying on some shared and broader conventional interpretation of data com-
binations or on the mutual acquaintance of the involved actors. In all these cases,
the highly incremental structure and computational autonomy of mechanisms (in
terms of their inner components and role in the control flow of the application,
respectively) can facilitate stakeholders in expressing and updating mechanisms
that are quite specific to complex and ever new situations. For instance, if the
NICU practitioners had expressed the need not to be alerted for low pressure
problems of their inpatients unless in more specific cases than that represented
in Figure 2, the antecedent of that mechanism would have been enriched with
a new combination of conditional elements: e.g., a test to evaluate whether the
basal and physiologic blood pressure of the newborn is usually low, or whether
she has been already treated for low pressure after the onset of the criticality,
or even whether the latest drug that had been administered to her brings low
pressure normally. The progressive tuning of coordinative requirements would
not require a major rewriting of the application logic behind the corresponding
functionality, but just call for the addition (or deletion) of specific conditional
elements within the mechanism that triggers the provision of criticality API on
those critical conditions.

Combination Flexibility For Run-time Connections. As said above,
NICU practitioners expressed the need that executable mechanisms could be
easy to define and modify. In addition to that, they also expressed the need
the application (i.e., execution) of these constructs be dependent on the current
context. In regards to this requirement, which is in the line of the major tenets
of context-aware computing [21], they needed to conceive ways to manage con-
nections that had been explicitly instantiated between data during their daily
activities, and not just at schema level and at compile time as in the previous
case. Thinking in terms of rules assured them that the whole set of mechanisms,
once specified as a whole, is “rescaled” each time into smaller active subsets,
i.e., those mechanisms whose antecedent is satisfied according to what actors
do (as to any other contextual event). In fact, even multi-condition mechanisms
– i.e., mechanisms that are very specific to a given situation – are considered
for execution just when all their conditions are true; this releases practitioners
from conceiving an arbitrarily long sequential flow of control in which this kind
of mechanisms are discarded in all cases but that very specific situation. This
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flexibility was deemed useful especially in the case of connections that were cre-
ated at run-time across artifacts of the patient record, such as the problem list
and the doctors’ diary.

The Problem List (PL) is the artifact of the patient record where clinicians
enumerate the patient’s problems. This list is intended to document all those
conditions and events that can be related to clinical hypotheses and procedures.
The term “problem” is purposely left vague enough to comprise a number of
factors like symptoms, any alterations to vital signs, and all the concomitant
pathologies that could affect a patient’s hospitalization. The PL is likely to
change during the caring process since practitioners are supposed to update its
content with respect to the actual improvements or aggravations exhibited by the
patient but also with respect to the extent they can consolidate their diagnostic
hypothesis. Therefore, the PL is more than a mere list of either concomitant
or sequential problems affecting the patient: it is the artifact where doctors
represent the main deviations and swerves of illness trajectories, and the results
of the epicrises (i.e., summings up) doctors periodically accomplish in evolving
and improving their diagnosis on a specific case. The epicrises can result in the
need to “cross out” previously unrelated symptoms and substitute them with
new comprehensive diagnostic items. On the other hand, changes that regard
the acuteness of single problems previously stated are not represented into the
PL explicitly. These are rather represented in the Doctors’s Diary (DD). The
DD is the central repository for the notes that physicians need to write down in
order to account for the decisions and interventions they are responsible for, as
well as to make impressions, opinions, or just lines of reasoning explicit, either
for themselves as memorandum or as written notes to other colleagues.

The physicians called our attention on how useful would be for them to be
capable of making explicit on the record itself the relationships between past
problems and new problems as well as between problems of the PL and the
daily entries reported into the DD. The former capability was seen as a way
to reconstruct or, better yet, make the line of thought explicit by which symp-
toms have been rationalized into problems and unrelated problems into precise
diagnosis. The latter was seen as a way to facilitate the a posteriori reconstruc-
tion of a problem progress from its outset, in order to give indications on how
to head the course of clinical interventions towards its conclusion. These re-
quirements point to a relevant coordinative need, besides that of keeping trace
of relevant phases during the decisional/medical process: in fact doctors were
also, sometimes implicitly, expressing the need to be informed on what problems
they should address first and on the way their colleagues had coped with these
problems that far.

We then asked practitioners which kinds of relationship they would more
naturally employ to join two or more data that are not explicitly correlated by the
patient record structure. The result was that practitioners found more natural to
consider relationships as occurring between data entries, either already recorded
or still to record on the patient record. In the former case, they pointed out the
usefulness to relate data over distributed and different artifacts; in the latter case,



156 F. Cabitza and C. Simone

they referred to the capability to draw relationships between data values and
fields yet to fill in, that is between documental activities and articulated work
activities still to perform. While almost any doctor expressed her preference
for a number of possible relationships that had small overlap (if any) with those
pointed out by the others, we noticed that when these relationships were actually
applied in the field of work, they all blur into three main categories: causal,
temporal and intentional connections [18]. The generic semantics that pertain
to the nature of the relationships between a source information and a target
information could then be respectively rendered as: (a) “the source because of
the target”; doctors would use this connection in order to hint a strict causal
relationship between items of the patient record: e.g., the diagnosis ‘pneumonia’ –
reported in the PL – can be indicated as cause of the symptom ‘cough’ – reported
in the DD – as a way to explain the symptom itself. (b) “the source after the
target”; doctors would use this connection not only in strict temporal sense, but
also to hint a very weak or just supposed causal relationship: e.g., reporting that a
skin rash – a symptom from the DD – occurred after having administered a drug
– an order reported somewhere else in the PR – would indicate a hypothesized
correlation between these two clinical facts. And (c) “the source for the target”,
that doctors would use in order to highlight evidence supporting a particular
decision or to make an intention explicit (e.g., that the bacterial culture – an
order – has been prescribed to verify the diagnostic hypothesis of pneumonia
– an item in the PL).

Figure 3 depicts how the need to be aware of impromptu connections (i.e.,
relationships) that were previously drawn by colleagues was computationally
rendered in WOAD-compliant statements by practitioners with our support. The
mechanism is sensitive to whether a connection exists between a specific entry
and another entry anywhere else in the PR. Only whenever this situation occurs,
the WOAD interpreter executes an instruction by which an API is conveyed to
the actor through the form she is currently using (see last statement in Figure 3).
This general mechanism can be made more specific in its antecedent by adding to
the pattern for the relation-fact the explicit indication of the type of relationship

Fig. 3. A list-like representation of the mechanism of run-time creation of data con-
nections
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(e.g., causal) to be sensitive to. Likewise, designers can specify in the consequent
what API to convey in relation to the kind of correlation.

5 LWOAD and the Flexible Specification of Coordinative
Functionalities

LWOAD was presented to the clinicians as a sort of specification language by
which to implement their coordinative requirements. These were intended to
characterize an EPR that would not hinder, but rather foster, patterns of coop-
erative behaviors on the basis of how actors use official records and documents
in their daily practice. The fact that users could be facilitated in “rapidly hav-
ing a taste of a functionality” (as suggestively said by an interviewee) called for
the twofold requirement that coordinative requirements must be flexibly speci-
fied – so as not to hinder their incremental re-definition – and the corresponding
functionalities be flexibly combined – so as to fit an ever-changing and necessarily
underspecified context.

This stress on flexibility has, on the one hand, motivated us in defining
LWOAD as a language by which to render coordinative requirements in a com-
putable but yet platform-independent and abstract manner; on the other hand,
we were motivated in using it to express an upper layer of application logic that
would be conceptually “on top of” a full-fledged electronic document system and
that would endow that system with cooperation-oriented functionalities (see this
general schema in Figure 4).

Fig. 4. The two-tier architecture designed to enhance electronic documents with col-
laboration awareness. FS stands for Fact Space, the memory where declarative repre-
sentations of documental and working context are stored.

The adopted declarative and rule-based approach guaranteed that coordina-
tive functionalities can be expressed in terms of reactive and declarative mecha-
nisms [22]; these are symbolic statements intended to translate the typical ques-
tion of users “ . . . and could I have the system do this, whenever that occurs?”
into computable instructions. The declarativeness of these statements allows for
the expression and formal specification of what a system should do rather than
worrying about how it really accomplishes it at specification time. Declarative-
ness also allows mechanisms to be written without imposing a strict control flow,
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which is hardly recognizable in actual work situations. On the other hand, reac-
tivity allows mechanisms to be written by using circumscribed units of code (i.e.,
rules). This“convenience of definition” relates to flexibility in terms of a greater
easiness of maintenance due to better modularity and incrementality; moreover,
defining mechanisms in a higher-level way than by means of traditional proce-
dural specification is also intended towards a better participation of users in the
process of modelling and defining formal expressions, so that these could reflect
how users really see their domain-specific knowledge and functionalities.

The rule-based layer of cooperation logic on top of the procedural application
logic of a traditional electronic document system is sensitive to both the content
of documents (in Figure 4 denoted with XMLD, i.e., data rendered in XML
format) and the symbolic representation of context. The output of this context-
aware layer is the conveyance of additional information, namely API, that does
not change documental data but rather how the interface of a document system
displays and “affords” them (in Figure 4 denoted with XMLA, i.e., API rendered
in terms of XML metadata). In doing so, data conveyed in documents (denoted
with a capital D in Figure 4) would be gathered from official repositories (e.g., a
hospital DB) according to procedural organizational logic; conversely, the API
attached to these data (denoted as an highlighted border all around the capital
D in Figure 4) would be provided according to more flexible mechanisms on the
basis of coordinative conventions.

Furthermore, the rule-based approach addresses the flexibility requirement
from the combination point of view. In rule-based programming, a rule is exe-
cuted automatically on the basis of any significant event and data change only
after that: i) its “applicability criteria” have been matched by the rule engine
against current data, i.e. what constitutes the symbolic description of a situa-
tion at run-time; and ii) after that it has been selected among all other rules as
the most suitable to that situation, according to some strategy (e.g., specificity,
recentness). We agree with [22] that rule-based programming have some im-
portant advantages over procedural programming in grasping and aligning with
cooperative work, especially for its data- and event-driven nature. In addition,
the particular kind of action that LWOAD mechanisms trigger, i.e., augment-
ing the interface with graphical cues and indications promoting collaboration
awareness, brings down the problem of mutual consistency of the rule set. This
problem often makes the adoption of this form of declarative specification diffi-
cult to be understood and managed by layman users. Our case is different from
production systems and expert system where possibly long chains of rules are
consecutively executed to infer a line of action on the basis of progressively true
conditions. Conversely, we adopt a rule-based approach in order to separate func-
tional concerns into single mechanisms (not into chains of their executions); and,
for the mechanism design, we advocate the principle that the consequent of each
mechanism should be expressed as simply as possible, i.e., that each mechanism
should only address a single and punctual functionality that the system must
exhibit against possibly over-detailed and specific contextual conditions (which
are specified in the mechanism’s antecedent). Moreover, the fact that LWOAD
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Fig. 5. Screenshot of the mockup for the mechanism editor, first windows

consequents do not change data (and hence the state of the world) but rather
convey APIs, and that APIs are conceived as orthogonal guarantees that data
inconsistency can not occur for their execution. Moreover, possible conflicts in
alerts (e.g., when two mechanisms trigger the same API but with different val-
ues) can be “caught” before execution by the mechanism interpreter itself (i.e.,
by monitoring the execution agenda). In this latter case, the system can propose
the conflict to users as particular situations that call for their interpretation and
resolution on the basis of their experience and knowledge.

6 Simulation and Mockup Tests of LWOAD Specification

In what follows, we illustrate the mockup that we designed after the requirement
analysis. This was meant as a proof-of-concept for the prospective application
that users would use to develop coordinative mechanisms by themselves. Since
mechanisms are but rules, the main idea was to assimilate mechanisms devel-
opment to rule configuration: we then conceived the LWOAD mechanism editor
similar to an interactive help utility, much alike those provided by email clients
to guide users through the configuration of personal filters and mechanisms of
message filing. The mockup was realized in MS PowerPoint and intended as a
sequence of dialog boxes where users could select options and fill in details; each
slide was endowed with active areas corresponding to the buttons and links of
the prospective interface in order to simulate the typical interaction involved in
mechanism creation.
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Fig. 6. Screenshot of the mockup for the definition of the mechanism’s antecedent

In the first window, users have access to the macro-functionalities of the editor
(see Figure 5) as regards either mechanism composition or API visualization. In
this paper, we do not address the functionalities of API rendering, i.e., the asso-
ciation between API types and rendering functionalities (like, e.g., colors, icons,
highlighting) provided by the documental platform. In regards to mechanism
composition, a list of existing mechanisms is displayed in the top frame of the
window. Users can read the textual description of each mechanism by selecting
the corresponding row: the description is then displayed in the bottom frame
(in Figure 5 we report the same mechanism illustrated in Figure 2). From the
textual description of a mechanism, users can directly modify its parameters by
clicking on the underlined elements (i.e., variables of the mechanism’s pattern).
Users can also change the structure of the mechanism (clicking on ‘change...’);
delete it, “activate” it (by checking the corresponding checkbox); and run the
mechanism to check its functioning (clicking on ‘Run Now...’). If the user clicks
on ‘New’, the mechanism wizard starts a three-step process; in the first window,
the system proposes two options: to create a mechanism from a template, or
to compose it from scratch, i.e., from a blank template. We will consider this
second case. In this case, the system opens a new window in place of the former,
like that depicted in Figure 6 (left side, background). From the top frame of this



LWOAD: A Specification Language to Enable the End-User Develoment 161

window, the user can select any number of conditions the mechanism should be
sensitive to (in its antecedent). In-depth analysis and participatory design ses-
sions have allowed to list together all the relevant conditions that practitioners
wanted to be catched with respect to the records’ content, time and the clinical
context. By selecting a condition from the list, the associated conditional state-
ment is added in the bottom frame. As in the case of the first screen (Figure 5),
the user can specify the value of the parameters the mechanism should monitor
by clicking on the underlined parts of the statement. In doing so, correspond-
ing input boxes are displayed to allow users insert the value (e.g., 70 mmHg,
a blood pressure value as in the case reported in Figure 2). If the user wants
to specify the document where to check the condition, the system opens a box
like that depicted in Figure 6 (right side, foreground). Here, the user can con-
sult a tree-like schema of the official documentation and select the document/s
(or their inner sections) whose data must be matched with the pattern’s values.
Once the antecedent of the mechanism has been defined, the wizard proposes a
third window (in place of the previous one – see Figure 7) where the user can
specify what the system is supposed to do when the conditions are true, i.e., the
elements of the consequent part. Also in this case, the user can select a number
of different actions from the top frame; and then specify a value for each key
presented in the textual description in the bottom frame. The list depicted in

Fig. 7. Screenshot of the mockup for the mechanism’s consequent definition



162 F. Cabitza and C. Simone

Figure 7 presents the main options selected by practitioners on a relevance basis
during the interviews. The system groups these options together by similar cat-
egory: e.g., API provision, connection definition, data replication and insertion
and the like. In the case the action regards API provision, the user can also
insert a textual explanation. This would be displayed on the clinical record only
if requested in case a user can not interpret the API clue conveyed. By clicking
the button ‘Finish’, the system creates the mechanism that is executable by
the LWOAD interpreter. This is currently a compiler that renders LWOAD con-
structs into corresponding structures of Jess 1, which are then executed by the
fast and reliable rule engine provided within this scripting environment. Jess was
chosen after our positive experience during the development of a distributed ver-
sion of Jess for the construction of applications in the Collaborative Ubiquitous
Computing and Ambient Intelligence domains [23,24]. The strong decoupling
we pursued in the design of the WOAD architecture between cooperative logic
and the operational platform allows for the development of other compilers by
which to translate LWOAD statements into other rule-based scripting languages.
Currently, the implementation of a WOAD compiler compliant with the JBoss
Rules2 engine is under consideration to overcome the limits of Jess in dealing
with data structures more complex than lists.

7 Conclusions and Future Work

The paper illustrates the trajectory we have followed to approach the definition
of a framework where layman users can specify mechanisms supporting their
cooperation mediated by documental artifacts. This trajectory is not completed
but currently covers the most important part of the research path: namely, i)
understanding the kind of functionalities users need; ii) identifying a way to
express the functionalities and iii) defining an architecture where the function-
alities can then be implemented and validated. Also in regards to how users
should interact with this architecture and system, our research agenda covers
the incremental involvement and increasing skills of users: namely, we started
having practitioners express conditional mechanisms in natural language; then
we stimulated them to use an application to compose and detail condition-
action statements of increasing complexity; lastly, we envision the opportu-
nity to have users tweak and adjust LWOAD statements created with the for-
mer application in case of progressive customization and compliance to local
needs. In this study, the choice of a rule-based representation seemed the most
suitable one for the different types of flexibility it allows: namely, flexibility
in specifying computational mechanisms and in combining them together at
execution time.

The empirical findings we gathered so far refer to the healthcare domain and
to a hospital setting. In this case, the problem was to endow the implemen-
tation of an EPR with means that preserve or even support the conventions
1 Java Expert System Shell:http://www.jessrules.com/
2 See http://www.jboss.com/products/rules

http://www.jessrules.com/
http://www.jboss.com/products/rules
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that practitioners adopt to make their cooperation smooth and seamless. A first
natural question regards how much our empirical findings can be generalized
to other settings, even within the same domain: we acknowledge to have found
a group of doctors and nurses that were extraordinarily helpful to try and co-
develop innovative solutions with computer researchers and professionals; they
were extremely motivated in molding any tool that could help them in provid-
ing a better care and re-delivering more healthy newborns to their parents. For
this reason, scalability and generalization of our proposal is part of our research
agenda. Our next activities will also include the full implementation of the inter-
face, informally validated through the mockup illustrated in Section 6: our pilot
sessions confirm its feasibility as a tool that makes users autonomous in speci-
fying condition-action mechanisms, once the set of patterns has been identified
for their antecedents and a rich palette of graphical cues has been proposed as
output of their consequents. This approach however opens a new area of prob-
lems: a tool like that depicted in Section 6 interprets EUD more as a flexible
kind of customization than as a real development environment [25]. In fact, the
predefined set of patterns cannot fulfill the needs of increasingly skilled users
wanting to extend the “localization” of the desired support. To fulfill this re-
quirement, users must have access to the implementation environment also: here
it is where the WOAD framework, and specifically its specification language
– LWOAD – can play a relevant role for its declarative, abstract and modular
approach that divides complex situations into a bunch of supportive function-
alities that are called reactively with respect to the current context. The first
phase of the study showed how (relatively) easily layman users can transform
informal rules of their particular setting into executable statements, due to the
“isomorphic” nature of the involved representations.

The next step is to allow users define more general rules by selecting the
needed pieces of information to build the antecedent of the rules out of the
documental artifacts in a natural way. Practitioners proposed a solution that
could mimic how users of a spreadsheet copy data from cell to cell just by
clicking on them and pasting them where needed. Likewise, users should be
able to express contextual conditions from a predefined palette of templates
(concerning, e.g., time, frequency, iterations, etc.) and specialize them by ex-
pressing simple key-value pairs and selecting data structures and data values
directly from their documentation. Of course, this additional flexibility would
ask for a strong interoperability between the coordinative layer and the archival
layer, i.e., the EPR, or at least the capability to export and represent suit-
able views of clinical data, irrespectively of how they are organized and mem-
orized. In our opinion, and on the basis of our interaction with practitioners,
this kind of interoperability could bring data presentation strategies to EPR
that are more natural and closer to the way practitioners use the current paper-
based clinical record fruitfully. This positive mutual influence is the final goal
we aim to pursue in our planned interactions with users in the healthcare
domain.
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Abstract. A shared set of processes and norms as well as a shared understand-
ing of the collaboration infrastructure is a vital aspect for collaboration. This 
paper investigates how practitioners of virtual organizations can be supported in 
creating, sharing, and applying best practices that form the basis for a shared 
understanding of collaboration processes. Extending the interpretation of end-
user development to a the development of processes and technology, best prac-
tice descriptions document proven social processes as well as guidelines for 
end-user appropriation and utilization of groupware tools. We propose a prac-
tice creation process, show how proto-patterns can be used for documenting 
best practice, and explain how they help to gain a socio-technical perspective on 
the shared practices. The approach has been used to create a best practice col-
lection for efficient meetings. 

1   Introduction 

Virtual organizations and virtual enterprises are becoming more and more ubiquitous 
in these days. According to Byrne et al. [2], virtual organizations form “… a tempo-
rary network of independent companies linked by the free flow of information. There 
is no hierarchy, no central office and no vertical integration: just the skills and re-
sources needed to do the job… the key is the use of ICT [information and communi-
cation technology] which will be used to forge the alliances” (cited from [7]).  
Supporting collaboration in such organizations is a major challenge since all partners 
typically contribute their individual ways of per-forming work. They lack a shared set 
of processes and norms that guide the collaboration processes.  

Each partner in a virtual organization contributes a different infrastructure. Thus, it 
is likely that different partners use different groupware systems. Johnson-Lenz and 
Johnson-Lenz defined groupware as “intentional group processes plus software to 
support them” [11]. The variety of systems used by the partners further complicated 
the development of shared social practices. 

EUD is one approach for addressing this problem. It allows the practitioners in the 
individual organizations to modify their groupware systems so that the resulting infra-
structures become compatible. End-users become developers in the sense of End-User 
Development as it was defined by Liebermann et al. who termed it as “a set of meth-
ods, techniques, and tools that allow users of software systems, who are acting as non-
professional software developers, at some point to create, modify or extend a software 
artifact.” [12]. 
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In the EU Project MAPPER [10], we were able to experience and observe multiple 
instantiations of virtual enterprises: a large automotive supplier interacting with many 
different car manufacturers for supplying car components, an individual car manufac-
turer interacting with various suppliers in order to co-construct a new car, and two 
small electronics design companies co-constructing a new USB chip. The above men-
tioned partners, a software company and several research partners formed a virtual 
organization with the goal of creating tools and methods for efficient distributed 
engineering. 

All examples shared common problems typical for virtual organizations. We could 
confirm issues raised by Hales [7]: It was essential that the partners had a profound 
understanding of their core functions and that differing approaches and processes to 
completing tasks were embraced. All partners contributed their experience as well as 
their groupware systems for structuring interaction. They had different best practices 
for structuring the interaction among the partners. To work together effectively, the 
members of the virtual organization had to identify, connect, and improve their best 
practices and agree on a common set of shared best practices. They also had to estab-
lish a technical infrastructure that allowed them to interact. How to reach such a 
common set of practices with adequate technology support and thereby align the dif-
ferent members of the virtual organization is the topic of this paper. 

We argue that EUD currently is not sufficient to bridge the socio-technical gap be-
tween the partner organizations, since EUD is primarily addressing technical systems. 
In this paper, we propose a method for simultaneously addressing both, the social 
processes and their supportive technologies.  

We will show how the members of a virtual organization can be supported in the 
process of making their individual best practice explicit, sharing it with other partners 
in the virtual organization and transforming it from an individual and subjective level 
to an organizational level. These practices combine technical aspects with social as-
pects. Users shape their collaborative work by modifying both, social interaction and 
the technology that supports the interaction. Traditional EUD techniques (i.e., end-
user programming, participatory design) are employed for shaping technology. We 
will also show how these shared best practices can be improved in an agile manner 
during application time. As a result, the virtual organization will collaboratively de-
velop a set of shared best practices that enables efficient collaboration. 

The remaining part of this paper is structured as follows: We will first discuss the 
problem space for sharing and improving best practice in virtual organizations both 
from a social and a technical perspective and identify requirements for better support-
ing this process. We will then discuss to what extent current approaches support the 
evolution of best practice knowledge and the supportive technology. Afterwards, we 
will present our approach that consists of a standardized best practice representation 
focusing both on improving social interaction and better supporting this interaction 
through groupware applications and a computer-supported best practice sharing proc-
ess. In the final sections of this paper we will report our experiences with the 
approach developing meeting practices in a virtual organization.  
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2   Requirements for Best Practice Detection and Sharing in 
Virtual Organizations 

In 1983, Schön published his influencing work on the reflective practitioner in which 
he outlines a framework of reflection in action [22]. He understands professional 
practice as a problem solving process. Practitioners make use of their mental model of 
the problem solving process. They use building blocks of knowledge and prefabri-
cated solutions that they have in their minds in order to solve problems in their work 
environment. But these models only work when the anticipated context of the work 
situation matches the actual context. In changing work contexts practitioners have to 
look for new solutions for the problem at hand. Reflection-in-action means that the 
practitioner (1) detects that the current situation does no longer match the mental 
model of the anticipated context, (2) constructs a new mental model, and (3) tests the 
new mental model by means of ad-hoc experimentation. As a result, the practitioner 
will create a new model of the problem space and come up with new ways of solving 
the problem [22].  

The improvement of the mental model can influence the concrete interaction in two 
ways: It can result in new strategies for interacting with the world and thus change the 
way how the practitioner acts. It can also result in a reconfiguration of the practitio-
ner’s context. Examples for the latter are changed layouts of offices or – in the con-
text of computer-mediated interaction – a modified groupware infrastructure. While 
the practitioner is often able to build the new mental model, it is a much harder task to 
communicate these new social practices to others. This requires that the practitioner is 
able to convert his tacit knowledge into external knowledge that can be shared in a 
learning organization [20]. Accordingly, changed technical infrastructures can result 
in a better fit between the individual’s mental model and the infrastructure but at the 
same time may create a mismatch with other practitioners’ models. As a result, 
knowledge about changes of the infrastructure has to be shared among all involved 
practitioners. Again, one of the challenges is how to support the practitioner who 
modified the infrastructure in making his reasons for changing the infrastructure ex-
plicit and explaining how to use the improved system. 

Nonaka and Takeuchi [21] have investigated this relation between tacit and explicit 
knowledge. They observed that “organizational knowledge creation is a continuous 
and dynamic interaction between tacit and explicit knowledge.” [19, p. 70]. They 
distinguish four modes of knowledge creation: (1) socialization, (2) externalization, 
(3) combination, and (4) internalization. In the socialization mode, practitioners inter-
act in the field and knowledge about practices is transferred by experiencing the prac-
tice. They work together and the apprentice observes and imitates the actions of the 
more experienced practitioner. When practitioners externalize their knowledge, they 
make it accessible for other members of the organization. Knowledge is captured in 
writing and can be shared in the virtual organization. The externalized knowledge of 
different members is then combined to reach a shared knowledge. Finally, other prac-
titioners integrate the new externalized knowledge with their tacit knowledge. This 
process of internalization is required to apply the knowledge.  

The different modes form a spiral of knowledge creation [21] that scales up while 
the knowledge is shared by a growing number of people. In the first iterations, indi-
viduals reflect on their knowledge and relate it to external representations of their 
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knowledge. Later on, the externalized knowledge is used within the work group and 
even later, it may be shared in the whole organization or across organizational units of 
virtual organizations.  

Socialization is often the most effective way of knowledge transfer. Art teaching, 
e.g., is normally taught by mentoring or direct observation. However, in the context of 
distributed virtual organizations, knowledge transfer through socialization is rarely 
possible since it would require co-located collaboration between the practitioners. 
Instead, we focus our analysis on the ‘longer’ path of knowledge transfer that in-
volves externalization, combination, and internalization. From this discussion, we can 
draw the following requirement: 

(R1) Practice knowledge must be made explicit before it can be shared in the vir-
tual organization over distance: Here, Practitioners need to be (a) motivated to make 
their tacit knowledge of best practice explicit, and (b) guided in a reflection process to 
identify individual best practice. 

Externalization is, however, a cognitive challenge for the practitioner. Tradition-
ally, the externalization takes place by telling communication partners a story [13]. 
Giving the story a good plot is not always easy. According to [13], these stories 
should follow a narrative genre beginning with a context description that sets the 
stage, followed by a dramatic conflict that is resolved. This not only helps authors to 
write understandable descriptions, it also allows the reader faster access to the story. 

(R2) Standardized practice representation: Practice descriptions should follow a 
common (standard) structure to ease the creation of the description as well as its ap-
plication across organizational boundaries. 

When writing their practice description, practitioners need to reflect on the current 
situation and investigate its context. Knowledge without context becomes “down-
graded to information” [13]. It loses aspects that are required to interpret the knowl-
edge and situate it in a new application context. For that reason, the context of the 
best practice is essential for its application. The context of a best practice can be ab-
stracted from the concrete context to allow a wider view on the problem or it can be 
made more concrete to support the reader in better understanding the preconditions 
for the described practice. We argue that both directions need to be taken into account 
when describing a practice. 

(R3) Abstract solution: (a) Practice descriptions need to abstract from organization 
infrastructures and services in order to be applicable in other contexts. (b) If practice 
descriptions are based on certain specifics of the organization this must be made ex-
plicit, so that the application of the practice in other contexts is informed. 

By now, we have discussed the second mode of the spiral of knowledge creation: 
externalization. A comprehensive approach to knowledge creation in virtual organiza-
tions should also address the subsequent modes: combination and internalization 
including the following three requirements. 

(R4) Access to practice descriptions: Individual practices or practices of one organi-
zation need to be accessible by other organizations. Hence, practitioners need to be 
able to store and retrieve practice descriptions. They also need support for exploring 
and finding best practice in the organization’s existing best practice collection. 
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(R5) Communication: There needs to be a discussion of practice descriptions. Practi-
tioners must have a means to comment best practice descriptions and provide feed-
back on their experiences with the practice. 

(R6) Combination: Practitioners need to be supported in relating and aligning new 
best practice to the organization’s existing best practice collection. 

In order to become a shared practice of the virtual organization, practice descrip-
tions need to be distributed to all members of the virtual organization. This is a pre-
requisite for knowledge application at an inter-organizational level.  

(R7) Practice dissemination: Information about available practices must be dissemi-
nated in the virtual organization, and awareness about best practices must be raised to 
increase the chance of adoption. 

Virtual organizations make use of information and communication technology 
(ICT) to mediate the interaction between partners. Best practices that involve more 
than one partner will thus always involve the use of ICT as well as social solutions to 
solve socio-technical problems. This combination may complicate the application of 
the practice, especially when the technical aspect of the solution requires substantial 
modifications to the virtual organization’s ICT. Since the partners very likely enter 
the virtual organization with an existing local ICT, it may even be impossible to reach 
a full level of integration. The implementation strategy should thus describe a spec-
trum of implementation options ranging from social process design to using integrated 
technical support. 

(R8) Implementation strategy: (a) The implementation of best practice must be 
easy-to-begin-with, i.e. by piloting a social process only. (b) However, the potential of 
supportive technologies to increase effectiveness must be addressed in the practice 
description. 

The implementation strategy makes it easier for the practitioner to translate the 
practice to his concrete context. It eases the internalization of knowledge by providing 
different levels of social or technical concreteness. Linking the practice to existing 
tacit knowledge becomes easier since the variety of potential connection points (e.g., 
solely on the social level or at a level of standard ICT components) is increased. Nev-
ertheless, we assume that a practice will still undergo a mapping process where the 
acting practitioner adapts the practice to his current tacit knowledge and the concrete 
organizational context. 

(R9) Adaptation: Individual practice of members in the virtual organization should 
be able to change the practice of other members. Therefore, adaptation of practice to 
the needs of its users must be supported. 

Adapted practices may then be the seeding point for the next iteration in the 
knowledge creation spiral. This means that changes to a practice first become an indi-
vidual practice again but afterwards may emerge to a new practice that is externalized, 
communicated and combined again. 

A solution addressing the abovementioned requirements supports the transitions 
between all modes of the knowledge spiral. We will now discuss supportive ap-
proaches contributing to individual requirements. 
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3   Current Approaches 

We can group current approaches for addressing the requirements in two clusters: (1) 
Approaches for representing and sharing best practices and (2) processes for improv-
ing collaboration and the supportive groupware technology. In the following sections, 
we will provide examples of approaches in each cluster. 

3.1   Representing and Sharing Best Practices  

In cooperative knowledge management, numerous approaches have been developed 
for representing good practice. For the purpose of our analysis we take a closer look 
at two strategies: expert finder systems and repository approaches. 

Expert finder systems support finding peers who have experienced comparable 
challenges. By using the current context, the system finds other users who are proba-
bly able to help the requesting user (see the EXPERT FINDER pattern in [24] for more 
information and example systems). This enables socialization of knowledge even in 
distributed settings. Practitioners talk about the context and the problems and collabo-
ratively work on a solution given the experience of the expert found. The main prob-
lem with such an approach is that it relies on specific members of the organization. If 
the organization changes partners, the knowledge may get lost. Compared to our re-
quirements, the interaction with an expert may provide implicit access to practice 
descriptions (R4) and foster communication on the practice (R5).  

Repository approaches rely on an explicit knowledge representation. During the 
last years, design patterns have been discussed as a means for capturing best practices 
and supporting knowledge management [17]. A design pattern is a three part rule that 
provides a solution for a problem in a specific context. Initially developed by the 
architect Alexander [1] who wanted to empower lay people to shape their homes, 
patterns have been applied to various disciplines, especially to software development 
[5]. In the context of CSCW, they have been used with the following purposes: 

− Describing interaction, e.g., in the context of ethnographic fieldwork where pat-
terns were used to describe typical scenarios observed by the field worker [16]. 

− Improving social interaction, e.g., in the context of organizational change [15], or 
to support changes in the networked society [26]. 

− Designing socio-technical systems, e.g., for knowledge management [9] or com-
munity-based learning [3]. The most recent and largest collection of socio-
technical patterns is the pattern language for computer-mediated interaction [24]. It 
includes 71 patterns addressing, among others, issues of community design, small 
group interaction, and the design of infrastructures for collaborative systems.  

While descriptive approaches help to better understand interaction, they do not 
necessarily provide guidance for improving a concrete situation. Patterns for improv-
ing social interaction can be used to describe the social part of the best practice. But 
as soon as technology is required for distributed interaction, they lack appropriate 
guidance for mapping the social processes to technology. Socio-technical patterns 
combine social and technical aspects and thereby support the co-evolution of group 
processes and supportive technology. However, the different implementation strate-
gies are not addressed by current approaches (R8). 
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Pattern approaches capture solutions in a standardized way (R2, R4) together with 
an intended application context (R3). But they do not address the evolutionary change 
of the patterns (R5, R6, and R9). Neither do they address the process of pattern crea-
tion needed to generate a pattern language for a virtual organization (R1). 

3.2   Processes 

In the context of groupware development, appropriation, and application, several 
process models have been proposed that help the users to improve their work place 
and share their improved practice with others. The Integrated Organizational and 
Technical Development (OTD) [27] model is an evolutionary process that assumes 
that users constantly analyze the actual state of the organization. They should detect 
problems and create alternatives. As a result, the users apply interventions looking 
simultaneously at three levels, namely the technology used in the organization, the 
organizational structures, and the qualification. In summary, OTD satisfies the re-
quirements for applying new practices (R8&R9) but does not provide explicit support 
for the creation of best practices (R1-R7).  

The Seeding, Evolutionary Growth, and Reseeding (SER) approach [4] puts a spe-
cial focus on knowledge transfer in knowledge intensive work. In the seeding phase, 
users contribute their subjectively relevant knowledge and design objectives. The 
collected knowledge influences the future collaboration. During work, users contrib-
ute to the initial seed. In a reseeding phase, the user-generated knowledge is restruc-
tured so that it is compatible with the initial seed. SER supports shared access to 
common knowledge (R4), fosters communication (R5) and combination (R6) in the 
reseeding phase, and embraces adaptations (R9) that are fed back into the develop-
ment process (R7). However, it neither propagates a standardized knowledge structure 
(R2) nor supports practitioners in making their knowledge explicit (R1). 

In the Oregon Software Development Process (OSDP) [23] practitioners make use 
of design patterns to modify their groupware environment. While working with a 
groupware system, practitioners constantly reflect on their interaction. As soon as 
they encounter a collaboration breakdown, they look for design patterns that help to 
resolve the conflict that caused the breakdown. The application of the patterns may 
either result in tailoring activities where the practitioners change the groupware sys-
tem or in development activities where practitioners ask developers to change the 
groupware system. A pattern scout observes the practitioners’ behavior and seeks for 
interesting tailorings that may lead to new patterns.  

By using patterns, OSDP employs a standardized practice representation (R2) that 
encourages adaptation (R9). The distinction between tailoring and development ac-
tivities fulfils parts of the implementation strategy requirement (R6). However, it does 
only provide little guidance on how the patterns should emerge and states that this 
should be the task of the pattern scout. It thus lacks concepts for making tacit knowl-
edge explicit (R1), and discussing (R5), relating (R6), and disseminating (R7) it 
within the organization. 

With a focus on tailoring activities, Pipek and Kahler discussed different levels of 
collaboration involved in tailoring [19]. Based on empirical findings on tailoring 
behavior and sharing of tailoring, the authors identified several aspects that need to be 
addressed when supporting shared tailoring including a mechanism for sharing  
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tailoring (in line with R4) and the need for communicating about tailoring (R5). The 
authors also argue that tailoring as a collaborative design process (in the sense of 
Oberquelle [18]) should foster reflection on breakdown situations and ease the proc-
ess of articulation during the design process. We share this requirement and extend it 
to the discussion of both social practices and technology (including adaptations to the 
technology). 

Lyons [13] as well as May and Taylor [17] argued that practitioners should create 
patterns of their best practice as a result of the reflection process. They should use 
these patterns for knowledge transfer in virtual teams. This is the closest approach to 
our requirements. However, Lyons did not provide guidelines on how to create and 
improve patterns as well. May and Taylor proposed to use shepherding and writer’s 
workshop techniques known from pattern conferences to improve the pattern quality. 
However, they still make a distinction between pattern authors and practitioners since 
the act of writing a pattern is considered as an extremely difficult task. Supporting 
end-users in end-user pattern writing is thus still an open issue (R1). In addition, their 
patterns address social aspects only which means that a more detailed pattern struc-
ture is required in order to support the co-evolution of social practices and groupware 
support (R8 & R9). 

In summary, while the processes provide important advice for best practice shar-
ing, none of them provides sufficient support for making implicit practice knowledge 
explicit. To our knowledge, there is no process or knowledge representation that ful-
fils all requirements for a best practice sharing approach needed in our virtual organi-
zation setting. 

4   A Proto-pattern Oriented Approach to Best Practice Sharing in 
Virtual Organizations 

In order to fulfill all requirements, we propose the knowledge creation process shown 
in Figure 1. The process makes use of the pattern format as a means for documenting 
best practice. Unlike traditional pattern approaches, we guide the practitioners 
through the process of pattern creation, improvement, dissemination, and application. 
Our process consists of three major phases: 

1. In the pattern creation phase, users make their tacit knowledge explicit. This phase 
maps to the externalization mode of Nonaka and Takeuchi. 

2. The pattern sharing phase focuses on reviewing and relating patterns. Members of 
the virtual organization interact with the author and provide hints for improvement. 
This phase maps to the combination mode of the knowledge creation spiral. 

3. During the pattern application phase, the pattern is applied by other members of the 
virtual organization. Findings from the application are fed back to the sharing 
phase or directly to the creation phase. The application phase maps to the internali-
zation mode of Nonaka and Takeuchi. 

We will now briefly describe our pattern format. Afterwards, we present each 
phase of our process in detail. 
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Fig. 1. Pattern-oriented best practice creation 

4.1   The Proto-pattern Structure 

We modified the pattern structure of [24] in order to make it suitable for capturing 
best practice of individual practitioners (R2). The main difference is that we refine the 
structure of the solution statements so that social solutions, solutions that require 
tailored off-the-shelf technology and custom-built groupware solutions are presented 
separately. In addition, we encourage practitioners to describe their personal best 
practices even though they may not have a long track record of successful applica-
tions across different teams. This is the reason why we also talk of proto-patterns (we 
will use the terms pattern and proto-pattern interchangeably in the remaining part of 
this paper). Proto-patterns contain at least the following sections: 

Pattern Name (and alternative names): Patterns should carry metaphoric names 
where possible. They are the shortest description of the pattern’s solution. 

Context: A pattern provides a best practice for a problem in a specific context. The 
context section summarizes the original context that was in the author’s focus. 

Problem: One of the two most important parts of the pattern is the problem descrip-
tion. It answers why the solution is really needed and serves as a hint for the user 
of the pattern to understand what the pattern really solves. 

Symptoms: The symptoms section lists potential observations that indicate the pres-
ence of the problem and the applicability of the pattern. 

Social Solution: The social solution explains changes of the social practice needed to 
solve the problem. As mentioned above, we clearly distinguish between social and 
technical solutions. This allows the practitioner to implement the pattern with dif-
ferent implementation strategies (R7). When no common infrastructure is in place 
and no budget for creating or installing additional applications is available, the 
practitioners can implement the pattern by adapting their interaction process.  
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Although such an implementation strategy reduces the costs for technology 
change, it can still be difficult and expensive to implement since changes in social 
processes rely on the respective participation of all involved team members. Adapt-
ing social practice is done by employing participatory design techniques for creat-
ing, improving, and applying patterns in the organization. 

Instant Technology Solution: The easiest way to get technical support for interaction 
in a virtual organization into the workplace is to make use of technology that is al-
ready there. The Instant Technology Solution section explains how the social solu-
tion proposed by the pattern can be implemented using standard collaboration 
technology. We assume that the partners have access to a common set of core ap-
plications. Even though our selection of core technologies is short, it is important 
to note that most complex technologies can be emulated by a less complex tech-
nology. From an abstract point of view, the members of the virtual organization 
need access to shared data and be able to send data from one participant to one or 
more other participants. The most common technology supporting this basic ser-
vice is IMAP. It allows users to access content stored on a mail server and send 
content to other users on the same or a different server. We assume that the virtual 
organization has either agreed on the following set of basic services or that the 
members have found ways to emulate these technologies: 

− Audio- or text-chat tools for synchronous communication. E-mail may be used 
to emulate chat interaction (by polling the mail server for new messages).  

− A wiki [14] or a SHARED FILE REPOSITORY [24] allowing participants to store, 
modify, and access shared documents. An IMAP mail system that allows 
group access to mail folders can emulate a SHARED FILE REPOSITORY. To up-
load a new file, users send it as an attachment to the target mailbox that can be 
accessed by all group members. 

− A shared view area can be used to project the content of the screen to any 
other user (following the APPLICATION SHARING [24] pattern). The shared 
view area can be emulated with a SHARED FILE REPOSITORY. However, the 
participants in this case will need a good communication channel so that in-
structions for updating local views can be given.  

Modifying their ICT infrastructure thus becomes selecting common technologies, 
typically involving EUD techniques for tailoring the selected technologies. Some 
technologies also allow customization by means of macro programming or tem-
plate design. In these cases, the practitioner starts to program structural and/or 
process-oriented support for the virtual organization. 

Groupware Solution: Participants may need to use highly sophisticated tools for per-
forming specialized tasks during collaboration. Integrating the collaboration infra-
structure with these applications can help to better support the collaboration. The 
groupware solution section describes how the social solution can be supported us-
ing collaboration techniques that emerged from CSCW research (e.g., patterns for 
computer-mediated interaction [24]). 

In this case, EUD techniques for participatory design empower the practitioners 
to play an active role in the design process of the common future groupware solu-
tion. 

Drawbacks: Each change in a socio-technical system can cause new problems, arising 
from complex social dependencies. For the users of the patterns, it is therefore  
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important to get guidance on issues that they should carefully observe after they 
have put a specific pattern in place. 

Related Patterns: The related patterns section lists patterns that are closely related to 
the current pattern in the sense that they solve comparable problems or that they 
are often applied together with the current pattern.  

The proto-pattern format provides the basis for addressing the other requirements. 
Since it is not trivial to create proto-patterns of high quality, the proposed knowledge 
creation process guides the practitioner through the writing and application of the 
patterns. We will now present the individual phases of this process. Note that we will 
use a shortened form of the pattern format to describe best practice for pattern writing 
as well. 

4.2   Pattern Creation 

The pattern creation phase is triggered by practitioners or pattern scouts [23]. Either 
practitioners reflect their current practice and identify successful episodes or pattern 
scouts observe practitioners and interact with the practitioners to externalize their tacit 
knowledge. In both cases, the practitioner reflects on his current practice and the way 
how he solves a specific problem. He starts by describing the social process of his 
practice. Afterwards, he explains, why the process has this form. The following pat-
terns support the practitioner in this process: 

Explicit Design Rationale 
Problem: People cannot understand why elements of a practice are present and what 

their purpose is. 
Solution: Annotate each part of the practice description with an explanation why the 

specific part is needed. Formulate the need in terms of a force, i.e., as a sentence 
that explains the underlying requirement for implementing this solution part. 

Find The Problem  
Problem: Practitioners make implicit decisions based on their understanding of the 

world. Less experienced practitioners can often not understand the purpose of spe-
cific actions performed by the experienced practitioner. 

Solution: Create a punchy problem statement that contrasts the most important con-
flicting forces that will be resolved in the solution. To implement this, you should 
basically perform the following 5 steps:  

1. Maintain relations to all requirements that are addressed or affected by the solu-
tion (we will call these requirements forces).  

2. Create a network of forces that contains relations between all forces whenever 
one force positively or negatively influences another force. 

3. Identify conflicting forces that are balanced when the solution is in place.  
4. List all other forces that are influenced by the solution as indications for apply-

ing the pattern.  
5. Create a contrast phrase that explains the conflict between the most important 

conflicting forces and use this as a problem statement.  
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The process of detecting forces and creating the problem statement is the most im-
portant analytical step in the pattern creation phase. After this is in place, the pattern 
contains the most important aspects of a successful story: The forces unfold a dra-
matic conflict that is resolved by a social solution. Such proto-patterns can already be 
shared with other practitioners sharing the same context. For wider applicability, the 
tacit context must be externalized, too.  

Situated Problem 
Problem: Depending on the state of the environment, practitioners make different 

decisions to solve a specific problem. While guidelines mostly focus on the me-
chanics of the solution, they often neglect the prerequisites for applying the solu-
tion. But when practitioners apply the solution, these prerequisites are of special 
importance since they have to be compatible to the practitioner’s current context.  

Solution: Capture the context when documenting the solution for a problem. Keep 
records of your context such as a diary or video recordings in order to ease the re-
construction of the context when reflecting on the solution.  

 

In summary, the above mentioned patterns in combination with the role of the pat-
tern scout who accompanies the practitioner in the process of making his tacit knowl-
edge explicit address the requirements of explicit practice knowledge (R1) and the 
solution abstraction (R3). The two remaining steps in the pattern creation phase aim at 
supporting the applicability of the pattern in a virtual organization that relies on ICT 
for collaboration (R7). 

Generic Technology 
Problem: Describing a concrete technical implementation in the solution statement of 

a proto-pattern makes it difficult to apply the proto-pattern in a similar but not 
identical context. Especially, technology constraints in the target context may pro-
hibit the direct use of the pattern. 

Solution: Separate solution ideas from technology specific parts of the solution. For 
example, speak of version management services instead of naming a specific ver-
sion management system (CVS). 

Staged Solution Description 
Problem: Changes in socio-technical systems affect both the social process and the 

technology that supports the process. But users willing to apply the change may 
not have the technical expertise to change the technology that is currently in use. 
Restricting the solution description to actions that can be performed by every prac-
titioner on the other hand forces the creator of the proto-pattern not to go beyond 
the technical state of the art and thereby restricts his ability to describe advanced 
technology solutions.  

Solution: Split the solution statement of the pattern into three parts: the social solution 
describing changes in the interaction process, the instant technology solution de-
scribing how off-the-shelf software systems can be used to support the social solu-
tion, and the integrated groupware solution describing how the process can be 
supported by an integrated and domain-specific collaborative system. 
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With the integrated groupware solution, the practitioner is able to contribute his 
understanding of how the process should be integrated with the domain-specific tasks. 
This takes into account that practitioners often have a clear vision on how to improve 
their work environment. As an example for the level of integration, one may consider 
design meetings in the automotive industry. In these meetings, participants need to be 
able to access CAD and Simulation systems. They need to relate their discussion to 
elements of the CAD model of the constructed car. An integrated groupware solution 
for sharing annotations would thus become a part of the CAD system so that users 
could share their annotations directly in their domain-specific CAD application. 

4.3   Pattern Sharing 

Once the pattern contains the most important sections, the context, the problem, and 
the solution, it can be donated to a common pattern repository. Our proposed process 
makes use of a structured wiki [6] to store the individual patterns. Each pattern is 
stored as a wiki page that has fields for the required sections of the pattern. In addi-
tion, each pattern has an associated BLOG that allows pattern-centric discussions and 
annotations.  

From a process perspective, donated patterns will be taken up by a shepherd [8], 
i.e., an experienced pattern author who helps the author to further improve his prac-
tice description. The assumption is that the practitioner remains the expert for his 
practice but that the shepherd can help to better structure the proto-pattern and detect 
forces that were up to then not seen by the practitioner. The shepherd sends requests 
for improvement to the pattern author who in return updates the pattern description 
accordingly. 

Pattern authors as well as other practitioners also work on relating patterns to the 
pattern language of the virtual organization. Here, all members can become active and 
forge links by editing the wiki page of the pattern.  

Shepherding as well as the process of relating patterns contribute to the communi-
cation (R4) and the combination (R5) requirements. 

4.4   Pattern Application 

We distinguish two different motivational factors for applying proto-patterns: the 
breakdown and the group policy. When the pattern application is triggered by a 
breakdown, the practitioner observes obstacles in his current activities. He starts to 
analyze the different forces that cause the breakdown and compares these forces with 
the forces of the available patterns. Assuming that a matching pattern exists, the prac-
titioner can directly apply the pattern. Since the user is actively seeking for a match-
ing pattern, we speak of a pull mode here (cf. Figure 1). 

In contrast, the group policy trigger assumes that patterns are pushed to relevant 
practitioners (cf. Figure 1). In this case, the management board of the virtual organi-
zation has agreed on a specific set of patterns that are then presented to the practitio-
ners of the individual organizational units in forms of tutorials, reports, or newsfeeds. 
The practitioners are expected to study the patterns independently of a concrete cur-
rent breakdown and apply these patterns when appropriate situations come up in the 
future. 
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The application of the pattern may go through different stages. Typically, practi-
tioners start applying the pattern on a social level implementing the changes in the 
social interaction processes. As soon as the new process shows that the practice was 
improved and better usability or effectiveness is needed, practitioners may think about 
supportive technology. This is done by tailoring existing infrastructures according to 
the solution outlined in the instant technology solution of the pattern. Finally, if 
tighter integration with existing groupware infrastructures is requested, the practitio-
ner may initiate new development activities performed by groupware designers and 
assisted by practitioners in the sense of a participatory design setting. 

Whenever practitioners have applied a pattern, the process encourages them to re-
flect on the application to identify aspects that improved or to spot new problems. 
They can share their observations by annotating the patterns in the shared pattern 
repository or by directly asking the pattern author to improve the pattern. 

Note that the application process is closely related to the tailoring iteration in the 
Oregon Software Development Process [23]. The main differences are that our ap-
proach differentiates the triggers for starting the pattern application and that it distin-
guishes the different application stages. 

5   Experiences 

We evaluated our approach through several case studies taking place in the context of 
a 30 months European project. During this time, we observed the behavior of (1) the 
members of a virtual organization running a research project with 9 partner organiza-
tions distributed all over Europe, (2) a virtual organization in the automotive suppliers 
sector, (3) a virtual organization formed by a major European automotive company 
and its suppliers, and (4) a virtual organization of two electronics design companies. 

The first case was our main observation target for understanding the whole best-
practice creation process. We intentionally focused our attention on this virtual or-
ganization since it was highly distributed (6 countries throughout Europe) and had a 
high variety with respect to the partners’ organizational cultures ranging from re-
search cultures brought in by research partners to industrial interaction cultures 
brought in by participating manufacturing companies. The latter three industrial cases 
provided additional experiences with respect to the application of the patterns.  

During the first phases of the project, meetings showed to be a relevant activity for 
all cases. Each partner contributed his or her own view on how a meeting should be 
prepared and performed. It was thus required that the group as a whole grew a meet-
ing culture. 

In the following sections, we will first show how a concrete pattern was created. 
We will then report on anecdotal experiences of the pattern sharing process and fi-
nally show how the patterns were applied in the different cases. 

5.1   Pattern Creation 

The members of the virtual organization first performed meetings as they were used 
to in their home organizations. This means that meetings were differently structured 
dependent on the origin of the specific meeting facilitator. After several weeks of 
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experience, one practitioner started to reflect his practice of organizing meetings and 
compared it to the other user’s practices. He found out, that his way of organizing 
meetings was different with respect to the agenda creation. While other facilitators 
simply fixed an agenda, he felt that the participants of the meeting should contribute 
to the agenda. 

He started to use a wiki for collaboratively organizing the agenda and noticed that 
this worked reasonable well for his meetings. This was the starting point to create a 
pattern for collaborative agenda creation. He wrote down the advice for agenda crea-
tion that contained detailed descriptions of how to set up an initial agenda in the wiki, 
how to invite participants by mail and ask them to add their agenda items, and on how 
to finalize the agenda. 

He then identified 10 forces and analyzed whether or not the forces were in con-
flict. Two examples for conflicting forces were: 

– F3: Owner sets topic. The meeting owner wants to set the topic of the meeting. 
– F5: Participants show interest. Participants will not contribute to the meeting if 
the agenda is not interesting for them. 

From this list, the practitioner was able to deduct a problem statement. He then de-
scribed the context and checked the situations in which he used the solution. Finally, 
he situated the pattern in the context of meeting preparation. 

The initial description of the solution referred to a concrete technical infrastructure. 
While refining the pattern, the practitioner abstracted from the concrete wiki and 
exchanged references to concrete mail addresses that were present in an early draft of 
the pattern with explanations of the receiver’s role. 

Finally, he split up the solution by distinguishing between technical aspects of the 
solution and social aspects. In the instant technology solution, the practitioner created 
templates for agenda pages that could be re-used in the whole virtual organization. By 
creating the template, he extended the existing infrastructure (he performed end-user 
programming activities). He also envisioned how an integrated solution would look 
like and became a driving force in convincing the developers of the virtual organiza-
tion’s infrastructure to implement an integrated meeting support mechanism (the 
practitioner became the driving force ion a participatory design process). 

The pattern creation process resulted in the following pattern (some parts have 
been abbreviated for space reasons). 

It’s My Agenda – It’s My Meeting 
Context: You are calling for a meeting and create an agenda for it. There are stake-

holders who have different backgrounds and interests. 
Problem: The owner of the meeting normally creates an agenda. All other invited 

participants have only limited possibilities to participate in the agenda crea-
tion. This can lead to incomplete or wrong agendas. 

Symptoms:  
− Agreeing on the agenda takes a lot of time at the start of the meeting. 
− Many new topics pop up during the meeting, which have not been foreseen. 
− Important topics do not make it to the agenda early enough for allowing good 

preparation of the topics.   
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Social Solution: Define a shared place where all invited meeting participants can 
collaboratively prepare the meeting agenda up to a specified deadline.  

Instant Technology Solution: Create a wiki page as a shared artifact of the agenda. 
Invite participants to change the wiki page by sending them a link to the page. Tell 
them that and how they should update other participants on agenda changes (i.e. 
by replying to the invitation mail). Create a section on the wiki page where the 
participants can express their approval after the agenda was finalized (one week 
before the meeting). 

Groupware Solution: Implement the agenda preparation workflow as part of your 
collaboration environment. Make use of a SHARED FILE REPOSITORY [24] or a 
ROOM [SL07] as a shared place where agenda items for the meeting are stored. 
Initially the shared space is only accessible to the meeting organizers. After the 
meeting organizers have created an initial agenda, they can invite additional par-
ticipants. Invited participants will receive a message in which they can confirm 
their attendance. From then on, participants can modify agenda items. After saving 
an updated agenda item, the system sends a notification to all other participants. 
The final acceptance of the agenda can be supported by a VOTE [24] that is auto-
matically triggered at a defined time before the meeting. 

Drawbacks: If the agenda is created by the group, the meeting owner may need to be 
the MODERATOR [24] so that the meeting stays in line with the general meeting 
goals. 

Related Patterns:  
− WHY SHOULD I BE THERE: The discussion of the agenda can help the participants 

to better understand why they should attend the meeting. 

5.2   Pattern Sharing 

We provided practitioners with a structured wiki to store their patterns. Practitioners 
contributed their patterns to the wiki so that they could be discussed afterwards. How-
ever, we observed that users hesitated to comment on the patterns. One reason for this 
may have been that the users did not consider themselves as experts for the specific 
topic and thus did not want to question the pattern author’s expertise. Another reason 
that was reported by one user was the lack of time. 

However, when we discussed the patterns in face-to-face meetings, the members of 
the virtual organization contributed valuable feedback ranging from confirmations 
over suggestions for improving the social process up to new ideas for an integrated 
groupware solution. 

When more meeting patterns were created, the practitioners started to connect the 
patterns. Connections were established using wiki links. Currently, the meeting pat-
tern language contains 21 patterns each connected to 2-11 other patterns. 

All meeting patterns have undergone a shepherding process. After an internal 
shepherding of peer practitioners, the meeting pattern language was passed on to an 
external shepherd who spent six weeks giving comments to the patterns and checking 
updated versions. The final version of the patterns was in addition shared with the 
European patterns community and received high attention [25]. 
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5.3   Pattern Application 

Initially, the meeting patterns were applied as a group policy in the research consor-
tium. During a project meeting, one pattern author gave an overview of the pattern 
language and explained how the patterns can be used together. Notably, this had an 
immediate effect on the meeting. While the first day of the meeting started without a 
detailed agenda, the second day was prepared by the facilitator much more precisely. 
In addition, the facilitator changed the way how he collected input for the agenda. 
Agendas were no longer created only by the facilitator. Instead, all meeting partici-
pants started to contribute to the agenda creation process and thereby helped to create 
an agenda that suits the group’s needs. 

In subsequent distributed project meetings, the practice of agenda creation was fur-
ther improved according to the pattern. One group moved from the social implemen-
tation level to the instant technology level. They created a wiki template for meetings 
as it is shown in Figure 2 (using the CURE wiki engine [6]). Participants could from 
then on directly edit the agenda of the meeting.  

 

Fig. 2. A meeting page in CURE 

Since the agenda creation gained more and more importance during the project, the 
technology providers in the project finally decided to implement the envisioned solu-
tion so that the meeting planning process was integrated in the CURE system. The 
development activities were accompanied by users of the system who contributed 
their visions for system design. The CURE developers provided new wiki page types 
that aggregate other pages and that could be used as overview pages for meetings (i.e. 
the agenda was a composite of agenda items). The invitation of participants was done 
by giving the intended participants access rights to the meeting place and change 
notifications for changes of the agenda were automatically sent to all participants of 
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Fig. 3. Integrated Groupware Solution for the It’s my Agenda – It’s My Meeting pattern 

the meeting. Figure 3 shows how the resulting meeting page looked after the pattern 
was implemented in CURE. 

One industrial consortium decided to directly adapt the solution that was developed 
and used in the research project by adapting the existing meeting templates. Another 
industrial consortium decided to implement the patterns on the social level. The third 
consortium made use of the advice given in the instant technology solution and tai-
lored their MS SharePoint installation so that meeting preparation was better sup-
ported. All industrial partners reported on perceived efficiency improvements as a 
result of applying the patterns. In summary, this shows that all three implementation 
levels were used by the partners and that it depends on the concrete application con-
text how much technology support is required. 

6   Conclusion 

In this paper, we presented a process model and a knowledge representation for best 
practice sharing in virtual organizations. This process uses EUD techniques for 
adjusting supportive technologies to changing social practice. It makes use of proto-
patterns for capturing and communicating social practice. We showed how practitio-
ners can use proto-patterns to make their tacit knowledge explicit so that it can be 
shared and discussed with other practitioners. This allows other practitioners to inter-
nalize the shared practice and create a common conception of collaborative work.  
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The staged implementation principle applied by our proto-patterns helps to gain a 
new perspective on the design of groupware. Practitioners start with implementing the 
social process, continue with applying EUD techniques such as end-user program-
ming or tailoring of off the shelf components and occasionally decide to create a do-
main-specific integrated groupware solution using participatory design techniques. 
Unlike in other approaches that have a focus either on social aspects of collaboration 
or on the technical implementation of the groupware application, we experienced that 
our approach helps practitioners to gain a good understanding on how the processes 
are mapped to technology. This means that the presented approach may be one further 
step towards bridging the socio-technical gap in CSCW design. 

Although the pattern creation and application led to notable improvements of the 
interaction, we had expected a more extensive discussion of best practices. For now, 
we can only guess that the main reason for this could have been the lack of time. It 
remains to be studied, to what extent improved communication could help the practi-
tioners in agreeing on shared best practices and how to reach such an improvement. 
Besides this, our future work will focus on the collaboration involved in proto-pattern 
creation. We are currently working towards transferring the results to large distributed 
voluntary organizations that make few use of groupware technology and show their 
main interest in creating and sharing social solutions by means of proto-patterns. 
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Abstract. Design patterns document in a systematic way design solutions to re-
current problems and they are expressed using non-technical terms, so that a 
wider audience can understand them. Thus they could be useful tools to im-
prove communication in interdisciplinary teams and to integrate end-users in 
participatory design processes. However, the difficulties of using patterns go 
beyond the lexicon used in the patterns description. The individuals who might 
use the patterns may be following different strategies when browsing a collec-
tion of patterns, strategies that are determined by their goal at a specific point 
during the development process. Moreover, the strategy they follow can have 
some influence in the quality of the proposed solution. In this paper we describe 
an empirical study that has been performed to answer some of these questions. 
In the study we gathered information on browsing strategies and user goals 
when using a patterns catalogue to design a web system. We also analyzed the 
relation among the goal and the strategy as well as their impact in the quality of 
the use of the patterns. This investigation is part of a larger project intended to 
design patterns catalogues that take into account the goals and expectations of 
their end-users, who are not necessarily experts either on web design or on 
design patterns. 

Keywords: web design patterns, design, end-user development.  

1   Introduction 

The design of large-scale web information systems is a complex and multifaceted task 
that must consider issues such as information structure, navigation options, the design 
of the user interface and interaction mechanisms, personalization, and security assur-
ance [1, 2]. One consequence is that inter-disciplinary web development teams, made 
up of members with complementary abilities and knowledge, are often preferred to 
generalist software engineers, because they provide greater depth and breadth of 
knowledge [3]. In the web domain, such teams typically integrate specialists in web 
design and programming, information architecture, HCI and security. Further, to en-
sure that the final system is both usable and useful, end users or other problem domain 
stakeholders are often asked to contribute to design decisions through a user-centered 
or a participatory design process when they are integrated as first-class designers who 
can take active part in the design decisions and not just as evaluators of prototypes. 
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Unfortunately, inter-disciplinary teams are not always as efficient as one would 
hope. Communication difficulties that can affect the quality of the final product [4], 
may worsen in the case of web development, where there are often particularly onerous 
time pressures on the schedule. Researchers such as Jan Borchers have suggested that 
design patterns might be used to improve communication in inter-disciplinary teams; 
such patterns document established solutions to recurrent problems using a language 
characterized by its cross-discipline readability [5]. The work reported here is part of a 
larger effort investigating the usefulness of web design patterns in the context of inter-
disciplinary development teams that include end-users as first-class designers.  

In addition to improving communication among team members with differing ex-
pertise, design patterns may be of particular benefit to end-users and other nonpro-
grammers who wish to contribute to the development of a web system, because they 
may help to address the technical challenges of the web development process [6].  We 
are exploring this possibility within a pattern-driven framework for web development, 
where users select and compose design patterns to specify a system, rather than learn-
ing and using complex programming techniques [7, see also 8]. We propose that a 
pattern language integrates patterns from different design disciplines (including web 
design patterns [10, 11, 12, 13] and interaction design patterns [14]), may be useful to 
inter-disciplinary designers and end-users — but only if these individuals can navi-
gate the patterns to find solutions to their problems and fulfill their requirements. For 
example, problems of different types that are correlated in the real world (for exam-
ple, a dynamic navigation interface that violates security guidelines) should also be 
correlated in the pattern language. In this way we will help designers to consider dif-
ferent but inter-related knowledge when dealing with a problem; failure to do so is 
one of the most common errors in inter-disciplinary development [4]. 

Even if we succeed in creating a cross-disciplinary pattern language of this sort, we 
must also consider how users with varying background will explore and apply these 
patterns. To ensure that our pattern-based framework will be useful for teams that 
include diverse users, we must first understand how such individuals approach design 
problems, so that we can provide them with the representation(s) that helps them to 
efficiently locate and apply the patterns they need.  

In this paper, we report a preliminary empirical study of pattern-based web design 
that we conducted to explore the browsing strategies that non-experts use when trying 
to apply patterns to web information system design. Our goal was to understand the 
implications that such browsing strategies have for a design tool that supports pattern 
exploration. We describe the results of the study in terms of how browsing strategies 
were related to users’ goals in design problem-solving. We also consider how the 
different browsing strategies impacted users’ effectiveness in using the patterns.   

The remaining of the paper is organized as follows. Section 2 reviews related 
work. Section 3 describes the patterns collection used in the study, and Section 4 
reports the study. Conclusions and further work are summarized in Section 5. 

2   Related Work 

Design patterns document in a systematic way the successful solutions to recurrent 
problems. They achieve this purpose through an organization that includes sections 
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with information about the pattern’s utility, its limitations and how to apply it. For 
example, the Alexandrian or canonical format includes the sections such as the Name; 
the Problem; the Context; the Forces; the Solution and Example; the Resulting Con-
text; a Rationale; the Know Uses and the Related Patterns.  

A comprehensive information resource like a pattern can be used for very different 
purposes. For instance, in the conclusions of the CHI '97 Workshop on Pattern Lan-
guages, Bayle et al [15] summarized five different uses for design patterns that had 
been suggested by workshop participants: Capture and Description, when patterns are 
used as a mechanism to record features of a design entity, whether static or dynamic, 
in a specific context; Generalization, when patterns are used to generalize properties 
across places and situations; Prescription, when patterns are used as a way to deter-
mine the right solution to a specific problem; Rhetoric, when they are used as a kind 
of lingua franca to talk about design in an easy and understandable way and Predic-
tion, when patterns are used to analyze the impact of a specific design decision.  

These different possible uses of patterns suggest they may contribute to different 
points in the software development lifecycle, and not only for design generation as is 
commonly believed. For example, during the analysis process, design patterns may be 
used to identify features or requirements of the system as they capture and describe 
problems and solutions and generalize aspects. During design, solutions described by 
patterns can be applied and even they can be used as a communication tool between 
designers given their rhetorical value. Moreover, if we have competing designs, the 
predictability can be used to select the most appropriate one [14]. Finally, patterns can 
also be used to evaluate a system’s quality according to their prescriptive value. Fo-
cusing just on the design process, the empirical study reported in [16] enumerates four 
different activities that may be supported by patterns during design: discovery, when 
designers browse the collection to identify those patterns that could be useful; ideas 
generation, when designers look for patterns fulfilling a specific high-level goal; issue 
clarification, when they look for a specific solution to a fully specified problem; and 
re-reference, when they look back to the collection just to reference something they 
saw before.  

A central problem in practical use of patterns is the identification of a candidate 
pattern. Problems arise because of the typical ways in which patterns are organized 
and presented in current tools [17], especially once we consider that users may be 
operating within different use contexts or pursuing different purposes when using the 
patterns. Design patterns are normally found in text-based or web-based catalogues 
that emphasize browsing or searching the collection with pre-defined criteria, usually 
a design concern. For example, the ACM-SIGWEB Hypermedia Design Patterns web 
repository [18] offers two exploration options: an alphabetically ordered list of pat-
terns, including the name and creation date for each item; and three broad categories 
of patterns (Interface/Layout; Structure/Navigation or Content oriented). 

Patterns may also be integrated within a cohesive pattern language that makes ex-
plicit the relationships amongst patterns (typically composition and association). In 
this case, exploration tools can include links enabling users to move from one pattern 
to other related patterns. For example, HyperPatterns [19], a language of web design 
patterns, supports navigation via web design concerns (navigation, structure, presenta-
tion, interaction, personalization and security) as well as browsing via hyperlinks 
embedded in the pattern description. However both of these navigation options may 
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create difficulties for non-experts because they require knowledge of  either design 
patterns (to identify a pattern by name) or web design (to identify the design issue that 
might be related to a potentially useful pattern). Moreover, once selected a pattern is 
presented in a comprehensive and sequential fashion – including all its sections – that 
may make the content difficult to read and understand.  

A richer approach to pattern exploration is described in [20]; here each pattern is 
rewritten as a forces hierarchy that shows the benefits and trade-offs for each pattern 
individually, so designers can understand the consequences of applying a specific 
pattern. However, in this approach the relation between patterns, which makes up the 
core of the pattern language, is lost. As another alternative, we have described a visual 
tool that would enable pattern browsing by design goals extracted from the problem 
section of patterns [7]. We have re-written the HyperPatterns language using soft-goal 
graphs [21]. Users are first presented a number of web design goals (like “Guide the 
user through the information space” or “Ensure system security”); these are organized 
in a hierarchy of soft-goal graphs that consider the relationships in the pattern lan-
guage. Both positive relationships (goals that contribute to reach another goal) and 
negative relationships (goals that can make it difficult or prevent for meeting another 
goal) are highlighted in the graph. Users can interactively browse this goal space and 
see the patterns that support each goal.  

Even though a visual goal-based approach such as this might be more efficient for 
non-experts than textual-based descriptions, it does not consider the requirement that 
pattern browsing and application is likely to occur with different purposes by different 
individuals, and at different points of development. If the patterns have different uses, 
their users - whether experts, casual designers or end-users – are likely to be pursuing 
different goals when identifying and applying the patterns. These variations in pur-
poses may in turn imply the need for supporting different browsing strategies.  

The work reported in this paper elaborates this general idea. We seek to analyze 
the browsing strategy used by the designer as a function of her goal, and to analyze 
the relation between strategy and goal, and between strategy and the effectiveness of 
pattern use of. In contrast to other work, we are not interested in measuring the quality 
of the designs produced through application of a patterns catalogue or language. Our 
goal instead is to study the goals and strategies of users and how well they understand 
the pattern when they apply a specific strategy or try to meet a goal, so that we can 
identify flaws that might guide design of patterns exploration tools that can make 
users more efficient in their use of patterns. Such exploration tools could be integrated 
into development frameworks, like the one described in [22], which make it possible 
to generate conceptual designs and prototypes from a list of selected patterns. In this 
way, end user development would be completely supported using the patterns as the 
main interface.   

3   HyperPatterns: A Language of Web Design Patterns  

In order to study the strategies users apply to their search for patterns and the goals 
that drive these explorations, we need a collection of patterns that can be explored by 
users. Because one of our goals is to provide tools dealing with different web design 
perspectives, including information structure, navigation tools, presentation and  
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interaction mechanisms, security and personalization, we selected an existing patterns 
language called HyperPatterns [19]. This language is a compilation of patterns be-
longing to several existing pattern languages. Moreover, all the patterns include some 
kind of design rationale, so designers will have additional resources for deciding 
whether or not to apply each pattern. However, HyperPatterns has some usability and 
readability problems. First, the patterns description is often too long. Taking into 
account the time pressure on most web site development projects, it is not realistic to 
expect designers to devote significant time reading and understanding the patterns, 
especially if we consider that patterns do not provide a cut-and-paste solution but 
rather solution guidelines that are only more or less precise, depending on the pat-
tern’s level of abstraction. Secondly, the solution proposed by the patterns is often 
rather abstract and verbose, with no additional examples or illustrations, so that users 
might find it difficult to understand quickly as required in a domain like web 
development.  

As a result of these issues, we have created a new version of HyperPatterns, avail-
able in [23] where the essence of the pattern language was maintained. Here, each 
pattern description includes nine sections (see figure 1): the identifier, name as well as 
the reference to the original pattern (see first line in the figure); the context, that de-
scribes the situation leading to the application of the pattern (see second line in the 
figure); the intent, that describes in a very short sentence the problem addressed by 
the pattern (see the centered bold line in the figure); the solution that consists of an 
image and a description of the proposed solution (see description and figure below the 
solution); the discussion that analyzes the implications of applying the pattern; related 
patterns that links to some related patterns; and references that links to the original 
source of the pattern as well as other sources used to improve the original pattern. 
Most patterns are slightly modified to shorten the description of the problem in order 
to make them more readable; some also include new sections like images of applica-
tion examples, in order to improve their comprehensibility. Moreover, the different 
sections of the pattern have been reordered and formatted to improve readability. For 
example, each problem has been described using the shortest and clearest sentence 
possible, with a placement that is centered and bold at the beginning of the pattern to 
give it a strong emphasis, so that users can quickly determine if the pattern is poten-
tially useful for them depending on whether it deals or not with a problem they are 
concerned with. We also considered important to put the reference to the original 
source as soon as possible to use authority as a criteria to promote the confidence in 
the pattern quality. 

Recall that we selected HyperPatterns as a focus for investigation because it con-
tains patterns that consider six different design views.  This gives us the flexibility to 
consider different kinds of web design problems. Moreover, patterns deal with prob-
lems at different levels of abstraction so we have patterns that could be useful for 
different kinds of users. For example, the pattern [HI1] Interaction describes at a very 
high level how to deal with interaction design as a global task, acting as a kind of 
integrator for the rest of the patterns dealing with this design perspective; the pattern 
[MI1] Information on Demand is a medium level pattern that provides several guide-
lines to let the user control the amount of information she wants to receive. [LI1] 
Action Buttons is a low-level pattern that describes the user interface technique of 
links that may be used to evoke actions.  
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Fig. 1. One of the design patterns in the new version of HyperPatterns used in the study 

4    Analysing User Goals and Browsing Strategies 

To study users’ design goals as well as their browsing strategies we conducted a pre-
liminary empirical investigation of casual developers as they attempted to find and 
apply patterns to a web design problem. This was an exploratory study, in that our 
focus was on participant observation as they worked on problems, so that we could 
answer questions like which and how many strategies they appied, and what goals 
they were pursuing as they progressed through the activity. There were no predefined 
categories for goals or strategies — the goal of this initial study was precisely to dis-
cover what such categories might be. In this section we first describe the study set-up 
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and procedures. We follow this with an analysis of results, and finish with implica-
tions for design tools that support user-centered exploration of design patterns. 

4.1   Methods 

Goal. The goal of the empirical study was to study the strategies users follow when 
browsing a design patterns collection to design a web site. We were interested in 
finding out how the users access and read patterns and with what purposes, in order to 
devise useful browsing tools. 

Participants. We recruited volunteers from two classes of students currently taking 
an HCI course offered within the College of Information Sciences and Technology 
College at Penn State University. These students were not experts in either web pro-
gramming techniques or design patterns. 21 students volunteered for the study; 3 were 
women. They were organized into 10 pairs plus one single student. Five pairs had 
never worked together, two occasionally (once or twice), and three of them very often 
(several times or quite often according to them). In general, we can describe partici-
pants as casual developers without an extensive history in cooperating together. 

Procedure. Working in pairs, the participants were given the task to design a per-
sonal information organizer. The task description is included in Annex I. They re-
ceived a high-level description of this task (i.e., with no details as to what should be 
included or how it should work), as well as a printed book containing a set of Hyper-
Patterns patterns. The book contained the printed version of the patterns listed in 
Table 1. The book started with an Index where patterns were organized by design 
concern, followed by the patterns whose format was shown previously in Figure 1. 

Table 1.  Index of the design patterns used in the study  

Design view Pattern (ID + Name) 
Interaction [MI1] Information on Demand based on [10] 

[MI2] Process Feed-back based on [10] 
[LI1]Action Buttons based on [14] 

Navigation [MN1] Index Navigation based on [11] 
[MN2] Guided Tour Navigation based on [11] 
[MN3] Navigational Context based on [10] 
[LN1] Location Bread Crumbs based on [14] 
[LN2] Site Map based on [13] 
[LN3] Search Action Module based on [14] 
[LN4] One Jump Home based on [24] 

Presentation [MP1] Information-Interaction Decoupling based on [12] 
[MP2] Information-Interaction Coupling based on [12] 
[MP3] Behavioral Grouping based on [10] 
[MP4] Define and Run Presentation based on [25] 
[MP5] Synchronize Channels based on [25] 
[LP1] Navigation Bar based on [14] 
[LP2] Footer Bar based on [13] 

Structure [ME1] Hierarchical Organization based on [14] 
[ME2] Task-based Organization based on [14] 
[LE1] Collection Center based on [11] 
[LE2] Node as a Single Unit based on [10] 
[LE3] Home Page based on [14] 
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Participants were given 45 minutes to generate a high-level design. Their deliver-
ables were a paper and pencil sketch of the interface and a narrative description of 
how it worked. They were asked to browse the patterns catalogue as they developed 
their design and to annotate their sketch to show which pattern(s) they had applied. 
Once the design was completed the participants completed individual surveys that 
posed questions about the way they had used the catalogue. Finally, the participants 
responded to semi-structured interview questions, so that we could clarify and vali-
date both the design and their answers to the survey questions. During the interview 
we also probed more deeply how they thought of patterns as a communication tool 
between designers, to analyze the rhetorical use of patterns as a lingua franca, as well 
as their expectations about the role of patterns in designing a more complex and un-
familiar web site. This final question was aimed at understanding what aspects of our 
findings might be tied to the particular design problem assigned, as well as to gather 
information about how the results could be applied in a different setting.  

Recording mechanisms and data gathered. As mentioned earlier, we had three 
main sources of data: the designs; the questionnaires and the interviews. Designs were 
pen and pencil drawings of the interface, and included marks showing where and 
which patterns has been used (see an example in figure 2).  

 

Fig. 2. A design with patterns marked where used 

The questionnaire (see the questions in the figure 3) included five open-ended 
questions about the use of the patterns, and a few more specific questions about the 
participants’ background. The semi-structured interview began by asking evaluators 
to describe their design. Then we followed an informal script to ask about four main 
issues: the criteria they used to decide whether the pattern was useful or not; the sec-
tions of the pattern they found more useful; the use of the pattern as a communication 
tool between them; and their intention to use these patterns to design a completely 
new and unfamiliar web site. We introduced this last question after the first three 
sessions and interviews, when we realized that most participants said that the web site 
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assigned as a design problem for the study was so familiar to them as web users that 
they would have used probably the same patterns even without realizing they were 
doing it. Overall, we collected 11 designs and interviews and 21 completed surveys. 

Data were gathered from the sources summarized in Table 2. We had no 
pre-established categories for user goals or strategies because this project was an 
exploratory study where we were observing users to understand their behaviour; in 
such settings a predefined set of categories would have biased the results. Concerning 
the “Quality in the design of the patterns, for each of the patterns in the catalogue we 
assigned a value according to its suitability to the design problem being faced. We 
used 4 values: 0 if pattern should not be applied; 0.25 if its use is slightly recom-
mended (it is not necessary but it could be used if the system is complex enough); 0.5 
if it is strongly recommended and 1 if it is considered mandatory. 

Table 2. Data gathered in the empirical study 

Goal Data source 
User goals  Questionnaire: questions 1, 2 and 3 

Additional information from interviews 
Browsing strategy Questionnaire: questions 1 and 2 

Additional information from interviews 
Most/less useful 
parts of the pattern 

Questionnaire: questions 2, 4 and 5 
Additional information from interviews 

Quality in the use of 
the patterns 

Designs 

Patterns as a com-
munication tool 

Interviews 

Using patterns in 
unfamiliar contexts 

Interviews 

4.2   Results 

In this section we summarize the main results of our empirical study, organized ac-
cording to the data we gathered for the issues in Table 2. 

4.2.1   User Goals  
To identify the different user goals our evaluators had, we analyzed the answers col-
lected from questions 1, 2 and 3 (see Fig. 3), complemented by additional information 
provided in the interviews. We have identified three categories of goals: 

1. Adhering to design goals: some evaluators established in the first place a num-
ber of goals, usually through brainstorming, or they worked having in mind the 
general goal of improving usability and easiness of use and design. 

2. Recreating similar systems: some evaluators have had previous experience 
with this kind of web systems and they just tried to include the same services 
and structures they are used to. 

3. Looking for ideas: some evaluators just went through the catalogue to identify 
design solutions that could be useful, with no preconceived idea or goal. 
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Fig. 3. Questions included in the post-task individual questionnaire  

According to the data collected, the most common goal was “Adhering to design 
goals” (16 participants), followed by “Recreating similar systems” (12 participants) 
and, finally, “Looking for ideas” (4 participants). As can be seen by these tallies, 
some users described two different strategies, a non-surprising result considering that 
the phrasing of question 1 raised this as a possibility. In particular, 8 participants said 
they were pursuing both goals 1 and 2 at different moments. According to one team 
during their interview: 

“We used the categories at the beginning, in the index of the book, to 
go through the patterns. We used the category to decide if the pattern 
could be relevant for our goals. We also used our personal experience 
in this kind of systems. We were trying to combine ideas from social 
networks and organizers.”  

4.2.2   Browsing Strategies by User Goals 
From participants’ answers to questions 1, 2 and 3 and the interviews we extracted the 
strategies that users applied for browsing the patterns. In this case we have identified 
4 different strategies: 
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1. Skim information: some participants were looking for information to decide 
whether to apply a pattern or not (e.g., the title, the problem, the solution, the 
example).  

2. Flip through pages looking for images: some participants used visual informa-
tion (examples of use and image of the solution). 

3. Read one-by-one: some participants went through all the patterns as a first strat-
egy to identify candidates and look for ideas 

4. Use of category index: some participants went to the index as a first strategy to 
identify potential patterns matching their concerns 

In Figures 4, 5 and 6 we have graphed participants’ reported strategies according to 
the three types of goals they had reported (see previous subsection). 
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Fig. 4. Browsing strategies for the “Adhering to design goals” user goal 
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Fig. 5. Browsing strategies for the “Recreating similar systems” user goal 
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Fig. 6. Browsing strategies for the “Looking for ideas” user goal 

As these graphs convey, “Skim through information” (i.e., browsing descriptive 
sections like the problem or solution section of a pattern) is most common as a strat-
egy when the participants were trying to work with specific design principles, as well 
as when they were looking for ideas. In contrast, when they had a clear idea about 
what they wanted, mainly because they were frequent users of this kind of web sys-
tems, the preferred strategy was “Flip through pages”; that is, they have an image of 
the interface they wanted to create based on previous experience with similar systems, 
and are presumably looking for some example image that could match what they have 
in mind. “Read one-by-one” is rarely used and only when participants were attempt-
ing to recreate some other system. “Use of category index” was used less frequently 
across all types of goals.  

4.2.3   Most- and Least-Used Sections of Patterns 
In order to generate ideas about how to organize or highlight the information con-
tained in each pattern, we included a specific question about the sections of each pat-
tern that were considered most relevant. In general, participants reported that the 
name of the pattern, the problem description and the images were most useful. The 
following are some specific comments concerning this issue: 

- When paging we were looking for the bold titles (problem section) 
and pictures (Example and Solution sections) to make sure we have 
included such things. Quickly find patterns to apply. 
- Pictures help to draw your attention 
- Examples and figures were really useful. 

Notably, the “Related Patterns” section was not reported as useful by any of the 
evaluators. Even though such information is usually considered to be fundamental to 
the pattern language, because it makes it possible to navigate through related patterns, 
it seems that the enumeration of related patterns, even when the relationship is ex-
plained, was not very useful in this task context. It seems that other ways to deal with 
issues involving related patterns are needed. Perhaps techniques that are more visually 
engaging like graphs [7], or more proactive like pop-up windows that draw the atten-
tion of the user, will be effective in promoting discovery of related patterns. 

As a caveat, the results we report about these users’ attention to different aspects of 
the pattern information might have been influenced by the limited amount of time 
they had to create their designs. However even if so, we expect that real-world web 
development projects often take place under similar time pressures. 
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4.2.4   Quality in the Use of the Patterns 
As mentioned earlier, we had no interest in evaluating the quality of the patterns in 
HyperPatterns, but rather wanted to know if users’ browsing strategy might affect 
how they perceived and understood the patterns. With this goal in mind we analyzed 
the sketched designs and the patterns that had been explicitly marked on them. In the 
course of doing this, we discovered that some of the designs reflected patterns that 
had not been recognized or explicitly identified (as one of our evaluators said “Since 
they (patterns) are so familiar I can presume I would use them even without being 
aware of”). However because the pairs were asked to mark the patterns they used, we 
only considered the marks like those in Figure 2 to analyze their use of the patterns.  

The results are summarized in figure 7. Generally the most commonly used pat-
terns were those that are relatively intuitive and concrete, a result that has also been 
obtained in similar studies [17, 28]. A counterexample is the most used pattern [MI2, 
Process Feedback], a medium level pattern that was used by all the teams. In this 
case, the example image accompanying the pattern was particularly clear, perhaps 
making it was very easy to understand. Looking across the patterns, we see that inter-
action patterns were most effectively used; it may be that interaction schemes are 
quite easy to understand while the other categories deal with more abstract concepts 
like navigational context or information decoupling. For example, two patterns that 
were relevant but were not mentioned in any design were MN1 and LE2. MN1 (“In-
dex Navigation”) concerns organizing a collection of items. Because it is about 
organization and the example in the printed catalogue is a complex hierarchy with 
several levels, participants might have thought it was not needed and would compli-
cate unnecessarily the interface. Concerning LE2 (“Node as a single unit”), this is an 
example of rather abstract concept that everybody uses but few are aware of as an 
explicit guideline.  

With respect to design goals, it is worth noting that the only incorrect application 
of a pattern (misuse of the pattern MN2 “Guided tour”) occurred in two groups that 
were using the “Flip through the pages” strategy. In these cases they did not read the 
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Fig. 7. Data about the quality of the use of the patterns; for pattern names see in Table 1 
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pattern, but rather just looked at images and examples and got the wrong idea about 
the solution proposed. For this pattern (intended to demonstrate how web navigation 
can be designed as a guided tour), one of the groups said: 

“We began with an idea we had and combined the idea with the layout 
on page 18”… The combination of tabs and buttons was most useful, 
however we altered the buttons to links….” 

This comment reveals that when they were analyzing their design they adapted the 
interface layout of the example provided, but without realizing that the solution being 
exemplified (see Figure 1) was not the layout but rather the buttons that enable navi-
gation between the items in the guided tour. 

4.2.5   Patterns as a Communication Tool 
We included a question in the interview to assess whether patterns could be used with 
a rhetorical purpose by end users or casual developers. Even though our results may 
be biased by the fact that the participants had been exposed to the patterns only during 
a 45 minutes work session, it is common among patterns developers to claim that 
patterns use an intuitive vocabulary that can be understood by casual designers and 
end users without problems.  

Our results show that users found the idea behind the pattern more intuitive than 
the name of the pattern itself; only three participants mentioned the name. Some of 
the comments we recorded in the interview suggest some possible causes of this 
rather modest acceptance of pattern names: 

Answering to the question, Did you use the names of the patterns as a 
communication tool between both of you? 
- Yes, not using the entire name in some cases cause names are too 
long but the idea of the pattern 
- Yes both the code and the idea behind the pattern. We moved from 
familiar concepts (like collapsable) to the patterns code (MI1) when 
documenting the system 

Also we realized that participants who had a predefined concept for their web design 
based on experience with similar web systems, said they used the pattern as a way to 
acquire some “vocabulary”. One way to understand this comment is that learning a 
pattern’s name became a goal for them as it made them feel more technically sound. 

4.2.6   Using Patterns in Unfamiliar Contexts 
Considering that the design problem used for the study was familiar enough that may 
participants chose to adapt the design of similar systems, we included a question in 
the interview to get their opinion about using this patterns catalogue in a much less 
familiar context - a military intranet. In this case, all of the groups agreed they would 
want to use the patterns. Because this was an open-ended question we include some of 
the most revealing comments we gathered: 

- Even if it is something really new you always can pick up some ideas 
from patterns 
- If you come from the web design area, probably you would need to 
read carefully the requirements and try to address them before apply-
ing patterns 
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- It would have been definitely harder (to use them to design an unfa-
miliar site) but it would have been easier to come up with something 
completely new since you need to decide what the system has to do 
first 
- They help because once you have the requirements list they could 
help you to figure out solutions, they can be applied to meet the re-
quirements, to pick up ideas and how they can be applied. Examples 
and figures were really useful. 

4.3   Preliminary Conclusions of the Study 

Even though we are aware that further empirical work is required to draw strong con-
clusions about strategies and to envision the right tool for each strategy, we did collect 
a number of interesting findings in this first exploratory study. We summarize them 
below, illustrating each with comments of individual participants.  

 
Since they (patterns) are so familiar I can presume I would use them even with-

out being aware of it.  
This is perhaps the main weakness of patterns. The patterns that are most used are 

those that reflect practices that are so evident and broadly spread that would have 
been used without even thinking about them in an explicit fashion. Good designers 
are good designers, with or without patterns. Patterns are supposed to be oriented 
towards those who have little or no experience in design, or to communicate complex 
ideas to expert designers. However, our study is consistent with other studies [17, 28] 
in demonstrating that designers prefer only very concrete and visual patterns, espe-
cially those with clear images illustrating the solution. In fact one participant reported 
that “Originally tried reading text but it was confusing and time-consuming”. Note 
that participants had 45 minutes to produce the design applying patterns they had not 
been exposed to in advance. 

So, what is the use of abstract patterns and their narrative sections if designers do 
not look at them except perhaps on occasion? In some sense their use is obvious; they 
provide design rationale for reuse of design knowledge. Looking only at images can 
lead designers to misconceptions, as happened with two of our groups that relied on 
the images and thought they had used a pattern but had not.  Informative sections like 
the problem, the consequences or the context might help users to understand the pat-
tern and how and why to apply it. Our primary challenge might be in the way we are 
deploying patterns - i.e., as extensive narratives that must be read by designers who 
have no time for reading. Maybe we should consider more efficient ways to organize 
and present information. We should go further in analyzing which are the needs of 
designers in terms of information and representation. We should explore alternative 
visualization tools that go beyond the plain representation of the full text pattern, 
including graphs like in [7, 20] that make possible to visualize the problem space with 
contributions and trade-offs or applying adaptation techniques for presentation and 
navigation purposes, reusing knowledge from the hypermedia community [27]. 

In the beginning I quickly scanned the entire catalogue and took some mental 
notes of things I saw. I then used the index on the first two pages to quickly locate 
what I was looking for. 
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It was clear that participants used different browsing strategies to look for the pat-
terns they needed depending on the stage of the design they were and on their goal. 
Some started by selecting patterns by its name and then reading them thoroughly to 
check if they were suitable. Some did just the opposite, scanned the catalogue picking 
up ideas using mainly the bold title and the images. Others just were flipping pages to 
see images that reinforced the idea they had about the interface or that suggested new 
ideas to incorporate.  

These findings suggest not only that we should support different access strategies 
to the patterns but that strategies are likely to vary for the same designer over time. In 
any case further empirical research is required to provide valid guidelines about the 
design of exploration tools.  

If you come from the web design area, probably you would need to read carefully 
the requirements and try to address them before applying patterns 

This is an idea repeated by several participants in the study; it points to the close tie 
between patterns and requirements, already studied by different researchers. Because 
patterns address recurrent problems in a specific domain, the space defined by the 
Problem section of patterns can be directly linked with the system requirements, 
whether to trace requirements [28], to identify requirements [14] or to generate de-
signs from requirements, whether automatically [22] or not [29]. 

As another participant mentioned, “Once you have the requirements list they (pat-
terns) could help you to figure out solutions, they can be applied to meet the require-
ments, to pick up ideas and how they can be applied”.  

5   Conclusions and Further Work 

In this paper we have described a study of non-expert users attempting to apply de-
sign patterns to a simple web design task. Our results suggest that users apply differ-
ent strategies to browse pattern depending on their goal and previous experience as 
user of the kind of system being developed. Exploration tools could be improved to 
support such strategies and assist users in applying all the patterns their design needs, 
not only those that are so evident that are applied unintentionally but those who are 
more complex and abstract. Moreover, patterns must be presented in a way that is 
useful and usable by end users and casual designers, not only to expert designers who 
are much less likely to need them for assistance. Consequently, further work on the 
design of the exploration tools is required to map the content and representation of 
design patterns to their less expert users, who do not have experience either with de-
sign tasks or design patterns. In this sense, the investigation we have reported is a first 
step in this challenge. We need to carry out more studies of with different kinds of 
users and with different exploration tools, to define a set of useful guidelines to im-
prove the reuse of the design knowledge underlying the patterns by supporting effi-
cient browsing strategies.  
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ANNEX I. DESCRIPTION OF THE DESIGN TASK 

 
Designing a Web Personal Organizer using design patterns 

 
The goal of this experiment is to determine whether and how the patterns in the 

catalogue are useful to you, as well as to gather ideas for how to make them more 
useful. 

INSTRUCTIONS 
• Read the task description and create with your pair a design for 

the proposed web site applying some of the web design patterns 
included in the catalogue. A design is a sketch of the interface, 
done with paper and pencil, plus a narrative description of how it 
works.  

• Browse the patterns catalogue to produce your solution. The de-
sign has to include at least the home page and some second-level 
pages where patterns are used. 

• Mark in the sketch the pattern(s) you have applied (use the 
alphanumeric IDs to refer to the pattern in the sketch). You have 
to use at least one pattern of each category (Interaction, Presentation, 
Navigation and Structure).  

• Fill the survey about the web design patterns usage. 

DELIVERABLE 
• Design (sketch + narrative) 

• Survey 

TASK DESCRIPTION 
The task consists of designing your own web personal organizer (WPO). In your 

organizer you can manage your public personal page, agenda, list of contacts, tasks 
and assignments, multimedia files (videos, music...), urls to resources (courses, 
chats...), alarms or whatever you consider necessary to make your organization 
more efficient. Think about useful and innovative ways of organizing and displaying 
information according to your needs and don't imitate existing interfaces if you don't 
consider they have the appropriate interface. To manage the WPO means that you 
browse, add, modify, structure and remove items from the web system.  
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Abstract. Little research has addressed IT professionals’ script debugging 
strategies, or considered whether there may be gender differences in these 
strategies. What strategies do male and female scripters use and what kinds of 
mechanisms do they employ to successfully fix bugs? Also, are scripters’ de-
bugging strategies similar to or different from those of spreadsheet debug-
gers? Without the answers to these questions, tool designers do not have a 
target to aim at for supporting how male and female scripters want to go 
about debugging. We conducted a think-aloud study to bridge this gap. Our 
results include (1) a generalized understanding of debugging strategies used 
by spreadsheet users and scripters, (2) identification of the multiple mecha-
nisms scripters employed to carry out the strategies, and (3) detailed exam-
ples of how these debugging strategies were employed by males and females 
to successfully fix bugs. 

Keywords: Gender, Debugging, Scripting, Debugging Strategies. 

1   Introduction 

At the border between the population of professional developers and the population of 
end-user programmers, lies a subpopulation of IT professionals who maintain com-
puters, and they accomplish much of their job through scripting. As Kandogan et al. 
argue, this population has much in common with end-user programmers [14]: as in 
Nardi’s definition of end-user programmers, they program as a means to accomplish 
some other task, not as an end in itself [22]. Scripting is also becoming much more 
common by end-user programmers themselves through the advent of end-user 
oriented scripting languages for the desktop and the web. However, despite the com-
plexity of some scripting tasks, little attention has been given to scripters’ specific 
debugging needs, and even less to the impact that gender differences might have on 
script debugging strategies and the mechanics used to support them. 

We therefore conducted a qualitative study to address this gap by identifying the 
debugging strategies and mechanisms scripters used. Strategy refers to a reasoned 
plan or method for achieving a specific goal. Mechanisms are the low-level tactics 
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used to support those strategies: through environment and feature usage. Our work 
was guided by the debugging strategies reported in an earlier end-user debugging 
study with spreadsheet users [32].  

There are several reasons to ask whether strategies used by scripters working with 
a scripting environment might be different from strategies used by end-user pro-
grammers with a spreadsheet system.  First, the populations are different; for exam-
ple, one might expect scripters to have more experience in debugging per se than 
spreadsheet users. Second, the language paradigms are different: scripting languages 
are control-flow oriented, in which programmers focus primarily on specifying se-
quence and state changes, whereas spreadsheet languages are dataflow oriented, in 
which programmers focus primarily on specifying calculations (formulas) that use 
existing values in cells to produce new values. The language paradigm differences 
lead naturally to a third difference: the environments’ debugging affordances them-
selves are different, with scripting environments tending toward peering into sequence 
and state, whereas spreadsheets’ affordances tend more toward monitoring values and 
how they flow through calculations. Therefore, the research questions we investigated 
were: 

RQ1: What debugging strategies do scripters try to use? 
RQ2: What mechanisms do scripters employ to carry out each strategy? 
RQ3: How do our findings on scripters’ strategies relate to earlier results on 
strategies tied with male and female spreadsheet users’ success? 

Thus, the contributions of this paper are in (1) identifying the strategies scripters 
try to use in this programming paradigm, (2) identifying the mechanisms scripters use 
to carry out their different strategies, and (3) exploring details of successful uses of 
the strategies by males and females. 

2   Background and Related Work 

Although there has been work in how to effectively support system administrators in 
creating their scripts [14], we have been unable to find work addressing scripters’ 
debugging strategies. Instead, most of the work on script debugging has been on tools 
to automatically find and fix errors (e.g., [35, 37]). 

However, there has been considerable work on professional programmers’  
debugging strategies, and some work on end-user debugging strategies. One study  
on professional programmers’ debugging strategies classified debugging strategies  
as forward reasoning, going from the code forward to the output, and backward  
reasoning, going from the output backward through the code [15]. See Romero et al. 
for a survey of professional programmers’ debugging strategies [29].  

End-user programmers have elements in common with novice programmers, so the 
literature on how novice programmers differ from experts is relevant here. For both 
novices and experts, getting an understanding of the high-level program structure 
before jumping in to make changes relates to success [19, 21]. However, experts have 
been found to read programs differently from novices: reading them in control flow 
order (following the program’s execution), rather than spatial order (top to bottom).  
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In end-user programming, gender differences have been found in attitudes toward 
and usage of end-user programming and end-user programming environment features 
[3, 4, 5, 10, 13, 16, 27, 28, 30, 38]. Especially pertinent is a series of end-user debug-
ging studies reporting gender differences in debugging strategies for spreadsheets [9, 
32]. The first of these studies pointed to behavior differences that suggested strategy 
differences, and the second reported a set of eight strategies end users employed in 
their debugging efforts. In both of these studies, the strategies and behaviors leading 
to male success were different from those leading to female success. For example, in 
[32], dataflow strategies played an important role in males’ success, but not females’. 
Prabhakararao et al.’s spreadsheet debugging study with end users also reported a 
strong tie between using a dataflow strategy and success [25], but participant gender 
was not collected in that study. 

In fact, gender differences that relate to processing information and solving  
problems have been reported in several fields. One of the most pertinent works is the 
research on the Selectivity Hypothesis [20, 23]. It proposes that females process in-
formation in a comprehensive way (e.g., attending to details and looking for multiple 
cues) in both simple and complex tasks. Males, on the other hand, process informa-
tion through simple heuristics (e.g., following the first cue encountered), only switch-
ing to comprehensive reasoning for complex tasks.  

Self-efficacy theory may also affect the strategies employed by male and female 
debuggers [1]. Self-efficacy is a person’s confidence about succeeding at a specific 
task. It has shown to influence everything from the use of cognitive strategies, to the 
amount of effort put forth, the level of persistence, the coping strategies adopted in 
the face of obstacles, and the final performance outcome. Regarding software usage, 
there is specific evidence that low self-efficacy impacts attitudes toward software [3, 
11], that females have lower self-efficacy than males at their ability to succeed at 
tasks such as file manipulation and software management tasks [33], and that these 
differences can affect females’ success [3].   

Gender differences in strategies also exist in other problem-solving domains, such 
as psychology, spatial navigation, education, and economics (e.g., [8]). One goal of 
this paper is to add to the literature on gender differences in problem solving relating 
to software development, by considering in detail the usage of different strategies by 
male and female scripters.  

3   Study 

3.1   Participants 

Eleven IT professionals (eight males and three females) volunteered to participate  
in the study by responding to invitations on an IT-related internet forum and on a 
PowerShell email discussion list. Participants received software as gratuity. Although 
we had hoped for equal participation by females and males, female IT professionals 
are in short supply, and only three signed up. Almost all participants had a technical 
college degree (in computer science, engineering, or information systems), with the 
exception of two males whose education ended after high school. Despite their tech-
nical degrees, six of the eleven participants rejected the label of “software developer.” 
Those who did classify themselves as software developers were the three females and 
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two of the eight males; the remaining six males described themselves as IT profes-
sionals or scripters. All participants reported that, in their everyday jobs, they accom-
plished their IT professional tasks using PowerShell. As examples of these regular 
tasks, participants mentioned moving packages, moving machines out of a domain, 
modifying the registry, initializing software, automating IT tasks, automating tests, 
and creating test users on servers. 

All participants had written two or more scripts within the past year, using Win-
dows PowerShell. The females had written fewer scripts in the past year than the 
males (number of scripts written by females: 2, 3, and 5; number of scripts written by 
males: 6, 6, 7, 20+, 30, 30+, 50, 100+). 

3.2   Scripting Language and Environment 

PowerShell is a new implementation of the traditional Command Line Interface and 
scripting language developed by Microsoft, which aims to support both IT profes-
sionals’ and developers’ automation needs. We used an as-yet unreleased version of 
this language and environment in our study. PowerShell supports imperative, pipeline, 
object-oriented, and functional constructs. Its pipelining, unlike traditional UNIX 
commands that pipeline text to one another, pipelines objects to one another. Power-
Shell has both a command line shell and a graphical scripting environment, and 
participants used both. Both the command line and graphical scripting environment 
provide common debugging features such as breakpoints, the ability to step into, error 
messages, and viewing the call stack. Fig. 1 shows a version of the graphical scripting 
environment that is similar to the one our participants used. 

3.3   Tasks, Procedure, and Data Collection 

We instructed the participants to debug two versions of a PowerShell script, which 
included a “main” section and eight called functions, each of which was in a separate 
file within the same directory. We used the same script (two versions) for both tasks 
in order to minimize the amount of time participants spent getting an understanding of 
the scripts so as to maximize the amount of time they spent actually debugging. 

The script was a real-world script that one of us (Brundage) had previously written 
to collect and display meta-data from other PowerShell scripts. We introduced a total 
of seven bugs, which we harvested from bugs made by the script’s author when he 
originally wrote the script. Each version of the main script contained one different 
bug. The eight functions called by both versions contained five other bugs. The seven 
total bugs fell into two categories: three errors in data: using an incorrect property, 
allowing the wrong kind of file as input, and omitting a filter; and four errors in struc-
ture: an assignment rather than a comparison, an off-by-one error, an infinite loop, 
and omitting the code that should have handled the last file. 

After participants completed a profiling survey, we gave them a description of what 
the script was supposed to do. Participants then debugged one version of the script using 
a command line debugger and a second version using a graphical debugger. The order 
of the script versions and environments was randomized to control for learning effects. 

Participants were instructed to talk aloud as they performed their debugging tasks. 
Data collected included screen captures, video, voice, and measures of satisfaction. 
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Fig. 1. This is the graphical version of the Windows PowerShell environment. (a) Scripts are 
written in the top pane, and the example shows a function that adds two numbers. (b) The out-
put pane displays the result of running the script or command. (c) The command line pane is 
used exactly like PowerShell’s command line interface. In this case, it is running the function to 
add two numbers. This figure is an adaptation of a figure in [36]. 

 
 After completion of each task, participants were given a post-session questionnaire 

that included an interview question about the debugging strategies they used. 

 3.4   Analysis Methodology 

We analyzed the data using qualitative content analysis methods. We analyzed two 
data sources: participant responses to the questionnaire, and the videos. Because we 
wanted to measure the extent to which males’ and females’ debugging strategies iden-
tified in previous work [32] would generalize to our domain and population, we began 
by mapping that code set to the Powershell domain of the current study.  
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One researcher applied these codes to participants’ post-session open-ended inter-
view responses about strategies. We asked the same strategies question as in the ear-
lier work mentioned above, but it was asked verbally, rather than on paper. This led to 
generalizations of a few of the codes and the introduction of a few new codes.  

Two researchers then used this revised code set as a starting code set for the vid-
eos. They independently coded 27% of the videos (six tasks from various partici-
pants), achieving 88% agreement. The dually coded set included the three participants 
described in 4.2, for which the two researchers also collaboratively analyzed the cir-
cumstances, sequences, and mechanisms, resolving any disagreements as they arose. 
This also resulted in our final code set, which is given in Section 4. The first re-
searcher then analyzed and coded the remaining videos alone. 

4   Results 

4.1   Scripters’ Debugging Strategies 

Our scripters used variants of seven of the eight strategies the spreadsheet users used 
[32], plus three others. The spreadsheet strategy termed “fixing formulas” (in which 
participants wrote only of editing formulas, but not of how they figured out what, 
where, or how to fix the bug or of validating their changes) was not found in our data. 

As Table 1 shows, five of the strategies they used were direct matches to the earlier 
spreadsheet users’ strategies, two were matches to generalized forms of the spread-
sheet users’ strategies, and three arose that had not been viable for the spreadsheet 
users. However, even for the direct matches, the mechanisms scripters used to pursue 
these strategies had differences from those of the spreadsheet users. 

 
Direct Matches. Testing is trying out different values to evaluate the resulting values. 
Some of the mechanisms used by these scripters would not traditionally have been 
identified as testing, yet they clearly are checking the values output for correctness—
but at finer levels of granularity than has been possible in classic software engineering 
treatments of the notion of testing.  

Specifically, we noticed three types of testing mechanisms used by participants: 
testing different situations from a whole-program perspective, incrementally checking 
variable values, and incrementally testing in other ways. The first type is classic test-
ing methodology to cover the specifications or to cover different parts of the code 
(testing both the antecedent and the consequent parts of an if-then statement, for ex-
ample). The latter two are informal testing methods to see whether, after having exe-
cuted part of the code, the variables displayed reasonable values. For example, from a 
whole-program perspective: 

 

Female P0721081130 ran the code and examined both the error messages and the 
output text in order, rather than focusing on either one or the other. 

Female P0718081400 tried different contexts by cd-ing back to the root directory in 
the command line before running the file again using the menu. 

Male P0717080900 changed the format of the output so that he could understand it 
more easily when he ran the program. 
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Table 1. Participants’ responses when asked post-session to describe their strategies in finding 
and fixing the bugs (listed in the order discussed in the text) 

Strategy Definition 
 

Direct Matches 
Testing Trying out different values to evaluate the resulting values. 
Code Inspection Examining code to determine its correctness. 
Specification 
Checking 

Comparing descriptions of what the script should do with the 
script’s code. 

Dataflow Following data dependencies. 
Spatial Following the spatial layout of the code. 
 

Generalized Matches 
Feedback Fol-
lowing 

Using system-generated feedback to guide their efforts. 

To-Do Listing Indicating explicitly the suspiciousness of code (or lack of suspi-
ciousness). 

 
New Strategies 

Control Flow Following the flow of control (the sequence in which instructions 
are executed). 

Help Getting help from people or resources.  
Proceed as in 
Prior Experience

Recognizing a situation (correctly or not) as one experienced 
before, and using that prior experience as a blueprint of next steps 
to take. 

However, incrementally checking variable values was much more common, and 
participants did it in many different ways: 

 

Male P0718081030 hovered over variables to check their values. 
Male P0117081130 also hovered over, but in conjunction with breakpoints to stop at a 

particular line to facilitate the hover. 
Female P0718081400 ran the code by accessing it through the command line inter-

face. Others preferred reaching it through the menu. 
Female P0718081400 typed the variable name in the command line. 
Male P0717080900 added temporary print statements to output variable values at that 

point in time. 
Male P0721081330 added temporary print statements to check whether a particular 

part of the code was reached/covered by the input. 
Female P0718081400 would have liked to use a watch window to examine variable 

values. 
Male P0718081030 examined an entire data structure using tabs (auto-complete) to 

determine the correctness of its property values. 
 

Other forms of incremental testing focused on running part of the code to check its 
output. For example: 
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Female P0718081400 did not understand why she was getting an “access denied” 
message and therefore tried performing the action manually with Windows Ex-
plorer and navigating to that directory (to see if she would get the same message in 
that different context). 

Female P0718081400 first ran a variable to see its output, and then started adding the 
surrounding words to get more information about that variable and how it is being 
used. 

Female P0717081630 used “stepping over” to see the script’s output appear incre-
mentally as she passed the line in the code that produced it. 

Male P0721080900 wanted to break into the debugger once a variable had a particular 
value. 
 

Primarily only the first category of testing is supported by tools aiming to support 
systematic testing for professional programmers or end-user programmers (e.g., 
WYSIWYT [6]). However, our scripters were very prone to incremental testing, and 
although the scripting environment gives them good access to checking these values, 
there is no support in that environment or most others for using this incremental test-
ing to systematically track which portions of the code are tested successfully, which 
have failed, and which have not participated in any tests at all. 

Code inspection is examining the code to determine its correctness. Code inspec-
tion is a counterpart to testing with complementary strengths [2]. It is heavily relied 
upon in the open source community [26]. Not surprisingly, as in the spreadsheet 
study, testing and code inspection were the most common strategies. Participants’ 
mechanisms for code inspection revealed a surprisingly large set of opportunities for 
supporting code inspection better in scripting environments, spreadsheets, and other 
end-user programming environments. 

Besides simply reading through the code, some of the basic mechanisms the par-
ticipants used were: 

 

Female P0718081400 opened up all of the files in the same directory as the script (to 
view functions the main script was calling), and quickly scanned through all of 
them one after the other. 

Male P0718081030 resized the script pane to show more of the script. 
Male P0717080900 used the “Find” function to jump to the part of interest. 
Male P0718081030 used the command line to find out all the contextual information 

he could about a variable he was inspecting (its type, for example). 
Male P0717080900 used the integrated scripting environment as a code editor for the 

command line task because he disliked inspecting the code without syntax high-
lighting. 
 

The above five mechanisms may seem obvious, but many end-user programming 
environments do not support these functionalities. For example, they are not well 
supported in spreadsheets; in that environment performing these actions is awkward 
and modal. Given the heavy reliance on code inspection by the participants in  
both this study and the previous spreadsheet study, a design implication for end-user 
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programming and scripting environments is to provide support for the flexible and 
easy ability to inspect large amounts of the code when desired. 

Finally, there were many instances of integration between testing and code inspec-
tion, such as this participant’s fine-grained mixing of the two: 

 

Female P0718081400 hovered over variables in the code view for simultaneously 
seeing both the code and output values. 
 
Most participants in the earlier spreadsheet study also used testing and code inspec-

tion together. The preponderance of mixing these strategies suggests that program-
ming environment designers should strive to support this mixture, allowing “drill 
down” into related testing information during code inspection, as in the example 
above, and conversely allowing drill down into related code information during test-
ing. Getting directly to the code that produced certain values is well supported in 
spreadsheets and in some end-user languages and environments such as Kid-
Sim/Cocoa/Stagecast [12] and Whyline [17], but is rarely present in scripting 
environments.  

Specification Checking is somewhat related to code inspection, but involves com-
parisons: namely, comparing descriptions of what the script should do with the 
script’s code. This strategy is not well supported in any scripting or end-user pro-
gramming environment—code comments are the primary device to which users in 
these environments have access for the purpose of specification checking.  

Both the spreadsheet study and this one provided (informal) specifications in the 
form of written descriptions of the intended functionality, and these were widely used 
by both the previous study’s spreadsheet users and the current study’s scripters. In 
addition, they relied on comments and output strings embedded in the code for this 
purpose, as in the examples below.  

 

Male P0717080900 read the informal description handout related to the script. 
Male P0717080900 read the comments in the code related to what that part of the 

code was supposed to do. 
Male P0117081130 looked in the code for the places producing constant string out-

puts, with the view that those string outputs helped describe what nearby code what 
supposed to do. 

Female P0718081400 read the comments one-by-one, as she was reaching the parts 
that they referred to in control flow order. 
 
Thus, specification checking is an under-supported strategy for both spreadsheet 

users and scripters.  
Dataflow means following data dependencies through the program. Following 

dataflow is a natural fit to the dataflow-oriented execution model of spreadsheets, and 
some spreadsheet tools provide explicit support for it such as dataflow arrows and 
slicing-based fault localization tools [6]. Even in imperative programs, dataflow 
mixed with control flow (i.e., “slicing”) is commonly used [34], and ever since 
Weiser’s classic study identified slicing as an important strategy for debugging [34], 
numerous tools have been based on slicing. Our scripters followed dataflow a little, 
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but it was not particularly common, perhaps because the scripting environment did 
not provide much explicit support for it: 

 

Female P0717081630 said, “Wish I could go to where this variable is declared.” 
Female P0717081630 tried to “find all references” to a variable, in any file. 
Male P0718081030 wanted to know how a particular variable got to be a certain 

value, and therefore followed the flow of data to see what other variables influ-
enced this variable, and how it got to be the value it was. 
 
Spatial is simply following the code in a particular spatial order. For example, 

scripts can be read from top to bottom. (This is different from following execution 
order; execution order deviates from top to bottom at procedure calls, loops, etc.) 
Most participants demonstrated a little of this strategy, but nobody relied on it for 
very long. It was fairly uncommon in the spreadsheet study as well, in which fewer 
than 10% of the participants mentioned that strategy. 

 
Generalized Matches. The two strategies that matched generalizations of strategies 
observed in the spreadsheet study were Feedback Following and To-Do Listing. 

Feedback Following is using system-generated feedback to guide debugging ef-
forts. This is a generalization of the strategy “Color Following” in the spreadsheet 
study. To draw users’ attention to them, the spreadsheet system colored cells’ interi-
ors to show their likelihood of containing errors (based on the judgments made by 
users about the correctness of each cell’s value). The users who followed this type of 
feedback directly were considered to be color following. The scripting environment 
used certain messages (not colors alone) to draw users’ attention to code with possible 
bugs, a generalization upon following colors toward possible bugs.  

Our script participants paid particular attention to the feedback messages, including 
reading them, navigating backward and forward in them, looking at more or fewer of 
them, and drilling down to get more information about them. For example: 

 

Male P0117081130 looked at the last error message. 
Male P0718080800 changed the display settings so as to show only the first error 

message. 
Male P0717080900 cleared the command line screen so he could easily scroll up and 

stop at the first error message. 
Female P0718081400 resized the output window to see more of the messages at once. 
Female P0718081400 opened up Windows Explorer to better understand what path 

the error message is talking about. 
 
To-Do Listing is indicating explicitly the suspiciousness of code (or lack of suspi-

ciousness) as a way to keep track of which code needs further follow-up. Some 
spreadsheet users did this by checking cells off or X-ing them out. (These features 
were designed for another purpose, but some participants repurposed them to keep 
track of things still to check.) Like the spreadsheet users, our scripters found mecha-
nisms to accomplish to-do listing, such as: 
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Male P0117081130 put a breakpoint on a line to mark that line as incorrect, and to 
stop on it whenever he ran the code. 

Female P0721081130 closed files that she thought to be error-free, leaving possibly 
buggy ones open. 

Male P0718081030 used pen and paper to keep track of stumbling points. 
The same male, P0718081030, also mentioned sometimes using bookmarks to keep 

track of stumbling points. 
 

Keeping track of things to do and things done is a functionality so dear to computer 
users’ hearts, they have been reported to repurpose all sorts of mechanisms to accom-
plish it, such as appropriating email inboxes [7] and code commenting [31] for this 
purpose. Yet, other than bug trackers (which do not work at the granularity of snip-
pets of code), few programming environments support to-do listing. A clear opportu-
nity for designers of end-user programming environments and scripting environments 
is providing an easy, lightweight way to support to-do listing. 

 
New Strategies. Finally, there were three strategies that had not been present in the 
spreadsheet study: control flow, getting help, and proceeding as in prior experiences. 

Control Flow means following the flow of control (sequence in which instructions 
are executed). Pennington found that expert programmers initially represent a pro-
gram in terms of its control flow [24]. Since spreadsheets do not provide a view of 
execution flow, it is not surprising that following control flow did not arise in the 
spreadsheet study. The scripting environment, however, provided multiple affor-
dances for viewing control flow, and participants used them. For example: 

 

Male P0717080900 used the call stack to see what subroutines were called and in 
what order. 

Female P0718081400 placed a breakpoint on the first line to run the script in control 
flow from there in order to understand it. 

Male P0117081130 stepped over and into to examine and execute the code in the 
order it was run. 
 

Providing support for following control flow is relatively widespread in program-
ming environments for professional programmers, but less so for end-user program-
ming environments. A notable exception is the approach for allowing control flow 
following in the rule-based language KidSim/Cocoa/Stagecast [12], which features 
the ability step through the program to see which rules fire in which order. 

Help means getting help from other people or resources, a common practice in 
real-world software development. For example, Ko et al. reported that developers 
often sought information in hard-to-search sources, such as coworkers’ heads, 
scanned-in diagrams, and hand-written notes [18]. In our study, examples of follow-
ing help included searching for help on a bug using Google Search, consulting the 
internal help documentation in order to set a breakpoint, or asking the researchers 
what a particular function does. This strategy was not available in the spreadsheet 
study but our script participants used it extensively. 
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Female P0717081630 sought help from the observers. 
Male P0718081030 sought online help. 
Male P0117081130 used the interface’s help menu item. 
Female P0718081400 used the command line’s “-?” and “/?” commands. 
Male P0718081030 used the function key to bring up the internal help. Later, he also 

brought help up on a particular word by first highlighting it and then hitting the 
function key. 
 

Finally, one participant attempted to integrate external help with code inspection:  
 

Male P0718081030 restored down the help window, to be able to look at the code and 
still have the help in an open window next the code. 
 
Proceeding as in Prior Experience was recognizing a situation (correctly or not) as 

one experienced before, and using that prior experience as a blueprint of next steps to 
take. Sometimes the recognition was about a feature in the environment that had 
helped them in the past and sometimes it was about a particular type of bug. Once 
recognition struck, participants often proceeded in a trial-and-error manner, without 
first evaluating whether it was the right path. For example: 

 

Male P0717080900: “Ah – I’ve seen this before. This is what must be wrong.” 
Female P0718081400: “It obviously needs to go up one directory.”  
Male P0721080900 said: “Just for kicks and giggles, let’s try this.” 
Male P0718081030 felt something strange was going on and, from an earlier experi-

ence, decided that it was PowerShell’s fault. He therefore closed the environment 
and opened it up again. 
 

We suspect that proceeding as in prior experience is quite widespread, but it has 
not been reported in the literature on debugging. Given humans’ reliance on recogni-
tion in everyday life, this strategy could be having a powerful influence on how peo-
ple debug. It is an open question whether and how designers of debugging tools might 
leverage the fortunate aspects of this and take steps to help guard against the unfortu-
nate aspects. 

4.2   Sequential Usage of Strategies: Three Participants 

To investigate how the participants used these strategies when succeeding, we ana-
lyzed three participants in detail. The first two were the most successful male (who 
fixed four bugs in one task) and the most successful female (who fixed one bug in one 
task). We then analyzed a male with the same scripting experience as the female (who 
also fixed one bug in one task). Each of these participants thus provided at least one 
successful event to analyze, in addition to several failed attempts. Fig. 2 shows the 
sequence of strategies used in one of the two tasks by these participants.  

As an aside, the overall low success rate on the number of bugs fixed was expected, 
because we deliberately designed the tasks to be difficult, so that strategizing would 
occur even with expert scripters. For example, one of our participants (the most suc-
cessful male) was extremely experienced, having written more than 100 PowerShell 
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scripts in the past year.  He fixed all seven bugs in the two tasks. (Reminder: the figure 
shows only one of those two tasks.)   

The most successful female described herself as a software developer. She was 
about 30 years old, and had nine years of scripting experience (in JavaScript, Power-
Shell, Perl, and Bash/UNIX Shell Scripting). Within the past year, she had written 
about five PowerShell scripts and was a frequent PowerShell user, normally using it 
about two to three times per week.  

As Fig. 2 shows, after reading the task description, this female began by running 
the script: “First thing I’m going to do is to try to run it to see what the errors are.” 
Using the error message which stated there was an error at a line which contained 
“Type = ‘NewLine’” because “Type” is a read-only property, she navigated directly 
to that line of the script. She right away noticed that the equal sign was doing an as-
signment instead of a comparison, thereby finding the first bug (the dashed bar at the 
beginning of her session in Fig. 2). But, although she knew what the error was, she 
fixed it incorrectly based on her prior experience with other languages (the solid line 
with a dot followed by 45 seconds of testing). Fortunately, testing her change made 
her realize that her fix was incorrect: “Ok, perhaps it was wrong...” Despite her ex-
perience with scripting and using PowerShell, she said she felt silly about not remem-
bering what the correct syntax was, but that it is due to her not writing scripts from 
scratch in PowerShell often, but rather reusing and extending existing scripts. 

Knowing what she wanted the program to do but not the syntax to accomplish it, 
she started to use code inspection to find a suitable fix by looking for examples in 
related code: “That’s why I usually start looking at other files, to see if there’s an 
‘equal’ type thing.” She went on to skim two other PowerShell files, rejecting two 
Boolean operators she did not believe would fix her problem. However, the second 
one, even though it was not exactly what she needed, was close enough to enable her 
to fix the bug by patterning her change after that code: “Aha! ‘–like’ isn’t it because 
that would be like a ‘starts with’ type thing. So, maybe I need to do ‘-eq’?” This use 
of code inspection is what enabled her to actually fix the bug, and is a good example 
of how increased use of this strategy might have led to greater female success in [32].  

The female’s use of code inspection to actually fix the bug above, rather than just 
to find it, is interesting. It suggests a possible new debugging functionality, code mini-
pattern recognition and retrieval, to support searching and browsing for related code 
patterns to use as templates. The female’s beneficial use of code inspection in this 
study is consistent with the results from [32] that code inspection was statistically tied 
to female spreadsheet users’ success. These combined results suggest the following 
hypotheses to more fully investigate the importance of code inspection to female 
debuggers: 

 

Hypothesis 1F: Code inspection is tied to females’ success in finding bugs. 
Hypothesis 2F: After a bug has been found, code inspection is tied to females’ success 

in correctly fixing the bug. 
Hypothesis 3F: Environments that offer explicit support for code inspection strategies 

in fixing bugs will promote greater debugging success by females than environ-
ments that do not explicitly support code inspection strategies. 
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Fig. 2. The strategies used by three participants during one of the two tasks, as well as when 
bugs were found and fixed. Each patterned square is a 30-second use of the strategy shown in 
the legend, and the lines display a bug found / fixed also shown in the legend. The start of the 
session is at the top and the end at the bottom. 
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In contrast to the female, for males, code inspection did not appear to be tied to 
success, either in the earlier spreadsheet study or in this one. As the figure shows, the 
successful male used very little of it, and used none in the periods after finding, when 
working on actually fixing the bugs. Although the low-experience male did use code 
inspection, it did not seem to help him very much. Thus, we predict that a set of  
hypotheses (which we will refer to as 1M, 2M, and 3M) about males like the female-
oriented Hypotheses 1F, 2F, and 3F will produce different results in follow-up  
research, because instead of emphasizing code inspection, the periods near the low-
experience male’s successful finding of a bug and near his successful fixing of the 
bug contained a marked emphasis on testing. (We will return to this point shortly.) 

The successful male, whose sequence of strategies is also shown in Fig. 2, was a 
very experienced scripter. He described himself as a scripter (not as an IT profes-
sional or developer) and had 20 years of experience writing scripts in languages such 
as Korn Shell, BIN, PowerShell, Perl, and Tcl. He had used PowerShell since its in-
ception and had written over 100 PowerShell scripts within the past year alone.  

After reading the task instructions, the successful male did not begin as the female 
did by running the script, but instead first began by reading the main script code from 
top to bottom for a couple of minutes, “The first thing I’ll do is to read the script to 
find out what I believe it does.” Once he got to the bottom of the script, he stated that 
“this code didn’t seem to have anything wrong with it,” denoted by the dotted line in 
Fig. 2. He was incorrect about this. 

After the dotted line, this successful male switched to running the script to see its 
outputs (testing) and to consider the resulting error messages (feedback following). 
The first error message this male pursued was the second error message that the suc-
cessful female had also tried addressing: “cannot find path because it does not exist.” 
Without even navigating to the function to which that the error referred, the success-
ful male was able to draw from his prior experience, immediately hypothesizing (cor-
rectly) that the error was caused by a function call in the main script that used the 
“name” property as a parameter, rather than the “full name” property of a file. He 
stated, “I know that the file type has a ‘full name’ property, so that’s what we need to 
do.” After changing the code, to check his change before really declaring it a fix, he 
opened the function that the error message referred to, checking to see how the file 
name that was being passed as a parameter was being used (dataflow). At this point, 
he declared the first bug fixed, and reran the script to see what problem to tackle next. 
He used a similar sequence of testing, feedback following, and prior experience for 
the next three bugs he found and fixed. 

But when the successful male found the fifth bug (see the fifth dashed line in Fig. 
2), he did not have prior experiences relevant to fixing it. As the right half of the 
figure shows, he spent the rest of the session trying to fix it, mainly relying on a com-
bination of fine-grained testing (checking variable output values) and help (documen-
tation internal to the product on debugging PowerShell scripts), with bits of code 
inspection, control flow, and specification checking also sprinkled throughout. 

Thus, the successful male provided interesting evidence regarding code inspection, 
testing, prior experience, and dataflow. We have already derived hypotheses about 
code inspection, and we defer hypotheses about testing until after discussing the sec-
ond male. Regarding prior experience, both the successful male and the successful 
female drew on prior experience in conjunction with feedback following, but the 
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female’s prior experience had negative impacts when she tried to fix a bug by re-
membering the syntax from a different language. The interplay between feedback 
following and proceeding as in prior experience is thought-provoking, but there is not 
as yet enough evidence about this interaction and gender differences for us to propose 
hypotheses for follow-up. 

Dataflow, however, was also a successful strategy for the males in [32], and this 
successful male’s experience with it suggests exactly where it might be contributing 
to males’ success: 

 

Hypothesis 4M: Dataflow is tied to males’ success in finding bugs. 
Hypothesis 5M: After the bug has been fixed, dataflow is tied to males’ success at 

checking their fix. 
Hypothesis 6M: Environments that offer explicit support for dataflow will promote 

greater debugging success by males than environments that do not explicitly sup-
port dataflow. 

 

We do not expect the corresponding female Hypotheses 4F, 5F, and 6F to show 
significant effects, since we have seen no evidence of it in either study.  

The successful female was much less experienced than the successful male, so we 
also compared her strategies to those of a less experienced male to obtain insights into 
strategy differences due solely to experience. This male had nearly identical experi-
ence to the female: 10 years of scripting experience (in CMD, VBScript, PowerShell, 
T-SQL, and SSIS). In the past year, he had written about six PowerShell scripts, and 
used PowerShell about three times per week. 

Like the successful male, this less experienced male also started out with inspect-
ing the code from top to bottom. The less experienced male examined most of the 
script very carefully, highlighting the lines he read as he went along. He used several 
strategies (including testing, feedback following, control flow, and help) to better 
understand a construct he had never run into before. After about four minutes of try-
ing, he noted not completely understanding that part of the code and assumed that it 
was correct (which was true), stating that the part he had been studying seemed like a 
“red herring” and “a no-op”. He therefore went on to examine the next line.  

Directly following about three minutes of incremental testing (running only frag-
ments of the code at a time to see what they output), the lower-experience male found 
a bug (dashed line in Fig. 2). At that point, he stated “I’m making a note of a bug 
that’s here; that we’re not making a path here… And we’re going to fail, because the 
system is simply not going to find those files.” After having made the note, he went 
on trying to use several strategies (mainly testing and code inspection) to understand 
the rest of the code. 

In the earlier study, we saw some evidence pointing in the direction of to-do listing 
being a strategy used more by females [32], and two of the three females used it in 
this study too. This male employed a pen-and-paper version of to-do listing, but to-do 
listing was so scarcely used overall in this study (perhaps since it was not supported 
by the environment) that we could not derive hypotheses based on these data alone. 

By inspecting the code in control flow order, the less experienced male realized 
that an incorrect property used for one of the variables was the cause of the faulty 
output. Returning to the first bug he had written down on paper, he succeeded at fix-
ing the bug through the use of testing. Specifically, he copied that variable and its 
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property into the command line and ran the command. He stated that the output was 
incorrect, since it was the name of the file instead of its full path. Using tab-
completion in the command line, he deleted the property, and tabbed through the list 
of all properties. He then also used a command to output a list of all properties and 
skimmed through them, wondering, “Is there a FullPath property?” There, he found a 
“FullName” property. He tried it out by typing the variable name and property in the 
command line again. The output was exactly what he wanted, so he put that small 
code fragment into the script’s code, thereby fixing the bug. This suggests a possibil-
ity that a programming environment that supports systematic debugging-oriented 
testing mechanisms, such as tracking incremental testing and testing of small frag-
ments of code, may be helpful to testing-oriented debuggers. 

The testing evidence from both males above, combined with that of the previous 
study, suggests the following hypotheses for follow-up investigation. 
 

Hypothesis 7M: Testing is tied to males’ success in finding bugs. 
Hypothesis 8M: After a bug has been found, testing is tied to males’ success at cor-

rectly fixing the bug. 
Hypothesis 9M: After the bug has been fixed, testing is tied to males’ success at 

evaluating their fix. 
Hypothesis 10M: Environments offering explicit support for incremental testing and 

testing of small code fragments will promote greater debugging success by males 
than environments that do not explicitly support incremental testing strategies.  

 

We are also proposing identical hypotheses for testing with females (7F, 8F, 9F, 
and 10F). Our prior study provided no ties between testing and success by females, so 
we do not predict significant effects for 8F-10F. However, the successful female in 
this study used testing in conjunction with feedback following to successfully find a 
bug; 7F might therefore also hold true for females.  

As we have been bringing out in our hypotheses, the above evidence from all three 
participants suggests that the debugging stage at which a strategy is used (finding a 
bug, fixing a bug, or evaluating a fix) might have an influence on females’ and males’ 
success with the strategy, and we consider this to be an interesting new open research 
question. For example, although everyone successfully found at least one bug by 
incorporating testing, only the lower experience male fixed a bug using that strategy. 
One concrete instance of this open question is, therefore, whether there is a difference 
in how males and females use testing. For example, might males incorporate testing 
into both finding and fixing, whereas females use it for only in the finding stage? We 
express this open question as a general hypothesis: 
 

Hypothesis 11MF: Males’ and females’ success with a strategy differs with different 
debugging stages (finding a bug, fixing a bug, or evaluating a fix). 

5   Conclusion 

This paper presents the results from a think-aloud study we conducted to see how well 
end-user programmers’ spreadsheet debugging strategies generalize to a different 
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population and a different paradigm: IT professionals debugging Windows Power-
Shell scripts. Our results show that: 
 

• All but one of the strategies found with the spreadsheet users also applied to IT 
professionals debugging scripts, along with three more that emerged. The 
seven strategies we observed in both studies were: testing, code inspection, 
specification checking, dataflow, spatial, feedback following (a generalization 
of the strategy previously termed color following), and to-do listing. In addi-
tion, we observed the following three strategies that had not been present in the 
spreadsheet study: control flow, help, and proceeding as in prior experience. 

• The mechanisms scripters used revealed several opportunities for new features 
in scripting environments, such as support for systematic incremental testing, 
for easy inspection of large amounts of code and of code mini-patterns, for 
“drill down” into related testing information during code inspection and into 
related code information during testing, for informal specification checking, 
and for to-do listing. 

• The evidence of the earlier statistical study on spreadsheets combined with the 
qualitative analysis of this study’s participants produced several detailed hy-
potheses on gender differences in successful strategy usage. 

Perhaps the most important contribution of this study is that it raised a significant new 
open question: whether males’ and females’ uses of debugging strategies differ not 
only in which strategies they use successfully, but also in when and how they use 
those strategies. 
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Abstract. Domain-specific languages (DSLs) have successfully been used for 
end-user development. However, dealing with language syntax poses signifi-
cant learning challenges. In this paper, we introduce hypertextual programming, 
a technique that represents language syntax as hypertext. With this technique, 
instead of dealing with textual languages, users can inspect and construct their 
programs mainly by using navigation. Beyond merely representing the syntax, 
hypertext can be used to provide various views of a single program code. Nev-
ertheless, to reap the benefits of this technique, adequate hypertextual editors 
must be built. This paper argues that many of the lessons learned in the web en-
gineering area can be used to deal with this problem. Millions of users navigate 
the World Wide Web. Hypertextual programming leverages this widely avail-
able end-user skill to facilitate the construction of computer programs. 

Keywords: hypertextual programming, end-user development, interfaces for 
end-user development, domain-specific languages, web engineering.  

1   Introduction 

Domain-specific languages (DSLs, a.k.a. scripting languages) have successfully been 
used for end-user development [1,2,3]. These languages help domain experts con-
struct, inspect and test computer programs that operate within defined realms. Part of 
their success may be attributed to the fact that they present a set of familiar concepts 
to the end-user. However, DSLs force the user to “learn the arcane syntax and vo-
cabulary conventions of the language” [2]. This initial step constitutes a difficult and 
undesirable challenge for the end-user. 

Even in the case of DSLs, language syntax may be very complex. Consider the 
case of writing business rules in Jess [4], a popular rule-engine. The following is an 
example of a valid sequence of Jess commands: 

(defglobal ?*threshold* = 20) 

(bind ?age = 15) 

(if (> ?age ?*threshold*) then 
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          (printout t "adult" crlf) 

       else 

          (printout t "minor" crlf)) 

The syntax of these commands is correct, but one missing or extra parenthesis 
would render the whole program syntactically invalid. We also have to take into ac-
count that dealing with language syntax in order to write a program goes way beyond 
avoiding syntactic errors. Executing the above set of commands in Jess 7.0 would 
actually generate a runtime error: Not a number: “=” 

This is because of a subtlety: even though syntactically correct, the second line ac-
tually assigns the string “=”, not the number 15, to the age variable. If the user’s 
intention was to assign the numeric value 15 to this variable, the following would be 
the correct Jess instruction: 

(bind ?age 15) 

Other language conventions may involve constantly memorizing and recalling (or 
at least searching through) an ever changing set of available elements to use. For 
example, in Jess, the set of available functions at a given program point contains all 
the predefined language functions and also any functions that the user has already 
defined. This is representative of many other languages where users are required to 
declare, define or import variable declarations, functions and other language elements 
before using them. 

A different dimension of dealing with the language syntax in programming in-
volves understanding the program code. Programming is an iterative process where, 
typically, the programmer has to read and understand existing code, identify the part 
or parts of the program that will be modified in a particular iteration and then perform 
the changes. Going back to the Jess example, a beginner will need significant effort to 
understand the complex language syntax. This adds a heavy burden to the authoring 
process. 

Visual programming techniques have been developed to mitigate this problem by 
giving users graphic representations that may be more easily recognizable in some 
cases. These techniques have been used for end-user development [3]. However, 
visual programming has problems of its own. Among other things, some authors ar-
gue that visual programming may have scalability problems [5]. 

Graphic or not, the length and complexity of the end-user’s programs, together 
with the limitations stated above and the need to focus on the specific parts that are 
undergoing modification call for a representation of the program code as a set of 
manageable pieces that the user can browse for inspection.  

If a program is divided into units to be presented to the user, this user will need an 
intuitive and consistent way to select the specific parts to be viewed and modified. 

This paper presents a technique based on the use of hypertext development envi-
ronments that embody the syntax and conventions of the underlying language and use 
navigation as the main tool to inspect and modify programs. Hypertext systems [6] 
provide interactive environments where users can navigate through defined pieces of 
information (nodes). Beyond code browsing, in this paper we argue that by ade-
quately using widely available tools like the World Wide Web, users can be provided 
with explicit controls that present them with a carefully chosen set of modification 
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options for each specific node given the underlying language syntax. This has the 
potential to greatly reduce the programming learning effort. 

This technique grew out of more than a decade of experience in the construction of 
web-applications that had various end-user development features. These ranged from 
small business process management rule definitions to the complete development 
environment presented in this paper as a concrete example of hypertextual program-
ming: Benefit Catalog and Benefit Configurator. This dyad of applications constitutes 
a complete end-user development, versioning, testing, deployment and run-time envi-
ronment for dynamic health-care insurance policy programming. 

Expressing language syntax through navigation poses a significant engineering 
challenge. Hypertextual programming draws heavily on ideas from web engineering 
[7].  Several web design methodologies address the problem of expressing an underly-
ing structure (usually a domain model) through a web-application [8,9,10,11,12]. In 
this case, the underlying structure is the syntax of a domain-specific language. The 
description of hypertextual programming that we present in this paper is a first at-
tempt towards applying the lessons learned in web engineering to the problem of 
constructing hypertextual programming environments for a given DSL. 

The structuring of this paper loosely follows the chronological development of hy-
pertextual programming. In our experience, it is easier to understand this technique by 
starting with a concrete example and then exploring the general ideas and definitions 
behind it. Section 2 contains a description of Benefit Catalog and Benefit Configurator 
and includes some general requirements, architecture and hypertextual programming 
characteristics. In section 3, we present a more general description of hypertextual 
programming and some web engineering ideas that may help in the construction of 
hypertextual developing environments. Section 4 discusses related work. Finally, the 
conclusions of this paper and future research are presented in section 5. 

2   Benefit Catalog and Benefit Configurator 

Health-care insurance is a fertile ground for domain-specific end-user development. 
The process of administering health care insurance policies involves complex deci-
sion-making based on knowledge gained throughout decades of industry experience. 
Domain experts in this area may take years to learn the intricacies of just the sub-
areas of the business that they work on. Merely the first step of the process from the 
client’s point of view, which is helping to choose, customize and issue a health care 
policy, involves maintaining a sizable catalog of products that can be tailored to a 
specific client’s needs. The health insurance products rendered by this process must 
comply with a considerable number of company guidelines and policies, and also any 
applicable laws. 

Benefit Catalog and Benefit Configurator allow domain experts (benefit engineers) 
to: i)collaboratively develop a dynamic catalog of health-care insurance products 
(each dynamic product definition is called a product template); ii)maintain a library of 
parts to be used by different product templates; iii)test the product templates; 
iv)promote the approved versions of product templates for use in a production  
environment; v)run the product templates developed as an interactive sequence of 
questions to be asked to specialized company sales representatives; vi)based on the 
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answers, generate and store health-care insurance policy specifications (called answer 
sets) as the output of these interactive questionnaires; and vii)provide support for the 
full product development life cycle, including the management of different versions 
of product templates and reusing previous answer sets for health care policy renewal. 

An important requirement of this application is that the whole process described 
above has to be done without the intervention of professional programmers or com-
pany IT staff. This project required benefit engineers, that is, domain experts that do 
not have any professional programming background, to develop, test and manage 
product templates by themselves using a web environment. This requirement clearly 
prompted us to focus on the construction of tools that facilitate end-user development. 

 

Fig. 1. Benefit Catalog and Benefit Configurator architectural diagram. Product templates are 
stored in the product template database, then, they are rendered as “executble” PTL XML. 

An architectural diagram of the applications is shown in Fig. 1. Benefit Catalog is a 
fully web-based product template development environment. This tool saves product 
templates both in the product template database and also as programs written in the 
PTL1 XML language. This allows users to query the product template database and 
obtain information about the various product templates that have been developed. 

Additionally, benefit engineers can test and manage product templates’ versions 
and the product part libraries that are used to build them. 

Benefit Configurator is a PTL interpreter that runs these programs and generates an 
interactive series of questions to be answered by specialized sales representatives; 
then, based on the answers provided, it produces a health care insurance policy for the 
client (an answer set) and saves it to the answer set database. 

The answer sets database is then transformed and imported into various down-
stream systems, including legal (text) contract generators and various claims systems 
among others. 

                                                           
1 PTL stands for Product Template Language. 
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2.1   Product Template Language 

We created an internal domain-specific language for product template specification. 
The Product Template Language (simply called PTL) is an XML [13] language that 
was built as an extension of the Cytera.Rules language [14]. Cytera.Rules is a Cytera 
Systems Inc. proprietary XML business rules language that allows the creation and 
evaluation of basic string, mathematical and boolean-based rules. PTL allows the 
representation and processing of rules involving objects and operations that are spe-
cific to the health-care insurance area.  

In order to run PTL, almost all of the Cytera.Rules language interpreter had to be 
rewritten. To avoid this inconvenience in future projects, we developed a business 
rules language called AtOOmix with the aim of allowing the creation and implemen-
tation of XML domain-specific languages as extensions of existing AtOOmix lan-
guages without the need to fully rebuild the original languages and  interpreters [15]. 

2.2   Benefit Catalog Hypertextual Programming Environment 

It is important to point out that the benefit engineers never had direct contact with 
PTL. A fully web-based PTL editor was developed as the core of the Benefit Catalog 
application. This editor has several features aimed at facilitating the benefit engineers’ 
tasks. Benefit Catalog represents the PTL code of an existing product template as a 
hierarchical collection of web pages that the user can navigate through.  

Benefit Engineers never had to learn PTL, they only had to use the web-application 
that serves as user-interface. This is similar to the case of users that employ a web-
application to populate a database: these users never have to deal directly with the 
database tables; they merely have to interact with the web-application. 

Benefit engineers can also create and modify PTL code with Benefit Catalog.  
Fig. 2 shows how a new question is created. First, the user activates the Attach Plan 
Choice Question anchor in the Grouping node. This takes the user to the Question 
node. In this case, since it is a new question, users must fill-in the appropriate fields 
and then click on the Attach button. A benefit engineer can also create a new question 
by copying and then modifying an existing one. The Copy link is also shown in Fig. 2. 

Right after a question has been created, and also throughout subsequent develop-
ment sessions, benefit engineers can use navigation to go back to the question to  
inspect or modify it, e.g. change the grouping it belongs to, add a rule to turn-on the 
question or change the set of possible answers. 

As a comparative example, the following code is a simplified PTL representation 
of a plan choice question: 

<grouping name=“Deductible”> 

  <pcq question_part=“fam_ded”> 

    <when_turned_on_rule> 

      <operation op=“=”> 

 <var type=“String”>ded_yn</var> 

 <const type=“String”>Yes</var> 
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      </operation> 

    </when_turned_on_rule> 

    <quality_type>core</quality_type> 

    <funding_type>SI</funding_type> 

    <seq>1</seq> 

    <eff_dt>05/11/2005</eff_dt> 

    <trm_dt>05/11/2007</trm_dt> 

    <save>Y</save> 

    <txt>Do you want a family deductible?</txt> 

    <answer type=“String” qi=“Core” cc= “Y”  

  mndt=“Federal”>Yes</answer> 

    <answer type=“String” qi=“Core” cc= “Y”  

  mndt=“Federal”>No</answer> 

  </pcq> 

... 

Writing these rules manually requires an important effort. The syntax is complex 
and many language conventions have to be taken into account.  For example, all ques-
tions have to reference previously defined question parts and answers. This is also 
true of quality types, funding types, quality indicators, cost containment and mandate 
indicators. In all these cases, with Benefit Catalog, values are assigned by simply 
choosing them from select lists. The application interface enforces the language con-
ventions instead of leaving that burden to the user. 

Reading questions directly from PTL would also a problem for the end-user, espe-
cially as the number of questions becomes large (a template with more than 200 rule-
activated questions is not unusual). The background web page shown in Fig. 2 is an 
example of high-level code visualization. Questions belonging to a specific group are 
displayed on a single page. At this level, only the most critical question information is 
displayed to provide the user with a comprehensive view of the set of questions that 
form the group. 

Using this web interface, benefit engineers can add other constructs used in prod-
uct templates like cost sharing components and define rule-driven properties for them. 
Users can also define benefit options, benefit service levels for the benefit options and 
rules to populate them with the dynamic cost sharing components previously defined. 
For sake of space and simplicity, we do not provide the details of all these program-
ming primitives in this paper. The number of these additional primitives is at least 
five times higher than the ones related to plan choice questions and involve more 
health-care insurance-specific concepts that are not as easy to explain as questions 
and answers. The main features of hypertextual programming on this system are ade-
quately illustrated with plan choice questions. 
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Fig. 2. Creating a new question in Benefit Catalog 

To complete the program lifecycle, benefit engineers can run their product tem-
plates in a test environment, manage different versions of the same product template 
and activate it for it use in a production environment where it is used to interactively 
configure health-care plans. It is important to point out that all of this process is done 
by the benefit engineers themselves through Benefit Catalog and without the interven-
tion of IT staff or professional developers. 

3   Hypertextual Programming 

Benefit Catalog and other applications that provide similar features cannot be ade-
quately characterized neither as visual programming tools nor as text or structure 
based editors either. Rather, Benefit Catalog can be seen as an example of hypertex-
tual programming. 

We define hypertextual programming as a form of programming that uses naviga-
tion as the primary tool to inspect and edit the application code, and is supported by a 
computer system that: i) represents the entire program source code as hypertext; and 
ii) allows all the possible finite language instances to be generated as navigation paths 
through it. 

In contrast to hypertextual programming, visual programming provides the user 
with a set of mainly graphic (as opposed to purely textual) elements that users can 
manipulate in order to develop a program. Benefit Catalog does not provide a graphic 
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representation of programs (in this case product templates); it rather provides an in-
teractive system where the users can explore and modify the program code by using 
navigation.  

At the same time, this application is no traditional text editor either. Text editors 
usually present programs as collections of characters divided in files. Development is 
achieved mainly by adding and deleting characters in those files. Integrated develop-
ment environments like Eclipse [16] provide some forms of navigation between dif-
ferent portions of the program code and features like auto-complete; however, we 
consider that they do not provide all the necessary features for hypertextual program-
ming. First, navigation is not the primary means for source-code browsing and –most 
importantly– editing. Second, the source code structure at large is not represented as 
hypertext. 

One basic definition of hypertext describes it as text structured in such a way that it 
has several possible reading paths. An example that satisfies this definition is the 
famous novel “Rayuela” by Argentinian writer Julio Cortazar. However, several au-
thors insist on having automated navigation support for an artifact to be considered a 
hypertext system [6]. In the same fashion, we view hypertextual programming as an 
activity that is inseparable from a computer system that provides automated support 
for its key aspects. We call this computer system a hypertextual editor.  

This definition requires program inspection and editing to be done primarily 
through navigation, but in our experience, the combination of this and other pro-
gramming and interface construction techniques offer bigger potential. As an exam-
ple, we found that mathematical and logical formulas may not always be well suited 
for hypertext representation. Breaking up such formulas in various nodes would lead 
to unnecessarily long navigation paths that contain very little information in each one 
of them. Consider the following formula: 

1 + (2 * (Math.cos(a + b))) 

If we represent it as eight nodes (1, +, 2, *, Math.cos, a, +, b) and provide the  
corresponding navigational links between them, very little information would be dis-
played in each node and the user would have to traverse a long navigation path just to 
read it. 

This example is representative of other cases where better results might be ob-
tained simply by using text to represent sub-parts of a language. In these cases, the 
text subparts can be used as node components. 

In other cases, graphic elements may be more expressive to represent sub-parts of a 
language. Again, these graphic elements may also be used as node components. 

When creating or altering language elements (e.g. adding a question or a group), 
users are creating or modifying node and link instances; they expect these changes to 
be reflected in the space that they are navigating (the specific instance of the naviga-
tional model at a given time). In other words, with hypertextual programming, the 
development of a computer program can be viewed as the construction of a navigation 
space, or more formally, as the iterative instantiation of a given navigational model. 

Our definition requires the language syntax to be represented through hypertext. In 
the next section, we give a more detailed description of how a widely used language 
syntax definition can be represented in this way. 
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3.1   Expressing Language Syntax through Hypertext 

Several web engineering methodologies separate conceptual design from navigational 
design in such a way that the nodes and links in navigational models are based on the 
objects, attributes and relations found in the conceptual model [8,9,10,11,12]. For 
example, Fig. 3 shows the conceptual and navigational models for part of a health 
care information website in OOHDM [8].  

In OOHDM, navigational objects (nodes and links) are explicitly defined as views 
on conceptual objects. Nodes are composed of attributes that potentially belong to 
several classes in the conceptual model. In the conceptual model shown in Fig. 3, a 
Medical Condition class has as attributes the Name and General Information about it. 
The symptoms associated with a condition are a related but separate class. Treatment 
is also on a separate class. 

In the navigational model, a node based on the Medical Condition conceptual class 
shows more than merely the Name and General Information. A list of Symptoms, 
Tests and available Treatments are also displayed in this node. Here, only Test names 
are displayed (other attributes are hidden at this level), and these names are anchors 
that trigger navigation to the Test node. A similar thing occurs with the Treatment 
node. However, not necessarily all conceptual classes become nodes. In our example, 
there is no node corresponding to the Symptom class. 

 

Fig. 3. Conceptual and Navigational models for a health care information website 
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Links are the navigational realization of relations appearing in the conceptual 
model. In our example, the Has relation between the Medical Condition and Treat-
ment conceptual classes becomes the Has link between the Medical Condition and 
Treatment nodes. 

This separation of concerns allows web developers to deal with the understanding 
of complex domains and the creation of a navigational scheme that expresses this 
underlying domain as separate issues. At the same time, these practices force the 
developers to elaborate a solid and coherent underlying foundation (the domain 
model) that will be rendered to the web site user in the form of a concrete navigation 
structure.  

A hypertextual editor’s navigational design should also express an underlying 
structure. The key difference is that the underlying structure being expressed through 
navigation is not an object model, but rather the syntax of a domain-specific pro-
gramming language. In order to do this, there must be a correspondence between 
language syntax and navigational design. Fig. 4 is an example of the correspondence 
between PTL syntactic elements as defined in XML Schema [17,18] and part of 
Benefit Configurator’s navigational classes. 

 

Fig. 4. An example of correspondence between PTL’s XML Schema-defined syntax and Bene-
fit Catalog’s navigational class diagram. PTL’s XML Schema is presented using XML Spy’s 
visual schema notation. Tag attributes are not shown.  

Nodes have a correspondence with XML language tags. The node’s content may 
come from the data contained in the tag that it represents and also from related tags. 
For example, the Question node contains, among other things, the grouping name, 
from the parent Grouping tag; the question text attribute, from the QuestionText child 
tag; and the list of answers for the question, from the Answer tags below.  
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Not all tags become nodes. For example, there is no node that corresponds to the 
Answer tag. The contents of these tags are displayed in the Question node. Also note 
that not all the complete contents of a tag are shown in the node that represents it. For 
example, the Grouping node does not show all the details of the Question tags that it 
contains. The question of what tags should constitute nodes and what information to 
include in them are design choices that have to be decided by the software engineers 
in charge of the project. General Web design and usability guidelines should be taken 
into account [19]. 

Nodes are weaved by the links that connect them in such a way that links corre-
spond to the syntactic rules that define the language structure. The links in Benefit 
Catalog correspond to the XML Schema definitions that specify the tag structure. For 
example, the contains link from Grouping to Question corresponds to the xs:sequence 
XML Schema definition that specifies the content of the Grouping tags to include a 
sequence of Question tags. 

One last element that needs to be defined in order to complete the navigation de-
sign is the context diagram. The context diagram groups navigational objects into sets 
and defines access structures that the user can employ to reach and move through 
these objects. Fig. 5 shows part of the context diagram for Benefit Catalog. 

 

Fig. 5. Part of the Benefit Catalog context diagram 

From the main menu, users have direct access to an index of product templates, 
listed alphabetically. When users access this index, they enter into the Product Tem-
plate Alphabetical context, where product templates are listed by name. From that 
context, the user can go to the Groupings context where groupings are displayed by 
sequence order. 

Although Benefit Catalog does not use this feature, in OOHDM, navigational 
classes may be decorated when appearing in a particular context. Decorating naviga-
tional classes may become important as more potent context diagrams are built. 
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3.2   Navigating beyond Syntax 

Benefit Catalog has a very simple context diagram that stems directly from PTL’s 
hierarchical XML Schema definition, e.g. groupings and questions are only displayed 
by sequence. 

It is important to point out that many other contexts can be built around these navi-
gational elements, providing the user with different views of the program code. For 
example, a possible improvement for Benefit Catalog could be displaying questions 
indexed by the variables that are used in its activation rules, or by its answers. This 
would help visualize what questions a certain variable helps turn on and off, or in 
what questions a certain answer is used in. 

In fact, navigational design in web engineering in general is to a large extent, the 
definition of the various navigational contexts that the user will be traversing while 
performing the various tasks the applications purports to support. Therefore, the natu-
ral place to look for them is in the task descriptions (for example, in user interaction 
diagrams). 

The potential features of hypertextual editors go beyond merely representing the 
underlying language syntax. The various tasks performed by end-users should be an 
important guide for organizing sets of navigational elements. 

4   Related Work 

4.1   Hypertext CASE Tools 

There are different ways in which hypertext can support the software engineering 
process. Sometimes, these approaches are hard to compare because they may all use 
hypertext but they use it in completely different ways or to address different software 
engineering problems. 

Østerbye developed a system to explore the idea of using hypertext for literate pro-
gramming [22]. The goal of this work was to use the linking capabilities of hypertext 
to help weave together smalltalk code and documentation to facilitate inspection. In 
classic literate programming spirit, the aim was to construct a human-oriented repre-
sentation of code and documentation. By using hypertext, the program can go beyond 
a linear document. 

However, the advantages of this technique come at a great cost. The developer has 
to design all the navigation for the hypertext program representation. Even the authors 
point out that a drawback of this technique is “the well-known problem of hypertext, 
that one looses the feeling for where the information presently available at the screen 
belongs in the overall document”. 

First, it is important to point out that this system, and literate programming in gen-
eral, assumes that there is an underlying programming language that will be used in 
the development process (Smalltalk in this case). Literate programming (with or 
without hypertext) uses this basic tool –the programming language(s)–, rearranging 
and combining source code with documentation in order to make them easy to absorb 
by a human reader; we can say that literate programming is at least one-level above 
purely textual programming languages. Hypertextual programming is proposed as an 
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alternative to textual programming languages. Moreover, hypertextual programming 
could be used for literate programming. 

There are some similarities between this literate programming system and the hy-
pertextual environments described in this paper. In this literate programming system, 
some of the Smalltalk constructs are represented as nodes and some of the syntax 
rules as links. However, this relationship is not strict and the nodes contain important 
portions of textual code.  

This Smalltalk literate programming system does not conform to our definition of 
hypertextual programming. Although the result of the programming process is hyper-
text (a program-document that developer can navigate through) and navigation may 
be used throughout the development process, programming is done primarily by edit-
ing text, not by using navigation. The most important criterion or our definition is not 
met. By using this or a similar system, the end-user would still have to learn a textual 
programming language. That’s precisely what we are trying to avoid. 

Using hypertext for end-user development also has to address the user disorienta-
tion problem. In order to do this, the web engineering techniques discussed in this 
paper were developed in part to deal with this problem. However, using these tech-
niques for designing navigation is in turn a costly task usually done by professional 
web engineers. As opposed to this Smalltalk literate programming system, the present 
proposal does not leave navigational design to the developer (in our case, an end-user 
doing development). When designing a hypertextual editor, engineers have the re-
sponsibility of transforming language syntax into navigational design and create an 
application where the user is less likely to get lost.  

Then, when end-users add or modify navigational elements, they may create links 
and nodes, but these actions do not alter the underlying navigational model (they 
simply instantiate it). 

The Chimera open hypermedia system [23] uses hypertext to help manage and 
combine heterogeneous software engineering tools. Some of these engineering tools 
are programming language IDEs. Chimera also uses hypertext at a level above pro-
gramming languages. The same can be said about Ishys [24].  

Hypertextual programming editors may be one of the many systems combined by 
Chimera and other open hypermedia systems. 

4.2   Visual and Textual Programming 

Visual programming languages provide “some visual representations (in addition to 
or in place of words and numbers) to accomplish what would otherwise have to be 
written in a traditional one-dimensional programming languages” [25]. Despite its 
advantages, visual programming may have scalability problems [5], including scal-
ability from a program-size standpoint and also scalability from a problem-domain 
standpoint. 

From a program-size standpoint, the Benefit Catalog example that we presented 
was successfully used by end-users to develop programs (dynamic health care prod-
ucts) that are sizable and complex by various measures: i) the programs had several 
thousand rules; ii) they were collaboratively developed; iii) the development process 
of these programs typically takes several months; iv) these programs went through 
several maintenance cycles. 
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The various levels of abstraction and potentially different views of the source code 
given by a well-designed hypertextual editor, provide an adequate tool to deal with 
large programs. 

From a problem-domain standpoint, this paper has provided guidelines to build hy-
pertextual editors for any character-based, domain-specific language. Since domain-
specific languages have been used in several areas, this suggests that hypertextual 
programming may also be scalable on this respect. In fact, we have used this tech-
nique in health-care insurance, small business rules definitions and programming 
email alerts for an academic system. 

Visual programming techniques may be more appropriate to express some pro-
gramming concepts. Even in these cases, hypertextual programming is well-suited for 
use in combination with visual and other programming and interface construction 
techniques. 

In the case of textual programming, having to learn the syntax and conventions of 
character-based programming languages constitutes a considerable problem for end-
users. The importance of this problem cannot be overstated. Providing a hypertextual 
editor that embodies the syntax and language conventions, transforming them in navi-
gational paths to be traversed by the end-user significantly reduces this burden. 

However, in the case of end-users who have already learned a textual domain-
specific language, there may be no clear advantage in starting to use a hypertextual 
editor for the same language. 

5   Conclusions and Future Research 

In this paper we introduced the concept of hypertextual programming. This  
programming technique represents the program code as hypertext [6], allowing the 
end-user to inspect and modify this code mainly by using navigation. 

Millions of users navigate the World Wide Web. Hypertextual programming lever-
ages this widely available end-user skill to facilitate the construction of computer 
programs. 

The user is provided with an environment that allows interactive source code ex-
ploration through navigation. A well-designed environment could facilitate reading 
and understanding by providing various views of the source code at potentially differ-
ent levels of abstraction and a consistent way to move between them. 

In a hypertextual editor, the user interacts with interface elements in order to mod-
ify the program code. On any given node, a carefully chosen set of relevant editing 
controls allows program modification without overwhelming the user. When com-
bined with DSLs, many of these interface components may represent concepts that are 
familiar to the user. This technique is expected to significantly reduce the learning 
effort needed to begin developing domain-specific programs. 

We presented and discussed a concrete example of a hypertext editor, Benefit Cata-
log, both as validation and to illustrate this technique. On this application, end-users 
have been effectively developing, testing, debugging, maintaining, deploying and 
running complex programs for dynamic health care policy configuration without the 
intervention of professional programmers or IT staff. 
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Beyond syntax representation, various navigational contexts may be created in or-
der to provide the user with a rich set of navigation paths that take into account the 
various tasks that form the software development process. 

However, reaping the benefits described above requires well-designed hypertextual 
editors. This entails significant engineering challenges. Among other things, editors 
have to express the syntax of the underlying language through a concrete navigational 
and interface design to begin with. In this paper, we argue that many of the techniques 
used in web engineering, most noticeably design methodologies [8,9,10,11,12],  can 
be helpful on this respect, leveraging years of academic research and real-world ex-
perience. 

Hypertext has been used in programming before. We reviewed three representative 
examples [22,23,24]. In general, all of these tools and techniques assume that there 
are one or more underlying programming languages and use hypertext to rearrange 
and/or link the potentially different program sources with other documents and prod-
ucts of the software engineering process. In general, they use hypertext on an above-
language level. As an exception, in the Smalltalk literate programming system that we 
reviewed [22], some of the Smalltalk syntax is expressed in the form of links. How-
ever, nodes still contain significant portions of textual code and the rendering of the 
program in the form of nodes and links is guided by the literate-programming goal of 
human readability. In this system, although navigation may play a role in the devel-
opment process, it is not the primary means to edit the program code. Text editing is 
still a central part of the development process. Therefore, this system does not con-
form to our definition of hypertextual programming. More importantly, the user has to 
know Smalltalk in order to use this system. The need to learn a textual language is 
precisely what hypertextual programming tries to avoid. 

We made a comparison with these tools mainly to clarify that their use of hypertext 
is different and addresses other problems related to software development. The side-
by-side comparison should not be with these techniques, but mainly against visual and 
textual programming. 

Hypertextual programming is different from visual programming. The first does 
not rely mainly on the expressive power of graphics to facilitate the development 
process; it rather relies on the organization of the source code as a set of nodes and an 
intuitive mechanism to move around these nodes: navigation. 

It has been argued that visual programming may have scalability problems [5]. 
Hypertextual programming can help to mitigate the problem of dealing with a great 
number of visual primitives at one time by providing different views of the program 
code and a systematic mechanism to tie them up: navigational links. At the same time, 
hypertextual editors can benefit from the use of visual techniques as part of their in-
terface. 

We provided general guidelines to build hypertextual editors for textual, domain-
specific languages. This suggests that hypertextual programming may also be useful 
in different areas (domain-scalability). In fact, we have used this technique in health-
care insurance, small business rules definitions and programming email alerts for an 
academic system. 

With textual programming, the user has to learn the syntax and conventions of 
character-based programming languages. This constitutes a significant problem that 
hypertextual programming may help to solve. Providing a hypertextual editor that 
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embodies the syntax and language conventions, transforming them in navigational 
paths to be traversed by the end-user may significantly reduce this burden. 

We discussed some basic correspondence principles that should exist between 
XML Schema [17] syntax elements and a navigational model that may serve as guides 
in the design process. Still, more formal and detailed methodologies for designing 
hypertextual editors could be developed in the future. 

Moreover, a careful and detailed review of the use of navigational contexts for 
building hypertextual editors may be beneficial. 

Several design patterns for hypertext in general have been developed [20] since 
they were first introduced in [21]. Design patterns that are specific to hypertextual 
editors may be needed. In our experience, building nodes that are overly small or 
providing an excessive number of editing controls on a single node are not desirable. 
However, some of these problems may be related to more fundamental limitations of 
this technique. The answer may lie in the fact that some languages may be more suit-
able than others for use with hypertextual programming.  

Our definition requires the hypertext editor to be able to generate all possible finite 
instances of the language and it requires navigation to be the main inspection and 
editing mechanism. Although a more formal demonstration should be performed, one 
seemingly direct consequence is that all (or at least the main) editing tasks for the 
given language should be achievable through navigation. 

This paper discusses mainly languages defined in XML Schema. The specifics of 
other grammars deserve further investigation. 

Since a hypertextual development environment has a correspondence with the syn-
tactic elements of the underlying code, it may be viewed simply as a mapping be-
tween the language syntax and the possible ways of representing these elements as a 
web-application (the formatting and layout could be specified separately with CSSs). 
We are currently designing a web-based hypertextual editor generation application for 
XML Schema-defined  languages. 

The development environments discussed on this paper are mainly web-
applications. Other forms of hypertext should also be considered. 
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Abstract. Inputs to web forms often contain typos or other errors. However,  
existing web form design tools require end-user developers to write regular ex-
pressions (“regexps”) or even scripts to validate inputs, which is slow and error-
prone because of the poor match between common data types and the regexp 
notation. We present a new technique enabling end-user developers to describe 
data as a series of constrained parts, and we have incorporated our technique 
into a prototype tool. Using this tool, end-user developers can create validation 
code more quickly and accurately than with existing techniques, finding 90% of 
invalid inputs in a lab study. This study and our evaluation of the technique’s 
generality have motivated several tool improvements, which we have imple-
mented and now evaluate using the Cognitive Dimensions framework. 

Keywords: Data validation, web macros, web applications. 

1   Introduction 

The success of Web 2.0 hinges on enabling end-user developers to create programs 
that collect information via the web. For example, accountants and financial analysts 
might create web macro scripts to automatically “screen scrape” data from web pages 
into spreadsheets [6][15], and marketing specialists or even administrative assistants 
might create web applications to receive information directly from people via web 
forms. This wide range of different users can then write programs to use the collected 
information for computation, report-generation, or generating new web pages. 

Inputs often contain typos and other errors, so values should be validated when 
they are first received in order to prevent invalid data from jeopardizing the program’s 
purpose. For example, if an end-user developer creates a web macro that scrapes data 
from a certain place on a web page, and the web page is later modified by the site 
owner, then the web macro may begin to read incorrect information and malfunction 
as a result [6][7]. Even when information is not collected automatically, inputs can 
still contain errors. For instance, prior studies have shown that people sometimes type 
the wrong kind of data into web form fields such as entering “12 Years old” into a 
street address field [16], which limits the usefulness of this information for generating 
maps, mining data, or creating reports. 
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However, existing tools for designing web macros and web forms can validate only 
a limited set of input types, and they present high barriers to specifying custom vali-
dation. For instance, end-user developers can create web forms with Microsoft Visual 
Studio.NET (which comes in an “Express Edition” for hobbyists, students, and end-
user developers), and they can specify that textfield inputs should be validated against 
certain regular expressions (regexps), such as email addresses and zip codes. How-
ever, the list of available regexps is extremely short compared to the range of actual 
input fields that appear in real web applications. Examples of data types that lack 
pre-packaged regexps include city names and company names as well as organiza-
tion-specific data types such as project numbers. Creating custom regexps or writing 
intricate JavaScript is beyond the abilities of many administrative assistants, account-
ants, and other end-user developers. Spreadsheets and other end-user development 
tools share these limitations. 

Solving this problem is not as simple as providing an online repository of regexps 
that end-user developers could copy/paste into programming tools. Such repositories 
already exist, but they do not completely meet the users’ needs, mainly because it is 
so difficult to obtain specialized regexps needed for particular applications. For ex-
ample, the forum for the largest existing online repository1 includes postings from 
people who want regexps that: 

 
• Only accept a password if it has “at least 7 characters, at leaset [sic] 1 number, 1 

lower case, 1 upper case and no spaces” 
• Only accept a URL if its domain is not in a set of certain disallowed domains 
• Only accept a zip code if the first three digits fall into a certain range 
 

When people fail to find what they need in these repositories, the main problem is 
with the underlying regexp notation rather than with the repository per se, as it is 
extremely cumbersome and sometimes impossible to write regexps with the charac-
teristics of the examples above (complex character counting, compound negative 
disjunctions, and numeric ranges). 

To address the underlying need for a better notation, this paper presents a new in-
teraction technique based on describing inputs as a series of constrained parts, resem-
bling the way that end-user developers actually describe data. This reduces the time 
required to implement custom validation, and the automatically generated validation 
code displays targeted human-readable error messages to help application users fix 
invalid inputs. Our technique is integrated with programming-by-example and direct 
manipulation in a prototype editor called Toped. Given examples of the data to vali-
date, Toped infers a format describing that data. It presents the format to the end-user 
developer, who can iteratively review, test and edit the format before using it to vali-
date data in spreadsheets, web applications, web macros, and other programs. 

Previous work described how to algorithmically infer formats from examples [17], 
how to use Toped formats to validate data in web macro editors and other program-
ming platforms [6][18], and how to formally model collections of formats [16]. While 
this work briefly mentions Toped, it does not describe Toped’s internal details, nor 
does it evaluate Toped’s expressiveness and usability. 

                                                           
1 http://regexlib.com/ 
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In the current paper, we describe our format editor in detail as well as three studies: 
a formative interview-based formative study that originally led to our editor’s design, 
an empirical evaluation of the editor’s expressiveness and generality, and a user ex-
periment evaluating its usability. Finally, we briefly summarize improvements in our 
most recent implementation of the editor, which we evaluate using the Cognitive 
Dimensions framework [5]. The contributions of this paper are: 

 
• An interaction technique for describing formats as a sequence of constrained parts, 

which is adequate for representing a wide range of short, human-readable strings.  
• A prototype tool that enables end-user developers to quickly create accurate for-

mats, as well as editor innovations that will likely further enhance usability. 
 
We review related work in Section 2 In Section 3, we describe the formative study 

that guided the design of the format editor, which we describe in Section 4. We evalu-
ate the expressiveness and usability of the editor in Sections 5 and 6. These evalua-
tions prompted improvements to our editor, which we describe and evaluate in 
Section 7. Finally, in Section 8, we conclude with a discussion of future work. 

2   Related Work 

To help end-user developers overcome some difficulties of the regexp notation, 
SWYN infers a regexp from example strings and presents it using a visual language 
for review and editing [1]. This language replaces regexps’ exotic characters with 
shapes (for example, representing the Kleene operator * as a visual stack of letters and 
the disjunction operator | as a colored circle containing a set of options). SWYN adds 
simple negation to the regexp notation, using red shading to express substrings that 
are not allowed. Grammex [8] and Apple data detectors [13] describe strings as char-
acter sequences with context-free grammars (CFGs) rather than regexps. No usability 
studies have been done on Grammex or Apple data detectors, but we expect that the 
relative complexity of CFGs versus regexps make them less usable than SWYN. 
Unlike Toped, regexps and CFGs are ultimately expressed in terms of character se-
quences, which forces users to figure out how to translate high-level constraints into 
character sequence patterns. This can be difficult or even impossible, as in the case of 
examples mentioned in Section 1 (e.g.: a password if it has “at least 7 characters, at 
leaset [sic] 1 number, 1 lower case, 1 upper case and no spaces”). While Toped gen-
erates CFGs internally, users never see the grammars and can instead describe data as 
a series of constrained parts. 

Lapis infers a pattern in a specialized textual language that end-user developers can 
edit and use to find outliers that do not match the pattern [9]. Whereas regexps, 
SWYN, and CFGs require end-user developers to describe a string as a character 
sequence, Lapis allows end-user developers to describe a string as a sequence of parts, 
each of which matches a regexp, literal string, or a certain primitive refined by “starts 
with”, “contains”, or “ends with” constraints. Toped eschews regexp-based con-
straints and instead offers a broad range of human-readable constraints that can be 
combined to validate parts of strings. 
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Toped also significantly differs from regexps, CFGs, and Lapis in that it supports 
soft constraints that need not always be true. This makes it possible to flag inputs that 
are questionable, but which should be accepted if they are double-checked. 

Several tools check constraints over numeric data in particular programming plat-
forms, rather than a format over string-like data. For example, Cues infers constraints 
over web service data [14], and Forms/3 infers numeric constraints over spreadsheet 
cells [2]. From a conceptual standpoint, Toped generalizes these number-oriented 
systems to include string-like data. 

3   Formative Study 

To learn how end-user developers describe data, we asked four administrative assis-
tants to verbally describe two types of data (American mailing addresses and univer-
sity project numbers) so a hypothetical foreign undergraduate could find those data on 
a hard drive. (We used this syntax-neutral phrasing to avoid biasing participants to-
ward or away from regexps or any other particular notation.) 

Participants described data as a series of named parts, such as city, state, and zip 
code. They did not explicitly provide descriptions of those parts without prompting, 
assuming that simply referring to those parts would enable the hypothetical under-
graduate to find the data. When prompted to describe the parts of data, participants 
hierarchically described parts in terms of other named parts (such as an address line 
being a number, street name, and street type) until sub-parts became small enough 
that participants lacked names for them. 

At that point, participants used constraints to define sub-parts, such as specifying 
that the street type usually is “Blvd” or “St”. They often used adverbs of frequency 
such as “usually” or “sometimes”, meaning that valid data occasionally violate these 
constraints. This use of not-always-true constraints stands in stark contrast to regexp-
based validation, which classifies inputs as valid or invalid, with no shades of gray. 

Finally, participants mentioned the punctuation separating named parts, such as 
the periods that punctuate parts of our university’s project numbers. Such punctua-
tion is common in data encountered on a daily basis by end-user developers, such as 
hyphens and slashes in dates, and parentheses around area codes in American phone 
numbers. 

4   Toped Format Editor 

Based on the formative study results, we have designed a new tool for end-user de-
velopers to describe the format that inputs should match (Fig. 1). After a developer 
creates a format, its specification is stored and later used to check inputs. The process 
is conceptually similar to creating a regexp and using it to check inputs, except that 
Toped describes data as a sequence of named parts with constraints (Table 1). Toped 
is forms-based, a style of user interface known to help reduce memory load and er-
rors, though at the risk of limited expressiveness and generality [12]. 
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Fig. 1. Editing a format in Toped, after providing example street addresses and giving human-
readable names to the inferred format and its three parts. Adding, removing, and reordering 
parts/constraints is accomplished with the  ,  , and  buttons. Each § indicates a space. 

Table 1. Constraints that can be applied to parts  

Constraint Description 
Pattern Specifies the characters in a part and how many of them may appear 
Literal Specifies that the part equals one of a certain set of options 
Numeric Specifies a numeric inequality or equality 
Substring Specifies that the part starts/ends with some literal or number of certain characters 
Wrapped Specifies that the part is preceded and/or followed by a certain string 
Optionality Specifies that the part may be missing 
Repeat Specifies that the part may repeat, with possible separators between repetitions 
Reference Specifies that the part matches another format 
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We named the editor “Toped”, after the Greek word “tope” for “place”, because 
each format validates a kind of data that has a natural “place” in the problem domain. 
That is, problem domains involve email addresses and salaries, rather than strings and 
floats, and it is the problem domain that governs whether a string is valid. 

Our editor has four sections, as shown in Fig. 1. First, the user names the data to 
validate, such as “phone number” or “person name”, and names the format. It is im-
portant to distinguish between the name of the data and the name of the format, since 
many kinds of data can appear in more than one format (such as “08/16/2008” and 
“Aug 16, 2008” formats for US dates). Our system includes a format browser so the 
user can browse for formats using these names. Prompting the user to name the data 
also enables the editor to refer to the data by name in the next three steps. 

Second, the end-user developer defines the format’s parts. For example, a US 
phone number has three parts: area code, exchange, and local number. The end-user 
developer can add, remove and reorder parts, and he can specify constraints on parts. 
Table 1 shows the available constraints, which we initially identified based on the 
formative study and later expanded as we used Toped to validate a variety of data. 

In the third step of the editor, the end-user developer can enter example strings to 
test against the format. The editor displays a targeted error message in a mouse-over 
tooltip for each invalid test example. These targeted messages show a list of violated 
constraints. The end-user developer can iteratively debug the format. 

Finally, the format is saved to a file, which can be reloaded and further edited. 

4.1   Specific Editor Features 

To help the end-user developer get started, Toped includes a textbox that accepts an 
example string. The editor identifies non-alphanumeric characters in the example and 
treats these as separators between parts. It then initializes a part in the editor for each 
part of the example and looks for a few basic constraints (e.g.: noticing that a word-
like part starts with an uppercase letter). To provide further help, Toped can examine 
multiple examples of data and infer a single format describing the majority of those 
examples [17]. The examples are automatically copied into the testing feature (Step 3) 
to help the end-user developer review, test, and customize the format. 

One problem with some editing tools is that spaces are invisible and (we suspect) 
hard to debug. To counter this, Toped makes spaces visible by representing them with 
a special symbol, §. Though this slightly reduces readability, it is preferable to having 
spaces that the end-user developer cannot see or debug. (In error messages, spaces  
appear as SPACE to avoid font-related problems.) To further improve readability and 
directness, Toped allows numeric ranges in textboxes that accept an integer. For ex-
ample, users can specify that a part starts with “1”, “2-3”, or “4+” uppercase letters.  

The Pattern, Literal, Numeric, Wrapped, and Substring constraints can be marked 
as “never”, “rarely”, “as often as not”, “more often than not”, “almost always”, or 
“always” true. We selected these adverbs of frequency because there is surprisingly 
little variance in the probabilities that people assign to these words, corresponding 
within a few percentage points to probabilities of 0%, 10%, 50%, 60%, 90%, and 
100%, respectively [10]. This robust correspondence makes it feasible to integrate 
constraints with formal grammars (below). As users have trouble grasping mixtures of 
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conjunction and disjunction [11], all constraints are conjoined, and disjunction is 
expressed as two constraints with parallel sentence structure that are each not always 
true. Toped has an advanced mode, not shown in Fig. 1, for specifying conditional 
constraints that span multiple parts, such as the intricate leap year rules for dates. 

4.2   Validating Data 

Formats are not used to validate data directly. Instead, they are converted automati-
cally into a grammar, which is then used at runtime to validate strings in web forms, 
web macros, and other end-user development platforms. 

Generating a grammar and parsing strings. To create a grammar, Toped generates 
a hierarchy of CFG productions to represent Reference constraints, indicating that a 
part should match another format. It inserts separators between parts based on 
Wrapped constraints, and it inserts repetition productions based on Repeat constraints. 
Toped generates leaf productions based on Numeric, Pattern and Literal constraints, 
which indicate that certain characters or literal values appear in a part.  

Like other CFGs, this basic CFG can only accept or reject strings. But the soft con-
straints supported by the Toped user interface are more expressive, since they can iden-
tify questionable inputs that might or might not be valid. Toped reflects this additional 
expressiveness in the grammar by augmenting the basic CFG with additional produc-
tions and constraints on productions. Each production constraint has a “penalty”, which 
indicates that if a substring matches the production but violates the constraint, then the 
substring is questionable and might be invalid. This penalty is between 0 and 1, depend-
ing on the probability corresponding to the adverb of frequency on the constraint.  

The Numeric, Pattern and Literal constraints can be directly attached to produc-
tions of respective parts. If a Wrapped constraint has an adverb of frequency, indicat-
ing that separators should occur but are not mandatory, then Toped augments the 
basic CFG with alternate productions where the separator does not occur, and it at-
taches a penalty to the alternate productions. Toped also generates alternate produc-
tions from Optionality constraints, but without penalties.  

At runtime, strings are parsed according to the augmented grammar. Our parser is 
based on GLR [19], which runs in linear time (with respect to the length of the input 
string) when the grammar has low ambiguity, as is generally the case with grammars 
generated from Toped formats. We adapt GLR by incorporating constraints. When a 
production is completed, producing a variable v, GLR automatically treats this vari-
able as valid and uses it to complete other productions waiting for v. In contrast, our 
adapted version of GLR associates a score with each variable instance (a parse tree 
node), ranging from 0 through 1. When a production p for a variable v is completed, 
the parser evaluates any constraints on p. It downgrades the score of v by multiply-
ing the score by each violated constraint’s penalty. If a variable instance with  
a downgraded score is later used on the right hand side of a production, then the 
parser uses this score to multiplicatively downgrade the score of the variable on the 
production’s left-hand side. Thus, the score of each node in the parse tree depends on 
child nodes’ scores. 
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In short, these multiplications use penalties from violated constraints to score each 
node, including the root. That way, when the tree is complete, the parser can return a 
score between 0 and 1 for the input as a whole. In cases of ambiguity, the parser se-
lects the parse with the highest score. 

Generating error messages. To generate error messages, the parser tracks a list of 
violated constraints and concatenates them into a message (e.g.: the tooltip in Step 3 
of Fig. 1). When a parse totally fails (making it impossible to identify specific vio-
lated constraints), the parser generates a message by concatenating constraints associ-
ated with failed productions that should have been completed. The resulting message 
is targeted and descriptive, a significant improvement over typical hard-coded error 
messages such as “Please enter a valid phone number” on web sites, or “The formula 
you typed contains an error” in Excel.  

Toped has been integrated with several end-user development tools, including Vis-
ual Studio.NET [18], the Robofox web macro tool [6], and Microsoft Excel [18]. 
Formats can be reused without modification in each of these programming platforms. 
While error messages are generated in the same way for each platform, they are dis-
played in different ways. 

For example, when a format is associated with a web form field using Visual Stu-
dio.NET, targeted human-readable error messages appear alongside textfields when 
inputs are invalid (Fig. 2). If an input matches the CFG but violates soft constraints, 
the code shows the message so that the end user can correct the input, but the message 
is displayed in a popup window so that the user can override the warning. End-user 
developers can also specify alternate settings, such as showing overridable messages 
with an “Ignore” button alongside textfields rather than in a popup, or configuring the 
web form to always reject any input that violates soft constraints. 

 

Fig. 2. Validating web form data  

A second programming platform, web macros, enables end-user developers to cre-
ate scripts that scrape data from web sites, but scripts can sometimes read the wrong 
data from web pages if the pages are modified by site owners after the scripts are 
created. Toped formats help make Robofox web macro scripts more robust to web 
page changes. When constructing a script, an end-user developer can highlight a clip-
board item, which is a variable that is initialized by a copy operation in the script. 
This opens Toped so the end-user developer can create a new format or select an 
existing format. Robofox then creates an assertion specifying that after the copy op-
eration, the clipboard should contain a string that matches the format. At runtime, if a 
string violates any constraint in the format, then Robofox displays a warning popup to 
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explain that the assertion is violated, enabling the end-user developer to modify the 
script or cancel execution if necessary. 

To validate Excel spreadsheets, end-user developers highlight some cells, click a 
button, and select a format file, which can be customized if desired. Alternatively, 
clicking another button causes Toped to infer a new format using the highlighted cells 
as examples, and then the new format is presented for editing. Based on the grammar 
generated from the format, the plug-in validates each highlighted cell and flags each 
invalid cell with a red triangle and a tooltip showing a targeted error message. End-
user developers can browse through comments using Excel’s Reviewing feature. 

Toped’s format editing user interface runs on Microsoft .NET 2.0 and is imple-
mented in C#. Toped’s parser for validating data against formats is available as a 
.NET library and as a Java library. All code has been made available as open source 
so that other researchers can continue to apply formats in new and innovative ways. 

5   Expressiveness Evaluation 

In many cases, “forms-based systems lack generality” [12] since they provide a rela-
tively small set of primitives. Consequently, we evaluated the expressiveness of 
Toped by implementing formats for a range of data types commonly encountered by 
end users. As this was an evaluation of expressiveness, not usability, we implemented 
the formats ourselves as expert users. 

5.1   Data and Method 

To identify test data, we ran logging software for three weeks on four administrative 
assistants’ computers. When a user filled out a web form in Internet Explorer (these 
users’ preferred browser), the logger recorded the fields’ HTML names and some text 
near each field (to capture the fields’ human-readable labels).  

For each field, the logger recorded a regexp describing the string that the user en-
tered. (We recorded a regexp rather than the literal string to protect users’ privacy.) 
To generate regexps, we converted each lowercase letter to the regexp [a-z], upper-
case to [A-Z], and digits to [0-9], then concatenated regexps and coalesced repeated 
regexps (e.g.: user0@XYZ.EDU  [a-z]{4}[0-9]@[A-Z]{3}.[A-Z]{3}). 

We manually examined many of the 5897 logged regexps and wrote scripts to 
gather fields into semantic families such as “email” and “currency” based on HTML 
names and human-readable text near the fields. As shown in Table 2, 5527 (93.7%) 
fell into one of 19 semantic families. Using the regexps as a reference, we created 
formats for the 14 asterisked families. We omitted 3 families (justification, descrip-
tion, and posting title) because each would have simply required a sequence of any 
characters. That is, it is doubtful that these fields have any semantics aside from 
“text.” We omitted usernames and passwords because we wanted to post formats 
online and did not want to reveal formats of our users’ authentication credentials. 
Finally, we used our parser to test formats with sample strings, which we generated 
by referring to concrete regexps in the log and by using our knowledge of formats’ 
semantics (such as what might constitute an email address).  
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Table 2. Semantic families gathered from user data. Asterisked groups were used for testing. 

Family name Strings Example regexp from logs Formats 
Needed 

Strings Not 
Covered 

project number * 821 [0-9]{5} 1 1 
justification 820 Very long   
expense type * 738 [0-9]{5} 1  
award number * 707 [0-9]{7} 1  
task number * 610 [0-9][A-Z] 2  
currency * 489 [0-9]\.[0-9]{2} 2 6 
date * 450 [0-9]{2}\/[0-9]{2}\/[0-9]{4} 2 2 
sites * 194 [a-z]{3} 1  
password 155 Several characters   
username 121 Several characters   
description 96 Very long   
posting title 65 Very long   
email address * 50 [a-z]{8}@[a-z]{7}\.[a-z]{3} 2 7 
person name * 48 [A-Z][a-z]{5}\s[A-Z][a-z]{8} 2  
cost center * 41 [0-9]{6} 1  
expense type * 41 [0-9]{5} 1 6 
address line * 37 [0-9]{3}\s[A-Z][a-z]{5} 

                     \s[A-Z][a-z]{4} 
1  

zip code * 28 [0-9]{5} 1  
city * 16 [A-Z][a-z]{8} 1  

5.2   Results 

We had little trouble expressing families as formats. Some required 2 formats, but this 
was reasonable, as web forms generally require inputs to be in a certain format. For 
example, we needed a format for dates like “10/12/2004” and another for dates like 
“12-Oct-2004”. 

When testing formats, we found that we had made 4 errors. Three were cases 
where we failed to mark a part as optional. The fourth error was an apparent slip of 
the mouse, in which we indicated that a constraint was often true rather than always 
true. The version of the editor that we used for this evaluation did not have the testing 
feature (Step 3 in Fig. 1). We noted that these errors probably could have been found 
if we had been able to test our formats when we created them. Therefore, after our 
evaluation, we added the editor’s testing feature. 

After correcting these errors, our formats covered 99.5% of the 4250 strings used 
for testing. The 22 strings not covered included 17 apparent typos in the original data 
and 4 cases that probably were not typos by the users (that is, they were intentionally 
typed), but we suspect that they may have been invalid inputs, nonetheless. For ex-
ample, in 2 cases, users entered a month and a year rather than a full date. The final 
uncovered test value was a case where a street type had a trailing period, and the edi-
tor offered no way for us to express that a street type may contain a period but only in 
the last position, a limitation that has recently been addressed. Formats’ effectiveness 
at identifying invalid values suggests that they are powerful enough for validating a 
variety of data types. 
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6   Usability Evaluation 

We conducted a between-subjects experiment to assess Toped’s usability. As a base-
line, we compared Toped to Lapis (which was described in Section 2) because Lapis 
patterns are more expressive than regexps or CFGs, and were previously shown to be 
usable by end-user developers [9]. 

Using emails and posters, we recruited 7 administrative assistants and 10 graduate 
students, who were predominantly master’s students in information technology and 
engineering. None had prior experience with Toped or Lapis, but many had some 
experience with programming or grammars. We paid $10 to each. 

We randomly assigned each to a Toped or Lapis group. Each condition had four 
stages: a background questionnaire, a tutorial for the assigned tool, three validation 
tasks, and a final questionnaire. 

The tutorial introduced the assigned tool, coaching subjects through a practice task 
and showing all tool features necessary for later tasks. Subjects could ask questions 
and work up to 30 minutes on the tutorial. 

The validation tasks instructed subjects to use the assigned tool to validate three 
types of data. Subjects could spend a total of up to 20 minutes on these tasks and 
could not ask questions. Subjects could refer to the written tutorial as well as an extra 
reference packet extensively describing features of the assigned tool. 

6.1   Task Details 

In Lapis, text appears on the screen’s left side, while the pattern editor appears on the 
right. End-user developers highlight example strings, and Lapis infers an editable 
pattern. Lapis highlights each string in purple if it matches the pattern or yellow if it 
does not. For comparability, we embedded Toped in a text viewer with the same 
screen layout and highlighting. Each example string on the left was highlighted in 
yellow if it violated any constraints or purple otherwise. 

Each task presented 25 strings drawn from one spreadsheet column in the EUSES 
corpus, an existing collection of spreadsheets from the web [4]. Each column also 
contained at least 25 additional strings that we did not show but instead reserved for 
testing. All 50 strings were randomly selected. 

The first task used American phone numbers, the second used street addresses (just 
the street address, not a city or state or zip), and the third used company names. We 
selected these types to exercise Toped on data ranging from highly structured to rela-
tively unstructured. The data contained a mixture of valid and invalid strings. For 
example, most mailing addresses were of the form “1000 EVANS AVE.”, but a few 
were not addresses, such as “12 MILES NORTH OF INDEPENDENCE”.  

We told subjects that the primary goal was to “find typos” by creating formats that 
properly highlighted valid strings in purple and invalid strings in yellow. To avoid 
biasing subjects, we did not use Toped or Lapis keywords in the description of validity. 
To further clarify the conditions for validity, the task instructions called out six strings 
for each data type as valid or invalid. 
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Table 3. Results comparing Toped to Lapis 

 Toped Lapis Relative 
Improvement 

Significant? 
(Mann-Whitney) 

Tasks completed 2.79 1.75 60% p<0.01 
     
Typos identified     
  On 75 visible strings 16.50 5.75 187% p<0.01 
  On all 150 strings 31.25 9.50 229% p<0.01 
     
F1 accuracy measure     
  On 75 visible strings 0.74 0.51 45% No 
  On all 150 strings 0.68 0.46 48% No 
     
User satisfaction 3.78 3.06 24% p=0.02 

6.2   Results 

We asked subjects to think aloud when something particularly good or bad occurred 
in the tool. One Toped subject interpreted these instructions differently than the other 
subjects, as she spoke aloud about virtually every mouse click. We discarded her data 
from analysis, leaving 8 subjects assigned to each group. 

As shown in Table 3, we used the conservative Mann-Whitney (Wilcoxon) statisti-
cal test, since our sample was small and we could not assume normally distributed 
data (though all measures’ medians were very close to the respective means).  

Tasks completed. In the allotted time, Toped subjects completed an average of 2.79 
tasks, while Lapis subjects averaged 1.75 (Table 3), a significant difference (Mann-
Whitney, p<0.01). Toped subjects were more successful at their primary goal, finding 
typos. Of the 18 actual invalid strings in the 75 visible strings, Toped subjects found 
an average of 16.5 invalid strings, compared to 5.75 for Lapis subjects, which was a 
significant difference (Mann-Whitney, p<0.01). In addition, of the 35 typos in the 
total set of 150 test strings, the completed Toped formats found an average of 31.25 
invalid strings, whereas completed Lapis patterns found only 9.5, a significant differ-
ence (Mann-Whitney, p<0.01). 

Accuracy. Finding invalid data is not sufficient alone. Validation should also classify 
valid data as valid. We evaluated accuracy using F1, a standard statistic commonly 
used to evaluate classifiers, with typical F1 scores in the range 0.7-1.0 [3]. F1 com-
bines measures for “false negatives” and “false positives”. Compared to simply count-
ing classification errors, F1 more effectively “discourages classifiers that sacrifice one 
measure for another too drastically” [3]. The 23 completed Toped formats had an F1 
of 0.74 on the 75 visible strings and 0.68 on all 150 strings, whereas the 14 completed 
Lapis patterns had respective scores of 0.51 and 0.46, though these inter-tool differ-
ences were not statistically significant (Mann-Whitney, p<0.05). Thus, Toped subjects 
completed more tasks without sacrificing accuracy.   
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User satisfaction. We assessed user satisfaction because end-user developers such as 
students and administrative assistants typically do not need to program to get their 
work done: they can choose a manual approach rather than a programmatic approach 
if they do not like their programming tool [12]. 

Subjects generally commented that Toped was easy to use, “interesting” and “a 
great idea”. Most suggested other types of data to validate, such as email addresses, 
license plate numbers, bank record identifiers, and other application-specific data. 
One subject commented that it was unintuitive to represent “two options” (disjunc-
tion) as two constraints with parallel structure.   

The satisfaction questionnaire asked subjects to rate on 5-point Likert scale how 
hard the tool was to use, how much they trusted it, how pleasant it was to use, and if 
they would use it if it was integrated with spreadsheets or word processors. We found 
that we could combine answers into a moderately robust scale (Cronbach’s al-
pha=0.74). On this scale, subjects reported an average satisfaction of 3.78 with Toped 
and 3.06 with Lapis, a significant difference (Mann-Whitney, p=0.02). 

No confounds with background. Subjects had different job categories and varying 
experience with grammars and programming. Yet for each tool, we found no 
statistically significant effects (Mann-Whitney, p<0.05) on task completion, format 
accuracy, or user satisfaction based on this prior experience or job category.   

6.3   Comparisons to Other Studies 

Regexp study. Though not perfectly comparable, it appears that subjects completed 
our tasks with Toped more quickly and accurately than subjects completed tasks with 
regexps in a study during SWYN’s development [1]. For each of 12 data types 
presented in random order, that study asked 39 graduate students to identify which of 
5 strings matched a provided regexp that was written in one of four notations. 
Average speeds on the last six tasks (after subjects grew accustomed to the notations) 
ranged from 14 to 21 seconds per string, and error rates ranged from 27% to 47%. 
(No F1 was reported.) In contrast, Toped subjects were faster and more accurate, not 
only checking strings, but also constructing a format at an average of 15 seconds per 
string (373.8 sec / task) with a simple classification error rate of only 19%. 

Formative study. As in our formative study, our initial questionnaire (prior to 
validation tasks) asked subjects to write descriptions of US postal addresses and 
person names. Slightly more than half of responses (17) were sentences calling out 
parts by name. In some cases, they specified constraints on parts, whether implicitly 
in names (“street number” implies the presence of digits) or explicitly (“5 digit zip 
code”). Constraints often included an adverb of frequency. This description style is 
consistent with the earlier results and a close match to Toped’s style of interaction. 

Our questionnaire also uncovered an additional way that people describe data as a 
series of constrained parts. Many questionnaire responses (15) were non-sentence 
templates listing parts by name and visually showing spaces or punctuation separating 
parts. As in the sentence-like descriptions, many constraints were implicit in names, 
but explicit constraints were rarely specified. Our earlier study probably did not un-
cover this visual way of describing a series of constrained parts because the formative 
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study required participants to verbally describe data, whereas this questionnaire asked 
participants to write descriptions, and the written medium is much more conducive to 
communicating template-like (visual) descriptions. 

7   Recent Editor Improvements 

During the evaluations described above, we observed the need for several editor im-
provements, which we have implemented and will evaluate below. 

7.1   Requirements for Improvements 

Sharing parts between formats. During the expressiveness evaluation, we observed 
that implementing validation for a semantic family often required more than one 
format. In most cases, these formats had the same parts but different separators and 
different ordering of parts. For example, person names could be written as “Otto von 
Bismark” or as “von Bismark, Otto”. In addition to the multi-format semantic families 
shown in Table 2, we have observed many other kinds of multi-format strings such as 
credit card numbers (written as “1234 5678 9012 3456” or “1234567890123456” or 
“1234-5678-9012-3456”) and phone numbers. The parts in these formats have 
identical constraints—it is merely the manner of combining the parts that differs. 

In such cases, it would be ideal if the user could create a part and reuse its con-
straints in multiple formats. In the existing editor, this would only have been feasible 
by putting the first name into a format of its own, the last name into a format of its 
own, and then referencing these formats when creating the person name formats. This 
would lead to a rapid increase in the number of formats and format management com-
plexity. Perhaps a particular user might still want to store the first and last name for-
mats separately, in order to validate fields that should only contain a first or last name 
rather than a full person name, but at least the end-user developer should be able to 
make that choice rather than having it forced onto him. 

Referencing collections of formats. Another consequence of the multi-format nature 
of users’ data is that a format’s part might match one of several formats. For example, 
a month can be written as “Aug”, “August”, “08”, or “8”, and when a month is refer-
enced in a date, humans typically can understand the date regardless of which format 
is used for the month (with caveats about ambiguity among the day, month and year 
parts, which we discuss later). The implication for our format editor is that it would be 
ideal if a user could not only reuse one format in another format, but if they also could 
reference a collection of formats when specifying a part in another format. 

Tailoring constraints to kinds of parts. In our expressiveness study, we noted that 
several kinds of parts frequently appeared, and the kind of the part strongly influenced 
the applicable constraints. Numeric parts always contained numeric characters, never 
contained alphabetic characters, always had Numeric constraints, and rarely needed 
Substring constraints. Word-like parts rarely contained numeric characters (with ex-
ceptions like usernames in email addresses), always contained alphabetic characters, 
sometimes contained punctuation, and often needed Substring constraints. 
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Despite the existence of these kinds of parts, Toped treated each part as a “generic” 
part, rather than tailoring the interface to each kind of part. Consequently, adding a 
new constraint to a part required selecting the desired constraint from the full list of 
available constraints, rather than a shortened list of constraints relevant to that kind of 
part. It would be ideal if the editor instead showed the most relevant constraints for 
each kind of part, with an option to add other kinds of rarely-relevant constraints. 

Showing disjunction more clearly. Finally, during the user study, a single 
participant commented that it was unintuitive to represent “two options” (disjunction) 
as two constraints with parallel structure. Disjunction most commonly occurred when 
different separators could be used between parts (such as writing a North American 
phone numbers as “888-888-8888” or “(888) 888-8888”), or when the part could start 
or end with certain particular options. The disjunction of separator options is actually 
the same issue as having multiple formats with the same parts (discussed above). As 
for Substring disjunctions, it would be ideal if choices for starting or ending strings 
could be listed within the same constraint, so as to avoid multiple parallel constraints. 

7.2   Toped+: An Improved Prototype for Editing Formats 

Our latest format editor, called Toped+, refers to a collection of formats as a “data 
description” (Fig. 3). The data description can contain one or more variations that 
contain parts interspersed with separators. This presentation was inspired by the 15 
cases where usability study participants used non-sentence templates listing parts by 
name and visually showing spaces or punctuation separating parts. Toped+ supports 
drag/drop and copy/paste operations for creating and manipulating parts, as well as 
instantiation of parts or an entire data description from examples. 

Each part has constraints, which can be edited by clicking on the part. Toped+ sup-
ports three kinds of parts—Numeric, Word-like, and Hierarchical (referencing another 
data description—and each icon in the Toolbox corresponds to a prototype instance of 
a part or separator. When the user drags a new part from the Toolbox on the left, the 
part’s editor is “pre-loaded” with a default set of constraints that are usually appropri-
ate for that kind of part. In addition, the user can add Pattern, Literal, Substring, and 
Repeat constraints to any kind of part. Substring constraints can contain a disjunction 
of options. To test part constraints, each part icon has a user-editable example, which 
is validated using the part’s constraints (generating a targeted message in a tooltip if 
the example fails to meet the constraints). 

Thus, this improved interface directly meets three of the four requirements above: 
sharing parts between formats, tailoring constraints to kinds of parts, and showing 
disjunction more clearly. Support for the fourth requirement, referencing collections 
of formats, is more complex and has implications that require deeper explanation. 

Referencing collections of formats. Toped+ allows users to create a Hierarchical part 
that references an existing data description, which may contain multiple variations. As 
a result, each variation actually corresponds to multiple formats. In this way, it is 
possible to quickly build up quite complex validation code.  

For example, a month data description might have three one-part variations (the 
first of which would recognize “August”, the second for “Aug”, and the third for “8”),  
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Fig. 3. Using Toped+ to edit variations of a phone number data description. Each variation 
appears on one row and consists of a series of parts (each of which may appear on multiple 
rows). Dragging and dropping a prototype’s icon from the Toolbox creates a new part, and the 
editor also supports drag/drop re-arrangement of parts as well as copy/paste. Users can click the 
example in a part’s icon to edit it, while clicking other parts of the icon displays widgets for 
editing its constraints, which are shared by every instance of the part. As in Toped, clicking  
adds a constraint, while clicking  deletes the constraint. Users can toggle whether each space 
character is shown with a special character or as an invisible blank. 

a day data description might have one variation, and a year data description might have 
two one-part variations (for two-digit and four-digit years). Concatenating hyphen 
separators with month, day and year parts (each referencing the respective data 
description) would yield 6 formats visually represented on-screen by a single date 
variation. The user could duplicate this variation by copy/paste, then change the new 
variation’s separators to slashes, yielding another six formats in just a few user inter-
face operations. Dates are perhaps the most complex kind of string data that we have 
encountered, in terms of the number of formats. Yet because the parts are shared be-
tween variations, and because parts reference data descriptions rather than particular 
formats, it is possible to show many formats in relatively little space. This conciseness 
helps to greatly reduce the data description’s visual complexity. 
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Ambiguity. A consequence of parsing against collections of formats, rather than 
particular formats, is the possibility of ambiguity. For example, should “02/06/08” be 
interpreted as a date in February, June, or August? Careful consideration, however, 
reveals that this is a false dilemma: the role of validation is to check whether this 
string matches any valid date, so it does not matter which date it refers to. 

Forgetting about Toped for the moment, it would be perfectly reasonable for a 
skilled programmer to validate dates with a (very complex) regexp that had a disjunc-
tion of many different date formats, even though the regexp would be incapable of 
indicating which date format had been used. The regexp’s job is to identify invalid 
dates, not to identify a valid date’s format. On the other hand, if the programmer 
wanted users to enter values in a particular format, then he would instead use a more 
specific regexp that only recognized that particular format. Unfortunately, this would 
require the programmer to maintain a separate regexp for each particular format, since 
it would not be feasible to reuse the general-purpose format. 

The same reasoning also applies to Toped+, but with improved reusability of vali-
dation code. If an end-user developer wants to validate dates against a specific format, 
then (unlike in the case of regexps), a general-purpose data description can still be 
reused. In this case, the user associates the data description with the input field and 
provides an example of the preferred format to our plug-in for Microsoft Excel or 
Visual Studio.NET. The plug-in calls our parser to parse the example in order to iden-
tify the desired format. (Obviously, the example must match one format, as in 
“12/31/99”, in order to unambiguously specify the preferred format.) The plug-in 
associates this preferred format with the field so that at runtime, inputs are checked 
against the demonstrated format rather than the entire data description. Thus, Toped+ 
supports validating inputs against particular formats, but without the hassle of main-
taining separate validation code for every format.  

7.3   Evaluating Toped+ Improvements 

Cognitive Dimensions is an established framework for qualitatively evaluating non-
orthogonal aspects (“dimensions”) of a notation, programming language or user inter-
face, and for discussing trade-offs between different designs [5]. Example dimensions 
include Closeness of mapping, Abstraction gradient, Juxtaposability, and Visibility. 
Below, we consider 12 dimensions that are highly relevant to the task of creating 
formats, in order to identify strengths and weaknesses of Toped+ relative to Toped. 

Closeness of mapping. Both Toped+ and Toped have excellent closeness of mapping 
to the problem domain, since like end-user developers, they describe formats as a 
sequence of constrained parts. We believe that this closeness of mapping was a key 
ingredient to Toped’s success in the user study. Moreover, Toped+ constraints are 
associated with parts, rather than appearances of parts in particular formats, yielding 
better closeness of mapping to the kinds of data that appear in the real world. 

Abstraction gradient and Hidden dependencies. Both Toped and Toped+ require 
users to comprehend and manipulate constraint, part, and format abstractions. In 
addition, Toped+ requires users to comprehend variations and data descriptions. Yet 
Toped+ is not “abstraction-hungry” in the sense of requiring users to create multiple 
variations if they are not needed for a particular data description. 
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The usual problem introduced by reusable abstractions is the possibility of hidden 
dependencies. This caution applies to Toped+, since if a user edits a part by clicking 
on its icon in one variation, then any changes will also affect the part as it appears in 
other variations. We have attempted to mitigate this potential for confusion by high-
lighting every one of a part’s icons throughout the data description when a user clicks 
on a part (Fig. 3). Another form of hidden dependency, which applies to both Toped 
and Toped+, is the fact that formats are indirectly affected when referenced formats 
change. Future versions of Toped+ should mitigate this potential for confusion by 
listing the data descriptions that reference the data description currently being edited. 

Juxtaposability, Diffuseness, and Visibility. In Toped, it was impossible to view 
two formats side-by-side at the same time. Toped+ places formats adjacent to one 
another, making it straightforward to see differences in separators and part ordering. 

Toped and Toped+ both suffer from a common problem of visual languages in re-
quiring a great deal of screen space. Toped+ mitigates this diffuseness by only show-
ing a part’s constraints when the user clicks on the part’s icon, which frees up enough 
screen space to show several variations at the same time. This design decision im-
proves visibility but decreases the juxtaposability of parts’ constraints, since it is 
therefore impossible to view two parts’ constraints simultaneously. Fortunately, it is 
fairly rare that two parts need to have similar constraints, so we believe that it is more 
valuable to show multiple variations than multiple parts at the same time. 

Error-proneness and Premature commitment. We expect the constraint editors in 
Toped+ will help reduce error-proneness relative to Toped, since users would need to 
make a special effort to create senseless combinations of constraints.  

The trade-off with this decision is that users must choose a particular kind of part 
before configuring the part’s constraints. This is a form of premature commitment, 
since the user must manually back out of an error to a previous state (by deleting the 
part) before performing a more correct operation. It would be ideal if Toped+ pro-
vided a feature to change the kind of a part, but we believe that it is infeasible to pro-
vide such a feature because of the richness of the supported constraints. Therefore, we 
have attempted to mitigate this problem by making it simple to delete a part (by click-
ing on it and typing Control+Delete, or selecting Delete under the Edit menu) and to 
create a part (by dragging a prototype from the Toolbox). 

Viscosity. Toped+ greatly reduces the effort required to make changes to programs 
(viscosity). One reason is that simple operations are faster because Toped+ supports 
drag/drop and copy/paste. Another reason is that fewer user interface operations are 
required because it is so easy to reuse constraints and data descriptions. 

Hard mental operations, Progressive evaluation, and Secondary notation. We 
have tried to minimize the need for hard mental operations in both Toped and Toped+ 
through support for inferring formats (or even particular parts in Toped+) from 
examples. Progressive evaluation is supported in Toped+ by letting the user enter an 
example (in the part’s icon) that is validated with the part’s constraints. In addition, 
the user can enter a list of examples to test the data description as a whole—just as a 
format could be tested in Toped. Moreover, unlike in Toped, the example strings 



260 C. Scaffidi, B. Myers, and M. Shaw 

entered for testing  in Toped+ are actually stored with the data description, so they can 
serve as a form of “use case” secondary notation that provides additional information 
about the function of the data description. In both editors, users provide human-
readable names for parts and data descriptions, which is a form of secondary notation. 

8   Conclusion and Future Work 

The central insight described in this paper is that end-user developers tend to describe 
string inputs as a series of constrained parts. We have found that this way of describ-
ing data is expressive enough for validating many kinds of data, and we have used 
this insight to design a tool that helps end-user developers create validation formats 
more quickly and accurately than is possible with existing tools. Our studies identified 
the need for editor improvements that we have implemented. Based on an analysis 
using the Cognitive Dimensions framework, we believe that the enhanced editor will 
be even more usable than the first version. We conclude that describing strings as a 
series of constrained parts is an effective approach for structuring validation code. 

Future work will continue to develop Toped+ by providing highly-usable support for 
implementing functions that transform strings among the different formats of a data 
description. We have already prototyped a minimalist tool for implementing basic inter-
format transformations, such as fixing capitalization and tweaking separators [16]. How-
ever, we have not integrated this tool with Toped+, since we anticipate that can do even 
better by developing algorithms that automatically implement these basic transformations 
based on the layout of a data description’s variations. We will also support custom trans-
formations with a general-purpose language such as JavaScript.  

In addition, we are designing a repository that will enable end-user developers to pub-
lish, find, and reuse data descriptions. As noted in the introduction, the main problem with 
existing repositories is with the underlying notation, rather than the idea of a repository per 
se. Since Toped+ provides a means for end-user developers to inspect and modify formats 
in a notation that has strong closeness of mapping to the problem domain, we anticipate 
that a final summative user study will show that integrating a repository with Toped+ 
enables end-user developers to conveniently browse, select, reuse and customize data 
descriptions to validate data. 
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Abstract. This paper describes the design and implementation of a tool to allow 
people without programming experience to customize the functionality and user 
interface of a multi-device museum guide. It consists of a direct-manipulation 
visual environment that supports editing of the main features of a museum 
guide and the creation of the associated interactive games. The tool then gener-
ates application versions for access through both mobile and large screen sta-
tionary devices. We also report on a first empirical evaluation carried out with 
museum curators. 

Keywords: End User Development, Multi-Device User Interfaces, Mobile Mu-
seum Guides. 

1   Introduction 

End-User Development (EUD) [8] has focused mainly on desktop applications. How-
ever, mobile technology has penetrated many application domains and mobile devices 
are more and more powerful in terms of  processing and interaction resources. There 
is an increasing number of applications that aim to exploit such technological offer-
ings. Non-professional developers already have difficulties in developing applications 
for desktop systems, and targeting multi-device environments is too complex, unless 
they are  adequately supported [4]. The prototype described in the paper is an example 
of a domain specific EUD environment. The identification of key semantic building 
blocks and target scenarios guided the creation of an intuitive metaphorical tool to 
configure context-sensitive museum guides, including educational games and multi-
device deployment. 

In particular, we consider the museum application domain, in which software ap-
plications are increasingly used to assist visitors in accessing the relevant information. 
In addition, museums are dynamic entities and often change the items on exhibit or 
their locations.  Thus, it is important to allow their curators, who presumably have no 
programming experience, to be able to (re)configure the mobile guide, its content and 
interactive behaviour.  

Our work aims to allow museum curators to easily create and modify guides acces-
sible through both mobile and large screen stationary devices, providing a rich set of 
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interactions with the museum information, including some interactive games, which 
can be useful to improve and assess the learning experience. 

2   Related Work 

A visual strategy for developing context-aware applications was proposed in [7]. Such 
a system, called iCAP, allows end-users to design application prototypes by defining 
elements (objects, activities) and rules (associations between actions and situations). 
The rules are graphically edited through basic operations like dragging the defined 
elements onto rule sheets. Another framework to support people without program-
ming experience is eBlocks [6]: it facilitates the creation of customized sensor-based 
systems and the configuration of condition tables. 

Differently from iCAP and eBlocks, which are not specifically dedicated to end 
user development for mobile environments, our investigation is focused on solutions 
for facilitating the management of content and the associated interactive functionality 
also on mobile devices (namely, PDAs and smartphones). 

Akesson et al. [1] present a user-oriented framework to ease the reconfiguration of 
ubiquitous domestic environments. The support, running on a tablet PC, adopts a 
different paradigm, based on jigsaws. 

Carmien and Fisher [5] describe a framework for customizing mobile applications 
to help people with cognitive disabilities. A graphic editor, intended to be used by the 
caretakers, facilitates the management of the task-support scripts for helping the dis-
abled. The evaluation of the editing environment, called MAPS-DE, revealed that the 
caretakers appreciate the possibility of customizing the prompting system for the 
needs of individuals with specific disabilities. Like MAPS-DE, our environment also 
allows the customization of mobile solutions, but it has educational purposes rather 
than disabled support and it also allows the generation of application versions for 
stationary systems with large screens. 

The use of educational games on mobile phones for enhancing scholars’ visit of ar-
chaeological sites is treated in [2] which, however, does not deal with the develop-
ment and modification of application content and behaviour. 

Bellotti et al. [3] propose a framework for developing edutainment applications, 
such as mobile tourist guides. The paper also deals with the issues related to the inter-
action between the user and the mobile device when rich multimedia content is pre-
sented, but it does not provide solutions for end-user development. 

Some ideas regarding general environments for end-user development of multi-
device interactive applications are in [4] but such ambitious goal has not found a 
definitive solution. In this work we focus on a specific application domain (museums) 
and present a solution that can be applied to other domains as well, and which can be 
extended to support adaptation to a broader set of devices. 

3   The End-User Development Environment 

In order to facilitate content creation for the guide of a new museum and/or changes 
to an existing one and the associated interactive behaviour, we have developed a  
specific visual environment for the desktop PC. The guide editor tool (as well as the 
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resulting mobile and stationary versions of the guide) has been written in the .NET C# 
language. This tool accesses an XML-based description of the museum, which defines 
rooms, their layout, and artwork positions as well as additional information. Starting 
with such data, which includes the photos and descriptions of the artworks, the editor 
allows users to: 

• Create museum rooms or sections by simply drawing polygons on the overall 
museum map; 

• Create links for navigation among rooms using icons (e.g.: arrows or stairs) or 
text boxes; 

• Add, remove or change artwork icons and select the associated photo, informa-
tion, video and text files, used by the TTS (Text-to-Speech) engine to create the 
vocal comments on the fly. Each artwork can be associated with a tag (RFID, in 
our case) for automatic user localization purposes at run time (see Figure 1). The 
tag ID inserted in the editor is basically a string and the editor functionality is 
independent of the localization technology actually used by the guide applica-
tion: the matching between the detected tag(s) and the associated artwork(s) is 
solved at run time when a new tag event occurs. This type of event is triggered 
by the localization module that interfaces with the hardware; 

• Create help sections; 
• Insert interactive regions on the overall museum map for quick room selection 

(allowing the user to manually change room by clicking them); 
• Create instances of educational games; 
• Insert, by drag-and-drop, game instances, which are associated with specific 

artworks. 

3.1   The Museum Maps 

Figure 1 shows the interface for editing the museum virtual environment. The rooms 
and the associated items are listed on the left side in a tree structure (elements can be 
expanded for editing). The same strategy is used in the right panel for listing the avail-
able resources (e.g.: photos). The central part is dedicated to the room currently being 
edited. New elements can be added to the room by just selecting the corresponding 
icons from the toolbox and locating them in the museum map through drag-and-drop. 

After saving the configuration, the tool generates a collection of XML files, which 
define the corresponding database and can be simply deployed on the devices (mobile 
and stationary). The two database versions differ mostly in the detail level of the mul-
timedia resources. The stationary device package contains pictures and videos with 
higher quality than the mobile one. In this way it is possible to exploit the better reso-
lution of the large screen (e.g.: for items preview) and to save storage space on the 
mobile device. On the guide application at run-time the information available is  
presented differently depending on the type of device (thus, for example, long de-
scriptions are presented only on request on the mobile, while they are immediately 
rendered on the large screen). 

Currently, the rules determining how the user interface will appear in the two dif-
ferent platforms are pre-defined. In future work they will be generated from logical 
descriptions taking into account the capabilities of the target devices. 
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Fig. 1. The main window of the museum maps editor (top) and the form for setting the exhibit 
parameters (bottom) 

3.2   The Games 

The environment supports six types of individual games. Figure 2 shows the user 
interface for each: 

• Associations requires the player to link images to information items, e.g. the 
picture of an artwork with its name. 

• Details shows an enlargement of a small portion of an image. The player has 
to guess which of the items the detail belongs to. 



 Cicero Designer: An Environment for End-User Development  269 

• Chronology requires the user to order the images of the artworks shown ac-
cording to their creation date. 

• In the find the word game the user is requested to guess a “hidden word” re-
lated to an exhibit attribute: the number of characters composing the word is 
provided as a facility. 

• In the memory game, the user has to observe an image for a while. After the 
image has disappeared s/he has to answer a question related to the image. 

• The quiz is a single-answer multiple-choice question. 
 

 

Fig. 2. The six individual games displayed on the PDA 

We chose these types of games with the aim to enhance the museum visitor’s ex-
perience without interfering with the visit: users need not spend time in understanding 
the game rules, but should exploit the museum information in order to find the solu-
tion. For this reason the games are simple, and the difficulty depends mostly on the 
content. 

The interface for editing a game has been designed to look like a preview of the 
corresponding game: the user enters the questions, the images and the captions, and 
provides the solution for the game.  
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Fig. 3. The window for creating an “associations” game 

To create a game, the user selects the game type (associations, chronology etc.), 
then associates the artwork (or the artworks if the game involves more than one, i.e. 
associations and chronology), and finally provides the proper content. After creating 
the game, a star will appear over the corresponding artwork icon. It is possible to 
associate a set of games to an artwork. 

Figure 3 shows an example of creating an association game: the environment 
prompts the user (i.e., the museum curator) to provide the images, the corresponding 
names and the relations among them. Although every game is bound to one or more 
artworks, the game is not a field of the artwork data structure, that is to say it is not 
contained in the artwork definition. Thus, the game generation is a more dynamic 
process than a simple content addition. Indeed, each new game consists of a set of 
resources (texts, pictures) contained on, or referred by, a piece of XML code compli-
ant to the specifications of the template. The association between artwork and game is 
then solved by the editor preview form, as well as by the guide application, to enable 
the graphic engine to draw the game icon. At run time, museum visitors may try the 
possible associations and receive the corresponding feedback whether the answers are 
correct or not. 

This high configurability of the environment has made it possible to create a guide 
for the Natural History Museum of Calci involving one collaborator of our laboratory 
for about one week. The availability of an EUD tool for museums is judged impor-
tant, especially after the guide application deployment, since the layout of a museum 
can often change. The museum curators can thus directly update the data and func-
tionality of the guide, even without knowing the underlying implementation language. 

4   The Resulting Application 

The resulting application can be used through either a PDA or a desktop system,  
including desktops with large screens. While the two application versions have a  
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similar logic, their user interfaces vary in order to better adapt the different screen 
sizes (3.5 and 42 inches). In addition, users can dynamically transfer part of the user 
interface from the mobile to a large screen when one is nearby in order to opportunis-
tically exploit its better resolution or share information and comments on it with other 
visitors. Figure 4 shows how, after migration to the stationary device, the user can 
access the content that was available on the PDA through richer presentations. On the 
PDA, the map items are icons (A1), while on the large screen images are used (A2). 
The artwork/exhibit preview on the desktop (B2) has a picture with a better resolution 
than in the PDA (B1), and the text is shown in its entirety (while on the PDA the 
description is provided vocally) and the position of the visited section with respect to 
the museum map is presented as well. 

Thus, the user interfaces differ depending on the mode in which the application is 
accessed: mobile only, desktop only, distributed across the two platforms. 

In the case of mobile access: 

• The item has a label, a low resolution photo (about 150x200 px), chronology 
and a summary of main information (e.g., authors for artworks or scientific 
names for animals). The description is automatically read by text to speech 
software; 

• The games are represented by title and description (or question, if any), item 
photo, UI for answering through PDA-designed interaction (e.g., four clicks in 
sequence for chronology order); 

• Museum visit consists of presenting section/room maps with low resolution 
icons of the items. 

In the case of stationary access through large screens: 

• Items are presented by name, high resolution photo (about 800x600 px), de-
tailed description, context information (life of the author and historical descrip-
tions for artworks, species information for animals etc.), related items, position 
in the museum and path from current position. 

• Games are represented as in the PDA, with high resolution photos of the items 
and standard desktop interactions. 

• Museum visit is supported through high resolution section or room maps with 
the possibility to change the display of the items using icons, previews or both, 
and whole museum map with current position, as well as collaborative game 
status 

In the case of distributed user interface: 

• The PDA shows game title, description (or question) and the UI for answering 
through a PDA-designed interaction technique; 

• the desktop shows same title, description and high resolution photo of the 
items  
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Fig. 4. Device dependent representations: virtual section on PDA (A1) and large screen (A2); 
artwork preview on PDA (B1) and large screen (B2) 

5   User Test 

We performed a first user test of our end-user development platform for museum 
environments. In order to get feedback from the target users, we involved the curators 
of the Museum of Natural History in Calci (Italy). Two of them participated in the test 
session. Both had several years of experience on personal computers and applications, 
however they had never used any environment for managing museum content or, 
more generally, visual builders. 

Before starting the test, the participants viewed a short demonstration on the capa-
bilities of the tool and received explanations on the main components. Then, they 
were provided with the list of tasks to perform: 

• Set up one room (reflecting the real layout) 

o Extract the room map from the global museum map 
o Create, configure the exhibits and put them on the map 
o Insert the link items for section changes 

A1 

B2 

A2 

B1 
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• Add a new item to an existing room 
• Generate two educational games and bind them to existing exhibits. 

Both users were able to accomplish the assigned tasks. After performing the test, the 
users were requested to answer a questionnaire providing ratings (1 to 5) as well as 
subjective opinions and suggestions for improving the tested solution. Users rated  the 
tool’s features 4 and 5, and provided  positive feedback. The museum curators appre-
ciated the possibility of quickly editing the museum guide descriptions, not only for 
setting up new sections but also for managing the rooms whose layouts often change. 
This was considered a key feature for a museum guide: the curators often change the 
presentation of exhibits or artworks  (for special exhibitions, artists celebrations etc.), 
and a software without this possibility would soon be considered obsolete.  

One user reported that the ease of editing would enable easily creating ad-hoc 
games for teachers in order to evaluate their knowledge before actually accompanying 
students to the museum. The other user suggested enhancing the game editor interface 
with previewing capabilities, in order to let the user immediately see the actual pres-
entation provided to the visitors on the PDA. 

6   Conclusions and Future Work 

End-User Development has mainly focused on desktop applications, but people use 
more and more mobile devices as well in order to access interactive applications. In 
this work we present an environment to support end-user development of museum 
applications that can be accessed through both mobile and desktop devices. This work 
shows a systematic design pattern: domain analysis to define target functionality and 
building blocks for component-based design time, use of direct manipulation design 
principles, templates (in this case game patterns, for example). These principles can 
be transferred to other domains as well. 

Future work will be dedicated to the possibility of extending the approach in such a 
way to generate application versions accessible also through different modalities 
(such as voice) exploiting the use of XML-based declarative descriptions of user 
interfaces and a set of adaptation rules customizable by users. We also plan to conduct 
further empirical validation of the approach proposed.  
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Abstract. The contemporary practice of medicine, which is concerned both 
with national standards of audit and innovation through local customisation, is a 
prime domain for end-user development. In this paper we describe four experi-
ences of end-user development in this domain that offer interesting empirical 
examples. We look at existing practices through considering end-user customi-
sation of paper charts (1), compare the end-user customisation facilities  
provided by two applications for electronic patient records (2), assess the struc-
ture of an actual end-user development using one of these (3), and propose a 
longitudinal study of end-user customisation building on this work (4). 

Keywords: Patient records, Healthcare, End-user customization. 

1   Introduction 

Contemporary medical practice is fundamentally concerned with the definition and 
execution of standardised procedures. The creation of new standard procedures by 
individual hospitals or units, and the local refinement of existing procedures, is com-
monplace. Such local customization, even if minor, can be seen in a positive light, 
encouraging reflective professional practice [1], as well as innovation. Despite these 
potential benefits that procedural diversity carries, it causes problems for the applica-
tion of information technology to clinical practice, which for economic reasons is 
often deployed across a large number of client institutions. This conflict is well illus-
trated by the significant difficulties encountered in the implementation of the British 
National Program for Information Technology, a very large scale deployment of stan-
dardised clinical administration software [2].  

The combination of requirements, for both standardisation and customisation, 
means that Electronic Patient Record (EPR) systems are a natural target for end-user 
development or end-user customisation. (In this paper, we will refer to both as EUD.) 
Indeed, leading EPR products offer in addition to their standardised set of procedures 
and record formats, significant capabilities to support local end-user development. 
The already established medical practice of defining and refining procedures  
makes EUD application use in medical environments particularly interesting to study, 
as the practitioners are familiar with the process but not the technology. Such a  
situation provides the opportunity to assess customisation procedures without the use 
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of technology as well as a capability to home in on the problems stemming from the 
technology use, as we can assume that the process of negotiating customised proce-
dures is already smoothly established.  

This paper highlights a number of examples from our experiences with customisa-
tion procedures and EUD technology employed in healthcare environments. We 
begin by investigating the process of customisation without technology, by detailing 
how paper charts were developed in an intensive care unit (1). Moving on to look at 
customisation of technology, we present a comparison of the initial customisation 
procedures of two EPR systems, GE Healthcare Centricity EMR [3] and IMDsoft 
Metavision [4] (2). We then focus on a single system, Metavision, and explore how 
system structure affects end-user development (3). Finally, we change focus from the 
initial to the long-term practice of customisation, and propose how one might study 
long-term EUD usage in a medical environment (4). Despite the brevity of these 
examples, we aim to demonstrate in our conclusion that studies in the medical  
environment can offer insight into a wide variety of issues in the EUD application 
development process. 

2   Customisation on Paper (Case 1) 

As noted in the introduction, the creation and refinement of new procedures in medi-
cal contexts is both common and productive. Indeed it is considered an important skill 
for senior clinical practitioners and a way to provide innovative patient care. These 
procedures are traditionally deployed through the development of appropriate charts. 
Below we look at the customisation of paper charts found in an intensive care unit 
(ICU) of a cardiothoracic specialist, research-oriented hospital in the UK. We first 
detail a brief example of process and then discuss the end-result.  

2.1   Customisation of the CCOC Paper Chart 

A tremendous amount of data about a patient's state is collected from the many ma-
chines to which she is attached – heart rate, fluid balance, oxygen levels and blood 
results to name just a few. This data is organized in various charts, perhaps as many 
as 10, for use by different kinds of practitioners (e.g. nurses vs. doctors).  In order to 
utilize such a wealth of information, the director of this ICU discouraged narrative 
observations on charts, in favour of formalised tabular formats that could be easily 
reviewed and compared. The most commonly used chart shared by all practitioners, 
the Critical Care Observation Chart (CCOC), became, as a result, formalised to an 
extent that it did not accommodate the more diverse aspects of patient care with 
which nurses are concerned.  

In response, nurses developed the habit of turning the CCOC over, to write less 
structured observations on the back. However, as unstructured text presents problems 
in consistency and standard interpretation, the ICU nursing staff decided to define a 
standardised structure for nursing observations too. They revised the CCOC by print-
ing another grid on the reverse side, providing another, but different, knowledge 
structure for use by nurses.  
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We might note two points from this example of the customisation process. First, 
the process of formalisation and categorisation is a feature of organisational data 
management, a point observed by Bowker and Star [5] in an analysis of case studies 
that included the formalisation of nursing practices. It is therefore a process that is 
well practised, even when customisation happens without any EUD technology, a 
point that will be discussed further in section three. Second, it demonstrates a reac-
tive, incremental developmental process which suggests the importance of looking at 
long term usage of patterns of EUD application and not just the initial period of cus-
tomisation, something that will be done in section four.  

 

Fig. 1. A selection of more recently design paper charts in use at the ICU 

2.2   Examples of Paper Chart Customisation 

In Figure 1 and 2 we present a collection of charts from this ICU unit. Those in Figure 
1 are newer and more standardized than those in Figure 2. In particular, we would like 
to draw attention to the visual coherence that begins to appear in the newer charts. 
This suggests that not only is customisation happening on a chart-by-chart basis as the  
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Fig. 2. A selection of older paper charts in use at the ICU 

need arises (as above), but that there is concerted design of the information structure. 
Customising fields on a chart might be seen as end-user programming while design of 
an information structure may be likened to end-user software engineering. This dis-
tinction will be considered in more detail below.  
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3   Comparison of Two Health EUD Applications (Case 2) 

3.1   GE Healthcare 

The CHI 2006 workshop on End-User Software Engineering [6] included a represen-
tative of GE Healthcare, who described the customisation facilities of the Centricity 
Electronic Medical Record product [7]. The aspect of the system providing the focus 
of discussion was its facility for generating medical reports. Medical reports are stan-
dardised in structure and terminology, to an extent that suggests they might easily be 
generated automatically. Indeed, Centricity allowed doctors to define the content of 
an individual patient’s report using menus and checkboxes, then automatically gener-
ate the full prose text report from the resulting data fields. However, despite the clear 
advantages of standardised text (consistency, quality control, efficiency), individual 
doctors often have strong preferences for particular expressions or writing ap-
proaches, to an extent that makes them reluctant to use standardised text.  

The solution offered by the Centricity product is that doctors can customise report 
text generation in accordance with their own preferred style, using a “medical expres-
sion language.” Unfortunately, the computational complexity of transforming a prede-
fined set of terms into arbitrary prose constructs is such that this language includes 
most of the data and control features of a general purpose programming language 
(typed variables, conditionals, iteration and others). The instruction manual for the 
medical expression language resembled an introductory programming course, in both 
content and structure. Few doctors have the time to develop programming skills from 
scratch, leading on the one hand to a thriving third-party industry offering customisa-
tion services for Centricity, and on the other hand to a variety of costs and risks 
associated with the specification and debugging of any scripts written by relatively 
inexperienced doctors. 

3.2   IMDsoft Metavision 

The director of the above mentioned ICU considered the GE Healthcare product when 
implementing a new Electronic Patient Record system, but eventually selected the 
MetaVision product from IMDsoft. He reported to us, at the outset of our research, 
that customisation facilities had been a significant factor in that decision. Although 
MetaVision has a different set of customisable features, the encounter with a different 
product did provide us with an opportunity to compare end-user customisation and 
deployment issues associated with different products in the same market. At this ICU, 
report formats also provided an initial focus for customisation. However, it was not 
prose reports that were the main priority, but the layout and content of patient charts 
to monitor patient’s vital signs, drug administration and fluid balance.  

Implementation of Metavision at this ICU was mainly concerned with replicating 
the structure of these existing paper charts within the Electronic Patient Record. We 
observed the necessary customisation work being carried out by a small team of sys-
tem “super-users” – the clinical director of the unit (a consultant anaesthetist) who 
had been the initiator and driver of new policy, the director of nursing, and the com-
puter system administrator. Their approach to the project closely resembled profes-
sional practice. Having collected samples of all the paper charts used in this ICU, the 
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team identified all data fields. They arranged these on flipcharts posted around the 
walls of their workspace and carried out the customisation in the centre of the room at 
workstation with a collection of Metavision manuals. A second workstation was used 
by IMDsoft staff who were present as trainers at the start of the one week initial cus-
tomisation period. 

The professional and systematic approach to end-user development was not acci-
dental. Metavision training material has an explicit focus on project management, 
including recruiting suitable members of the development team, and establishing a 
systematic development process. This typically starts with the definition of “parame-
ters” (patient data and measurements), followed by layout of a patient “flowsheet” 
that provides interactive access to various data entry forms as well as charts and re-
ports. It is clear that the Metavision product takes as its starting point the importance 
of end-user software engineering (EUSE) concerns, somewhat in contrast to the Cen-
tricity training material, which at the time we saw it had a far more conventional fo-
cus on end-user programming (EUP) facilities.  

From the perspective of a computer science researcher, the Metavision documenta-
tion was rather irritating, because basic description of language syntax and library 
functions are located in obscure parts of the documentation. The Centricity documen-
tation offered far more conventional programming reference – perhaps a sign that the 
two audiences, end-user software engineering and end-user programmers should be 
clearly separated. In other EUP research in our group, we encourage the use of perso-
nas to distinguish between the two, characterising the approaches to programming 
that might be found among different professional groups [8]. 

4   EUD Application Structure 

End-user development activities in Metavision are largely structured around the pre-
defined dataflows and interaction model at the core of the product. It would not be 
possible for users to modify these system behaviours. Customisation of certain opera-
tions can be done using a scripting language that is invoked during particular opera-
tions, which include “triggers,” relatively advanced messaging, action and automated 
notification functions.  During the initial customization period, the team focused on 
creating parameters and forms rather than on triggers. However, they did use scripting 
facilities to write “formula” scripts that can calculate new parameters derived from 
directly captured data.  

Formula scripts provided the main opportunity for us to observe conventional pro-
gramming activity. IMDsoft training staff were able to assist with script syntax, but 
this threw attention onto the need for a shared domain understanding between techni-
cal and practical expertise. We observed a sustained debate over the interpretation of 
physical dimensions and data types, as clinical staff and trainers disagreed whether 
the built-in type “millimoles” represented a concentration or a quantity of potassium 
(ion balance in ICU patients was a key clinical concern of the ICU director).  

A less contentious, although laborious, consequence of using formula scripts to 
implement local clinical concerns was the process of creating many formulas to calcu-
late patient fluid balance – almost all drug administration and nutrition introduces 
fluids into the patient that must be taken into account alongside ion balance. As the 
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base product did not anticipate this particular cross-cutting concern, customisation 
activity had to include the creation of many small scripts throughout the system to 
account for fluid intake. 

We also observed the consequences of conflict between the built-in operational 
model of the software, and the operational conventions of existing paper-based data 
processing. One of the primary displays in the Metavision software is a chart that can 
be customised to plot various parameters along a continuous timeline. The navigation 
of the chart and control of the timeline itself are sophisticated, and of course cannot 
be customised by end-users. However, this seemed to cause a major obstacle for the 
nursing staff. The local clinical concern with continuous monitoring of fluid balance 
meant that nurses were accustomed to noting that a patient had passed a quantity of 
urine, and attributing this retrospectively to a loss of fluid over the previous hour. 
However, the underlying model of the Metavision timeline seemed to assume that all 
observations related to events in the current, rather than previous time period.  

The above three examples demonstrate a number of problems. The first and the 
third note the issue of having a sufficiently shared understanding between technicians 
and end-users to achieve a task. In the latter example particularly, neither the team nor 
the IMDsoft staff found it easy to identify this fundamental difference in the way they 
described the relationship between observations and intervals. Most likely, a common 
level of description would have required a shift to a more abstract conception of time 
[8]. The second and third examples indicate the importance of appropriate design 
even when customisation abilities are present. Although many problems can be 
worked around, as in the second example of writing many scripts to calculate fluid 
balance, others, such as the notion of time and flow, are more problematic. Research 
into requirements gathering for EUD systems that distinguishes between items that 
can and cannot be customised would be useful.  

5   Studying Long-Term EUD Usage 

In the second section we highlight the need to focus not just on the initial process of 
end-user customisation (as in cases two and three) but also on long term usage, ena-
bling us to understand how customization becomes embedded in the social context. 
Lieberman et al [9] also stress the need for empirical studies of long-term EUD usage 
in their vision of EUD research of the next 15 years. This vein of research aims to 
answer questions ranging from when software is customised as opposed to when 
workarounds are found, to what role does cooperation play in the customisation proc-
ess. We are now commencing a retrospective study of the ICU unit described above, 
investigating the day-to-day process of the customisation process of the Metavision 
system. This section describes how we intend this to be done.  

5.1   Background 

The majority of work that focuses on usage of EUD systems is carried out during the 
design, rather than evaluation phase. Rode et al. [10] for example, look at what fea-
tures non-professional web-designers use in order to build an EUD system that ad-
dresses the needs of this particular group. Stevens et al. [11] focus more on the social 
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context of system use, describing problems with data control between two organiza-
tions and how that can be accounted for in an EUD system. In contrast, we concen-
trate on the long-term usage of the system. One expects a significant amount of cus-
tomisation when a system is first bought and used. When, by whom, and for what 
purpose is the system customised after the initial burst? Noting Blackwell's attention 
investment theory of abstraction use [12], if users are given the opportunity to cus-
tomise, when do they decide to adapt themselves rather than the system? How does 
the technology and the social context change the answer to this question? 

5.2   Study Design 

We have chosen two complementary approaches to address these questions: (1) a 
catalog of customised elements; (2) contextual interviews about specific changes 
made. The catalog will be used to explore patterns in what, when, and who does the 
customisation, while the contextual interviews are intended to investigate the social 
context in which customisation happens. The interviews will be broken into two parts, 
the first focusing on understanding the context for making changes and the second 
one concentrating on how the EUD capabilities are employed to achieve changes.  

The catalog will be comprised of a database of all changes made in the past two 
years, documenting what change was made, when, and by whom (if possible). After 
categorizing the changes using grounded theory, it will be possible to look for pat-
terns. We are particularly interested in whether there will be correlations between any 
of the following:  

(1) the time elapsed since the initial customisation and the number of changes 
made 

(2) time and what kind of changes are made 
(3) time and who makes changes 
(4) what changes are made by whom  

We would also like to know if repeated changes are made to the same element. Not 
only will this data give us a general overview of customisation over time, but will 
provide fodder for the contextual interviews.  

In the first part of the interview, the respondent will be asked about four changes in 
the catalog. Three will be randomly chosen to sample a range of possible user con-
cerns and the fourth will be one of interest to the researchers, such as an element that 
has been changed several times. We have chosen to discuss concrete examples for 
two reasons. First, we want to understand the average case, rather than just extraordi-
nary ones that are likely to be remembered. Second, it is usually easier for people to 
recall something specific (e.g. the change of the haemoglobin parameter) rather than 
something more general (what kinds of parameters have changed). The respondent 
will also be given an opportunity to discuss any significant changes that they remem-
ber in order to identify the most burdensome problems.  

The questions used for both sections of the first part are listed below. They are 
open-ended and thus designed to elicit more information than is strictly implied in the 
question. Other questions will be used as necessary to develop themes that emerge.  

1) Who made this change? (Does this person usually make changes?) 
2) Why was this change made? 
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3) How was the decision made to make this change? 
4) Were there any difficulties making this change? 
5) Was the change tested after it was made? 
6) How was the change communicated to the medical staff? 
7) Was the accuracy of the change ever questioned? 

The first question hopes to draw out comments about how people think of those 
making changes and perhaps how that affects their attitude towards or description of 
the changes. The second question will help us understand when changes are made and 
perhaps when they are not, and whether this varies over time. Questions 3 & 6 are 
oriented towards discovering the official and unofficial policies for making and dis-
tributing changes. Question 4 is an initial question to probe difficulties, either social 
or technical ones, which arise during customisation. Lastly, question 7 is an explora-
tion of the social context of customisation. 

The second part of the interview looks more specifically at interaction with the 
customisation interface and language. Again we employ the strategy of talking about 
concrete episodes, this time asking them to recall a specific incident. We also use a 
strategy of repetition, making the later questions refinements of the earlier. The ques-
tions are meant to address the social and technical issues raised when non-
programmers use a programming language.  

1) Is there any change that you would like to make but are unable? If so, can you 
describe how you would like to make this change? 

2) In the past have there been problems that have been difficult to solve? What 
did you do?  

3) Do you work on customisation with your colleagues?  
4) How is this work similar and/or different from designing the paper charts?  
5) Do you use metaphors or images or other aids when customizing? 

6   Conclusion 

We have presented a description of research work in progress, investigating the rela-
tionship between existing professional customisation practices, and software-based 
EUD practices, in a medical environment. It is clear that current commercial products 
already incorporate relatively sophisticated EUD facilities, and that these (unsurpris-
ingly) are drawing attention to the importance of end-user software engineering, both 
in the formal interventions of software vendors, and the informal appropriation of 
technical capabilities within clinical teams. As such, we find that these experiences 
offer a valuable case study for comparison to experiences of EUD in educational or 
research contexts. Furthermore, they offer an opportunity for the long-term observa-
tion and analysis that is still in progress. This kind of long-term professional deploy-
ment is unusual in research contexts, and includes longitudinal study of individuals 
that is unusual in educational contexts (where studies of individual students usually 
last for a year at most). We believe that this research context will offer a valuable 
opportunity for further investigation of EUD in practice. 
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