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Abstract. Extensibility, flexibility, easy maintainability, and long-term
robustness are core requirements for modern, highly distributed infor-
mation and computation systems. Such systems in turn show a steady
increase in complexity. In pursuit of these goals, software engineering
has seen a rapid evolution of architectural paradigms aiming towards
increasingly modular, hierarchical, and compositional approaches.
Object-orientation, component orientation, middleware components,
product-lines, and - recently - service orientation.

We compare two approaches towards a service-oriented paradigm, the
Service Component Architecture (SCA) and the JABC.

1 Introduction

The Service Component Architecture (SCA) [I2] was developed recently as
an industry standard for service-oriented development of complex, distributed,
(web-based) applicationsEl Core of the SCA approach is the notion of the service
component. Applications are built by arranging a cooperative network of service
components which communicate through standardized interfaces.

In essence, SCA is an extensive set of specifications which describe an overall
assembly model, implementation support for various programming and data-
base languages, bindings to existing web-service-, messaging-, and middleware-
standards, and policy and profiling mechanisms to access and customize
infrastructure functionality. As such, SCA has proved effective and useful for
building applications in practice.

By continuously emphasizing the service component, service architecture or
service oriented development, SCA implicitly promotes a particular concept to
be associated with the term “service”. A service in the sense of SCA is a cer-
tain component that provides its functionality through a specific interface (the
service interface, often directly identified with the service). Likewise, an assem-
bly of services is merely a topology of components which are connected through

! The first SCA specification, version 0.9, dates from November 2005, version 1.0 from
March 2007.
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provide-use relations among their services or service interfaces. In other words,
SCA associates service-orientation with a structural, interface-centric view in an
assembly model which otherwise follows a component-oriented paradigm (similar
to the one proposed in, e.g., [3/4]).

While this notion has its merits in terms of intuition and viability, it is
by no means the only workable grounds to introduce a service-oriented para-
digm into the practice of application development. An orthogonal view is of-
fered by the service concept of JABC [BI6I7I89] a framework for model-driven
and service-oriented development that originated in the early '90s (previously
named METAFrame [I0]). Originally it was applied to the model-driven devel-
opment of advanced telecommunication services for Intelligent Networks [TTIT2].
Due to the ease of generalization of that service model, it meanwhile evolved
into a flexible model-driven approach spanning both local and distributed (web-
based) application development and customization [BIT3].

In jJABC the term “service” is used to denote functional building blocks
(SIBg4), which are viewed as independent from their location, the program-
entity, and hardware-platform which provides them. Instead, the defining quality
of a SIB, which forms the core abstraction of jJABC, is its interaction with the
environment, which manifests in its behavioural semantics and its manipulations
of a global context. The SIBs are assembled — or as one says, orchestrated — with
their operational or behavioural semantics in mind. Concretely, this means that
each SIB, once activated, executes its logic and upon termination triggers sub-
sequent SIBs according to the outcome of this execution. This methodology of
composition has been termed lightweight process coordination [9] and is closely
related to the SIB model standardized by ITU [I4].

The two approaches emphasize dual angles of the idea of a service, which can
be characterized as:

— resource-oriented vs. process-oriented
— architectural vs. behavioral
— static vs. dynamic

In the following we will investigate these dual views for their potential to support
a truly service-oriented development. We initiate the comparison of the SCA
and JABC concepts, considering properties, structures, meta models [I5], and
semantics, using some examples to illustrate the different viewpoints.

The rest of this paper is organized as follows. Sect. 2 and [B] introduce the
meta-models of SCA and jABC, respectively. Sect. Fl examines the common
component-middleware paradigm and compares it with the SCA and jJABC with
respect to structural and computational properties. Sect. [f] discussed the char-
acteristics of component flavored assembly. Sect. [ evaluates both approaches
along technical and pragmatic characteristics. Finally, we briefly discuss related
work (Sect. [[), and summarize our findings so far in Sect.

2 SIB stands for Service Independent Building Block, a notion coined in the nineties in
the Telecommunication area [I4], where the notion of service was meant to denote
whole service orchestrations [1412]. SIBs were back then the atomic service-like
entities of which those services were aggregations.
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2 The Meta-model of SCA

In SCA, each service component implements some specific business logic and
provides its functionality through standardized interfaces, described in SCA lit-
erature as service-oriented interfaces and shortly called services. To implement
its business logic, each service component can rely on third-party functionality
provided by other components by linking to their respective service interfaces
through so called references. A reference interface can be linked to a service in-
terface by means of a wire, which abstracts the communication infrastructure
through which functionality of third-party service interfaces can be accessed
remotely.

A given assembly of service components interconnected through a set of wires
can be summarized as a composite, and service or reference interfaces of the
components inside the composite can be propagated to be visible as interfaces of
the composite itself. Thus, the composite as a whole shows similar characteris-
tics as a single service component and can be used in the same way inside larger
composites. This enables a straightforward hierarchy structure for SCA assem-
blies, distinguishing “atomic” components and composite components. Finally,
a service component may feature property-interfaces which allow to customize
its behavior and can be propagated to be visible as properties of a composite in
the same way as interfaces.
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Fig. 1. Schematic of the SCA assembly-model

Fig. M shows a schematic of the SCA assembly model (see www.osoa.org).
Other than what one might expect, the service interfaces are the incoming in-
terfaces and the reference interfaces are the outgoing ones. This reflects a view
from inside the component/composite, where services (of others) are used and
the references to services (of oneself) are provided. It can therefore be described
as a developer’s view (as opposed to, e.g., a composer’s view), which again em-
phasizes the idea that services are used to integrate third-party functionality
into an application.

In [2], Edwards proposes a UML-model of the SCA assembly. The excerpt in
Fig. 2] shows the essential part: concrete components with their component-
properties, -references, and -services serve as implementation for component
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Fig. 2. An UML-model of the SCA-assembly

types. The composite on the other hand is a specific way to implement a com-
ponent type (indicated by the inheritance relation to implementation), and can in
turn contain multiple components. The wire as a part of the composite connects
one reference with one service interface. Unfortunately, this model leaves out
several crucial interrelation constraints, for example it shows that one service
and one reference can be attached to one wire, but it glosses over how many
wires can be attached to a single service or reference. E.g., a single wire per
service interface and zero-to-many wires per reference interface seem reasonable
connectivity constraints. Also, the model shows inheritance relations across dif-
ferent levels of abstraction (i.e., type—instance relations. Services on components
inherit from services on component types in this model. Here an implemen-
tation/interpretation relation would seem more appropriate. Nevertheless, the
model is clearly meant to expose structural or static interrelations of the SCA
notions to enable implementations. To this aim it is certainly more helpful than
a conceptional relationship model.

3 The Meta-model of jJABC

JABC follows a completely different compositional paradigm, called lightweight
process coordination [9], which - instead of structural properties - revolves around
the operational aspects of its elementary building blocks (see Sect.[I]). Concretely,
a SIB is an executable entity, internally realized as a specifically annotated Java
classf As such, it intrinsically carries an arbitrarily fine-grained/precise oper-
ational semantics. A SIB can be a model placeholder for some functionality
3 While jABC is currently implemented in Java, the core concept is independent of

the programming language. Previous versions, for example, realized the same model
in C++.
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Fig. 3. Assembly of services in JABC: the SLG is a process

or a full implementation of that functionality, as well as any level of refine-
ment/abstraction expressible by the (Java) programming language in between.
Further, each SIB has one entry point, where the execution starts, and multiple
exit points (called branches) which represent different outcomes of its execution
at the model level.

SIBs can be arranged into topologies called Service Logic Graphs (SLG) which
specify process behavior by connecting outgoing SIB branches to the entry points
of other SIBs. Inside an SLG, the execution of a SIB starts whenever one of its
incoming branches is active, which means that the SIB which governs the branch
terminated its execution with an outcome associated with that branch. One SIBs
inside an SLG can be assigned to be start SIBs, which means that its execution
is started without an incoming active branch; start SIBs are the entry points of
the process modelled by the respective SLG.

Fig. [ shows a simple process, graphically modeled as SLGH The labels of
start SIBs, here ShowlnputDialog, are underlined, those of possible exit SIBs
(e.g., ShowlnputDialog, RepeatLoop, ...) are printed in bold-font. In the basic,
sequential case, each SIB terminates with one active branch which determines
the next SIB to be executed. Parallel and concurrent structures are likewise
possible, as used in the bioinformatics applications [I6/17]. Hence, an SLG is a
graphical, executable, node-action process description.

SLGs can be canonically wrapped into (graph-) SIBs to allow for a hierarchical
organization of complex process models. Moreover, process models which follow
a certain standard defined by jJABC can be directly exported into (partial or com-
plete) stand-alone applications, a feature which turns JABC from a modeling into
a development tool. Finally, there are SIBs which serve as wrappers for outside

4 The process model shown in Fig. Blis one of the tutorial examples which come with
the standard installation of jABC.
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functionality (e.g., non-Java applications such as C++, C#, SOAP/WSDL Web
services, etc.): this enables modeling and building of heterogeneous, distributed,
applications.

The service concept as a compositional paradigm is particularly strong in
JABC, since all visible business-logic in an SLG boils down to orchestration
of the functionality abstracted within the SIBs. Each SIB independently and
without interruption manipulates the global context, similar to what happens in
blackboard systems [I§], and upon its termination the JABC passes the control
to the next SIB. As opposed to a component-oriented approach, SIBs never
access or interact with other SIBs through channels or interfaces; instead, their
functionality is local and self-contained.

4 Comparison with Component-Orientation

If one revisits the SCA meta-model with a regular, component oriented, archi-
tecture-methodology in mind (such as, e.g., the CORBA Component Model
CCM [19], or Enterprise Java Beans [20]), many structural similarities surface.
All of them support the concept of the component, accompanied by the notions
of the interface which offers access to the component, and the connector, which
allows composers to link components together. The variety of kinds of available
connectors, components, and interfaces is sometimes associated with the term
architectural style, depending on the communication capabilities it offers (e.g.,
publish-subscribe architecture, remote procedure-call RPC, broadcast, etc.).

These three fundamental concepts (colloquially: boxes, dots, and lines) gener-
ally appear in a middleware context or comparable setting, where a more or less
fixed infrastructure with a given set of communication, persistence, execution,
and similar capabilities is abstracted to be able to focus on business-level func-
tionality and high-level assembly. Fig. Hlfor example formalizes EJB in a two-part
meta-model which distinguishes between general parts of a component-oriented
paradigm (labeled platform independent model, PIM) and parts specific to the
EJB model (labeled platform specific model, PSM)!9 Meta-models of various
middleware-centric component frameworks can be built by simply exchanging
the PSM with the specifics of a different platform.

SCA fits into this structural model too, if one considers the use of (previously
existing, established) internet-communication protocols (HTTP, SMTP, etc.) to
be comparable to more local approaches such as a CORBA RPC layer. In this
case, a meta-model for SCA can be built by using the aforementioned PIM and
complementing platform-specific parts and terms of SCA (Fig. Bl).

Note that in middleware-centric architectural styles, the term “service” is of-
ten used for the capabilities of the middleware (e.g., persistence service, publish-
subscribe service, etc.). These middleware services are again fundamentally
distinct from the service concept of SCA. In high-level, and in particular busi-
ness process level service oriented environments, middleware services have to

5 The notions of PIM/PSM have been proposed in similar forms independently by
various authors; see, e.g., [I5], where the acronyms PIM and PSM appear first.
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Fig. 4. A PIM/PSM model of the EJB component-middleware platform

be thoroughly abstracted so that they can be independently and mechanically
configurable. This is because, to actually facilitate development instead of mak-
ing it more complex, they have to support an agnostic developer (i.e., compo-
nent integrator). For example in a CCM architecture [I9], no matter where a
component is located, it can use the RPC service, hence the service has to be
location-agnostic. The middleware service is therefore not analogue to the ser-
vice (interface) in SCA which is location-bound. Instead the wire in SCA is a
much closer equivalent to the location-agnostic intuition of a service because it
abstracts a ubiquitous communication service. In fact, keeping the complexity
of the infrastructure and communication channels abstracted in SCA in mind,
it seems reasonable to consider their entirety as some kind of middleware.

The assembly model of JABC follows an entirely different approach which is
operation-centered, instead of structure-centered. As opposed to the SCA service
interface it does also not consider location. It does not correspond in any way
to the component-oriented, middleware-centric, paradigm. In fact, the notion of
the global context in JABC contradicts the strict data-encapsulation which is re-
quired by the component methodology. There is, however, a close correspondence
between the idea of the SIB and the (arbitrarily complex) middleware-service.
Like the SIB, the middleware service does not consider a localized persistence
feature in its definition, and like the SIB, it is defined rather through its func-
tionality than its structure.
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5 Characteristics of Component Flavored Assembly

We discuss here the two aspects that seem to us most prominent.

5.1 Complex, Fixed, Layer-Structures and the Service Concept

The two notions of service discussed in the previous section (the middleware/
infrastructure-layer service and the SCA service interface) fall short for the task
of service composition. In both concepts (as opposed to the one of JABC) the
service is only modeled through the structural properties of its access point, and
if services are to be combined the developer has to resort to hand-coded business
logic.

At the same time, even the complexity of the infrastructure layer itself sug-
gests the necessity for a methodology for easy assembly of services. The fact that
for example connectors in a component topology cannot be neglected as trivial
was first pointed out by Shaw [2]], and this realization subsequently found its
way into literature about practical application of the component-oriented par-
adigm (e.g., in [Bl pp. 429] Szypersky states that “A connector, when zooming
in, can easily have substantial complexity and really ask for partitioning into
components itself”). Nevertheless, discovering this “duality” between compo-
nent and connector [3, same page| did not yet trigger a revisiting of terminology,
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paradigms, and abstractions of component-oriented architectural styles or an
introduction of lightweight process coordination into the middleware concepts.

To illustrate the lack of expressiveness, consider the PRiSM real-time com-
ponent middleware, which was developed by the Boeing company within the
Bold Stroke effort for middleware-based aviation control systems [22]. PRiSM
features, much like CCM, two main channels for communication: An asynchro-
nous event notification service with very limited payload capability and a syn-
chronous RPC connection which can be used to communicate data through the
return values (but not to trigger computation, since it is not thread-safe). The
implementation of the notification service called event-channel is intertwined
with the middleware’s thread handling mechanism (Fig.[dl). A thread starts with
a periodic timeout event (20Hz, 5Hz, 1Hz in Fig. B distributed through the
event notification service) and runs until all events within its buffer (called the
rate group’s dispatch queue) are handled. The events trigger computation within
the individual components and subsequent events can be queued within the same
dispatch queue or dispatch queues of other threads. In other words, timeout
events and dispatches drive the components of a rate group, and the buffering
within the event channel serves for messages to cross rate groups.

To exchange data between different threads/rate-groups, systems on the
PRiSM platform make heavy use of a so-called control-push—data-pull strategy.
If new data has been generated (e.g., by a device-driver component such as a
GPS), the generating component issues an event which notifies consumers of the
data. This event is queued within the dispatch queues of the receiver’s respective
threads. At the time these threads become active and the event is dispatched,
the receiving components actively fetch the announced data from the generating
component through RPC-calls. This method guarantees that threads never exe-
cute out of turn, and data is only transmitted when both available and needed.
The drawback is that two different middleware connectors are needed for one
logical connection.

To avoid “cross-wiring” or other inconsistencies which can occur with these
double connections it seems obvious that a new abstraction should be added
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to the middleware capabilities which denotes the double connection as a single
connector of a new type. In a middleware-centric or generally in a tiered ap-
proach with emphasis on interface compatibility, we can certainly introduce the
abstraction, but the semantics of the new connector can only be implemented
“by hand”, since the operational semantics of the different existing connectors
are not captured by the model, even though the general push-pull strategy could
have been understood without knowledge about the implementation details of
the individual communication channels.

When using a lightweight process coordination methodology, as in the jJABC,
instead (applied to coordinating the middleware processes), the task of assem-
bling a new (ubiquitous, semantically unambiguous, hierarchically constructed)
communication service from existing ones becomes clear and simple. The two
connectors are composed as a sequence, together with a control unit which han-
dles possible data conversions if necessary (Fig. [T]).

In the PRiSM middleware, the infrastructure services are necessarily simplis-
tic due to the real-time aspects, with limited options to reasonably combine
multiple services into orchestrated compounds. Yet, even in this constrained
microcosm-setting the middleware would benefit from process coordination. In
the macrocosm of a web-based, highly distributed, application, the variety of ex-
isting services increases: there are services which would be considered infrastruc-
ture (such as communication), and services provided on top of the infrastructure.
Here the possibilities of assembling meaningful combinations multiply.

5.2 Perspective, Location, and Entry-Point:
Topology vs. Coordination

Consider a composite service where a central unit C acts as the orchestrator and
in turn relies on services provided by distinct units A and B. For example, for a
list of authorized database-accesses, A authorizes the access, B offers it, and C
orchestrates services A and B to allow its users to handle the authorization and
the complete list of accesses via a single call to C.

The difference between a model of this situation in SCA and in JABC can be
summarized as perspective or viewpoint (Fig.[§ (a) and (b)).

— SCA offers a model of the physical topology: C appears as the provider of the
service that promotes a reference for service access. Through wires, C con-
nects the service interfaces it needs to the respective references provided by
A and B. The structural aspects of the example are captured and localized by
the SCA model, but the operational aspects are hidden. In fact, SCA would
require to integrate tailored business logic into C as their orchestration.
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— JABC on the other hand abstracts all location aspects. Entry point of the
operational model through the composite-service C is the start-SIB A, where
the first operation happens (the authorization), then C’ (the actual media-
tion service) is invoked, and subsequently a loop between C’ and B performs
the service until the list of authorized accesses is complete. The JABC model
glosses over the actual topology of the involved units (components, or SIBs,
or services).

Concerning executability and coding aspects, while the SCA-model only allows
auto-generating code-stubs which handle the interconnection and communica-
tion aspects, but needs control and business logic to be added, the jJABC model
is designed to be sufficient to generate the complete system through the Genesys
plugin [23]. As described in Sect.[3] given a sufficiently complete modeling of the
individual SIBs, JABC acts as an intuitive, graphical, development tool rather
than a modeling tool.

The need for multiple perspectives has been noted earlier. Most eminently in
[24], Mesarovic et al. propose three perspectives which have to be consolidated
for a complete system model. They coin the terms echelon, layer, and stra-
tum which—in current terminology—denote control or behavior, composition or
topology, and abstractions and data types respectively (Fig. Bl(c)).

6 Evaluation

In this section we are going to investigate the appropriateness of the described
specification styles for service orientation relative to the widely agreed upon
characteristics of service orientation. Here, we consider a technical and a prag-
matic side, both with three dimensions.

Technical characterization: as introduced in [7]

— (Extreme) loose coupling and self containment of the services.

— Virtualization: clear separation from implementation/realization details.

— Domain specificity: a service-oriented setup should seamlessly integrate into
the setup of the considered domain.
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Pragmatic characterization:

— Scalability, both for the successive ‘assembly’ of functionality, as well as for
the number of users of developed artifacts.

— Participation: service-orientation aims at giving the domain expert access
and control of the development and evolution of the artifacts.

— Agility: changes and adaptations should be easy and ideally be controllable
at the (process) model level.

Despite their strong semantic differences, the SCA approach and jABC ap-
proach are quite similar when it comes to the technical characteristics: both
support loose coupling and virtualization, and the organization in the virtual-
ized components enables a domain-specific development.

The differences show up, however, when it comes to the pragmatic character-
istics, which we will now consider individually.

6.1 Scalability

This first dimension is still supported quite similarly in the two approaches, by
clean concepts of hierarchy. Both SCA and jJABC offer conceptually similar op-
tions to assemble larger elements (service components or SIBs) out of topologies
of smaller ones: In SCA the composite can act as component, in jJABC an SLG
can be packed into a SIB, and in either case it is necessary to propagate or mark
interfaces of the internal structures to be visible on the external structure.

Concerning the scalability in the number of users, both approaches can make
adequate use of standard technology like scalable application servers, which sup-
port growing sizes of users.

The real difference between the SCA and the jJABC approach becomes appar-
ent when looking at the remaining two dimensions.

6.2 Participation

Technically, we can regard service orientation as an 80/20 approach to applica-
tion/process development. It aims at a maximal involvement of the application
expert in order to avoid misunderstandings and to overcome communication hur-
dles. At the best, users should be able to directly influence, control, and adapt
the services according to their needs. At least for typical day-to-day situations,
this should be possible without IT knowledge. Thus, service orientation poten-
tially has a disruptive impact on the current structures.

The jJABC directly addresses this goal by putting the application/business
process in the center of attention, while the architectural and resource-oriented
SCA approach still addresses I'T experts.

6.3 Agility

Agility can be regarded as a logical consequence of rigorous participation. Giv-
ing control (of the 80%) of system adaptation and evolution directly to the
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application expert eliminates time consuming and expensive multi-party inter-
actions, with the misunderstandings and communication hurdles for the majority
of tasks.

The One-Thing Approach supported by the JABC [25]26] is directly designed
to establish this level of control: the user/application/business-level process re-
mains part of the artifact, which gradually turns into the product along the de-
velopment and which is maintained during the subsequent lifecycle. This allows
the application experts in particular to redesign their processes, control permis-
sions, and add business rules at the application/business process level, with the
immediate consequence of enactment. Thus, essentially, the changes are imple-
mented as soon as they were specified. Of course, more radical changes will still
require I'T support, but in our experience they are not as frequent. As before,
the SCA approach can be seen here as a valid support for IT involvement. Thus
it may well accelerate required modifications, but in a more ’classical’ setting.

7 Related Work

Previous work in service oriented architecture research focusses mostly on stan-
dards, languages, and features of SCA [27I28], or on the assembly model (i.e.,
interface definitions) [29]. There is little work on classifying the architectural
patterns or combining them with flexible behavioral semantics.

Among the approaches towards combining service orientation with general-
purpose behavioral descriptions is the SENSORIA project [30] and [31132]. SEN-
SORIA aims at a comprehensive approach to service-oriented development with
focus on specific problems of loose coupling and heterogeneous environments,
raising issues in security, specification, and communication, at a technical level.
In contrast, we focus on participation, meaning that we directly address and in-
volve the application expert via the ’One-Thing Approach’ [3325], throughout
the entire lifecycle.

8 Conclusions

Both SCA and jABC are frameworks with substantial practical merit. By em-
phasizing the term “service” within the basic modeling structures, they both
also claim to move forward to a novel, service-oriented, software-development
paradigm. Nevertheless, their notion of service is fundamentally different.

This paper presented a structural, concept oriented, comparison between these
two approaches, focussing on the main characteristics and of service orientation.
We showed that

— The SCA development paradigm is essentially component-oriented, and as such
it treats its extensive infrastructure specification as analogous to a middleware
layer. Therefore it builds on proven software construction methodologies which
are established as best practice in industrial software development, and brings
them into the realm of web-based application development.
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— By elevating the required interface, called service, to be the core modeling
entity, SCA deviates from the standard component-oriented paradigm, which
instead puts the component itself into the center of consideration. It seems
however questionable whether this shift of emphasis alone is sufficient to
warrant the label “service-oriented” development.

— As common to other component-oriented approaches, the operational aspects
of a software system are not captured within SCA models, which concentrate
on their structural aspects. This could become a handicap when addressing
problems as service orchestrations, where SCA can rely on strong capabilities
of the comprehensive infrastructure (i.e., a vast body of specification and
machinery, XML artifacts and ties to all major communication protocols,
maintained by a large community), but still needs hand-tailored solutions to
be supplied for control-flow.

— The jJABC methodology on the other hand is entirely operation centered and
it hides topology, location, and connection aspects. It appears as the better
candidate when it comes to transcending the semantic gap, as even control
structures exist as services. While the ties to web-communication protocols
are not an essential part of JABC, they are provided through various plugins
(most eminently through jETT).

— The service concept of jJABC is very close to an intuitive understanding of
service (which, e.g., manifests itself in the term “middleware service” and in
various other domains) that requires the service to be ubiquitously accessi-
ble (location-agnostic) and mechanically configurable. In fact it seems that
the lightweight process coordination offers an elegant way to recombine and
enhance common platform services as well as complex web-based business
services. Therefore, JABC is not only applicable to web-development or sim-
ilar tasks, it also offers itself as the semantic underpinning for an operational
modelling inside component-oriented methodologies.

Looking at the intent and main characteristics of service orientation, it became
clear to us that the two dual specification approaches, although being semanti-
cally quite different, are quite similar concerning the first four criteria, namely
loose coupling, virtualization, domain specificity, and scalability. In fact, both
approaches are based here almost on the same means — only applied to frame-
works that aim at covering different perspectives: SCA takes the architectural
perspective, which focusses on a resource view, and JABC a behavioral perspec-
tive, which focusses on a process view.

The real impact of the choice of perspective, however, becomes apparent when
looking at the remaining characteristics, namely participation and agility, and
this essentially for one single reason: Whereas SCA is based on lower level,
infrastructure-oriented modelling and design, which is accessible to typical do-
main experts, JABC puts the (user-level) process in the center of attention. This
directly supports participation, and, due to the One-Thing Approach, it also pro-
vides a new level of agility: the majority of day-to-day change requests can be
resolved directly at the application process level, without even involving IT sup-
port. Put figuratively, the JABC is a framework that support the slogan ”Easy
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for the many, difficult for the few”, in particular by enabling the many, whereas
SCA addresses the few, and supports them in their role of solving difficult tasks.
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