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Abstract. Global Software Development (GSD) has gained significant popular-
ity as an emerging paradigm. Companies also show interest in applying agile 
approaches in distributed development to combine the advantages of both ap-
proaches. However, in their most radical forms, agile and GSD can be placed in 
each end of a plan-based/agile spectrum because of how work is coordinated. 
We describe how three GSD projects applying agile methods coordinate their 
work. We found that trust is needed to reduce the need of standardization and 
direct supervision when coordinating work in a GSD project, and that electronic 
chatting supports mutual adjustment. Further, co-location and modularization 
mitigates communication problems, enables agility in at least part of a GSD 
project, and renders the implementation of Scrum of Scrums possible.  

Keywords: Agile development, Scrum, case study, coordinating work, mutual 
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1   Introduction 

Many organizations turn toward global software development (GSD) in their quest for 
cheap, higher-quality software with a short development cycle. GSD is becoming the 
norm by promising potential advantages like global resources, attractive cost struc-
tures, round-the-clock development and closeness to local markets [1]. 

To unleash the potential, methods and tools for distributed software development 
are designed to enable dispersed team members to share programming tasks and de-
velopment practices [2]. Methods and tools are needed to mitigate GSD problems 
related to coordination, communication, control [3], and increased complexity [4]. 

Recently, there has been a growing interest in applying agile approaches in GSD to 
solve some of the coordination and communication challenges [3]. Several reports on 
the successful implementation of agile values and principles in different GSD projects 
conclude that there are significant differences between the fundamental principles of 
agile and distributed approaches, while there is a growing interest in assessing the 
viability of using agile practices for distributed teams [5-7]. 
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Agile development approaches and GSD approaches differ significantly in their 
key tenets, e.g. regarding coordination mechanisms [6].  Traditional GSD focuses on 
command-and-control, formal communication, and is usually implemented using a 
mechanistic (bureaucratic with high formalization) organizational structure. Agile 
development focuses on leadership-and-collaboration, informal communication and 
the desire for an organic organizational form [8]. Therefore, applying agile principles 
to GSD marks an intersection of two seemingly incompatible approaches.  

Ramesh et al. [6] demonstrate how the balancing between agile and distributed ap-
proaches can help when introducing agility in GSD. They suggest that project leaders 
and champions should participate in coordinating the activities of the local and remote 
teams to help achieve project goals. Motivated by the work of Ramesh et al. [6], we 
investigate how work is coordinated when introducing agile methods in a GSD envi-
ronment. Our research question is: 

“How are tasks coordinated in GSD teams applying agile methods?” 

The remainder of the paper is organized as follows. Section 2 describes GSD and 
agile development, and the challenges associated with merging these two approaches. 
Section 3 describes our research method. In Section 4, we present results from a mul-
tiple case study on agile methods and practices applied to three GSD projects. Find-
ings are discussed in Section 5. Section 6 concludes and suggests future research. 

2   Background 

In this section we present background information on agile development and GSD. 
We use literature to describe challenges with coordination in an agile GSD context.  

2.1   Agile Methods and Scrum  

Agile software development comprises a number of practices and methods [9-11]. 
Among the most known and adopted agile methods are Extreme Programming (XP) 
[12] and Scrum [13]. XP focuses primarily on the implementation of software, while 
Scrum focuses on agile project management [14]. In this study the focus is on Scrum 
since Scrum is an agile approach to the management of software development pro-
jects [9-11], and thus focuses on the coordination of work.  

Scrum and agile development favor a leadership-and-collaboration style of  
management where the traditional project manager’s role is replaced with the Scrum 
master’s role of a facilitator or coordinator [9-11]. The Scrum master is in charge of 
solving problems that prevents the Scrum team (5-9 people) from working effectively. 
He or she is often described as a coach or facilitator and does not organize the team 
(designers and developers); the team organizes itself and makes decisions concerning 
what to do. The Scrum master works to remove the impediments of the process, 
makes decisions in the daily meetings and validates them with management [13].  

Software is developed by the self-organizing team in increments called "sprints", 
starting with planning and ending with a review. The team coordinates on a daily 
basis. Features to be implemented are registered in a backlog, and a product owner 
decides which backlog items should be developed in the following sprint. These items 
are specified in a sprint backlog.  
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The product backlog comprises a prioritized and constantly updated list of business 
and technical requirements for the system being built or enhanced. Backlog items can 
include features, functions, bug fixes, requested enhancements and technology up-
dates. Multiple stakeholders can participate in generating product backlog items, such 
as customer, project team, marketing and sales, management and support [11]. 

2.2   Coordinating Mechanisms in Agile Development and GSD 

The issue of agile approaches in distributed development has caught the attention of 
several researchers. There have been many studies reporting on the successful imple-
mentation of agile practices in GSD [5-7, 15-17], but a number of implementation 
barriers are also mentioned by these authors. The combination of both agile and GSD 
is poorly understood although it is expected to be beneficial [3]. Exploring theories on 
coordination of work is one way of understanding this combination.  

Coordination of work is an important aspect of teamwork and team leadership [18]. 
Coordination together with communication and collaboration are recognized as the 
key enablers of software development processes [19]. There are three basic coordinat-
ing mechanisms that seem to describe the fundamental ways in which organizations 
can coordinate their work [20]: 

 

1. Mutual adjustment - based on the simple process of informal communication 
2. Direct supervision - one person takes responsibility for the work of others by issu-

ing instructions and monitoring their actions 
3. Standardization - of which there are four types: work processes, output, skills (as 

well as knowledge) and norms 
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Fig. 1. Relative emphasis on coordinating mechanisms: Agile development relies purely on 
mutual adjustment, while GSD emphasizes standardization and some direct supervision 

GSD usually relies mainly on formal mechanisms (coordination by standardization), 
which exploit detailed architectural design and plans to address impediments to team 
communication induced by geographical separation [3, 6]. Agile development relies on 
people and their creativity rather than on processes [21], and emphasizes informal 
communication (mutual adjustment) as the primary coordinating mechanism [8]. 
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The major challenge of applying agile methods or practices in a GSD context is to 
balance the coordinating mechanisms (Fig. 1). However there are obvious conflicts 
when trying to balance mutual adjustment, direct supervision and standardization. 

3   Research Design and Method 

The goal of this research is to understand how the introduction of agility affects coor-
dination of tasks in global software development teams. It is therefore important to 
study software development teams in practice. We have collected data from three 
teams using Scrum and participating in globally distributed software projects.  

We report on a multiple case holistic study [22], in which we studied one phe-
nomenon in several projects in one company. In a multiple case study, each case must 
be selected carefully so that it either a) predicts similar results or b) predicts contrast-
ing results but for predictable reasons [22]. We chose option a). 

3.1   Study Context 

This study was done in the context of a larger action research program, where several 
companies have introduced elements from agile development in response to identified 
problems. The software company is medium-sized with approximately 150 employees 
in four major departments. The second author of this paper participated in the intro-
duction and training of Scrum, and observed the company while using Scrum. The 
first author conducted the interviews, which we use as the primary source of data for 
this study. The projects participating in the study were all using Scrum for the first 
time; however this company was experienced with using GSD. 

3.2   Data Sources and Analysis  

To address the research questions, we conducted semi-structured interviews with the 
persons most responsible for coordination of work in the three projects, i.e. a Scrum 
master, a project manager and a product owner. One person was selected from each 
project. The interviews lasted from 30 to 40 minutes, and aimed at understanding how 
Scrum was applied in a GSD context. The interview guide was based on the three 
coordinating mechanism as proposed by Mintzberg [20] in addition to questions re-
lated to Scrum. We focused on understanding coordination of work, communication 
within and between the teams, feedback-sessions, planning and estimation, use of 
documentation, roles and specializations, and how decisions were made. All the inter-
views were transcribed.  

4   Agility in GSD Projects 

We now present the three GSD projects under study, how Scrum was implemented in 
these projects, and how work was coordinated in the projects.  

4.1   Project India I  

The goal of the project is to develop a system for integrity management of pipelines 
both offshore and onshore. Today several customers are interested in buying the 
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product, and so far three contracts have been signed. One of the biggest challenges in 
this project is to align requirements from potential customers from all over the world. 
Scrum was introduced one year after the project had started. 

The project consists of six developers working full time (one is a Scrum master), 
two GUI designers, one product owner, and one project manager working 50% on this 
project. Four of the developers are situated in India together with one tester. To im-
prove communication one of them was in periods moved to Norway.  

The sprints usually lasted three weeks, ending on a Friday with a retrospective- and 
review-meting. The next sprint was planned the following Monday. The team organ-
ized a 15 minutes stand-up every morning discussing project related issues. The prod-
uct owner usually joined all the different Scrum meetings. 

Coordinating GSD Work in the India I Project. Before using Scrum the team 
relied on standardization and direct supervision when coordinating work with their 
Indian team. In the beginning, the remote team was given some easy tasks specified 
by the Norwegian team. The Scrum master said: “In the beginning the quality was 
varying, and then we thought they should only concentrate on the testing. Then they 
said ’No, this is not fun, please give us something more exiting to work on‘, and then 
they got different tasks, and this worked pretty well.”  

After using Scrum for 6 months the project had implemented all the Scrum prac-
tices, and felt they were succeeding with continuously improving their Scrum process. 
The team tried to work as if they were all collocated, ignoring the geographical and 
time differences. The Scrum master said: “It is a big barrier being distributed. We 
used a lot of time on discussions between people in the two sub-teams. It did not work. 
The solution was to appoint one of the remote developers the role of a local Scrum 
master. And then we mostly communicated with her.”  

To improve the communication it was decided to let the Indian Scrum master stay 
in Norway for a period. The Scrum master said: “This improved the situation a lot. 
The productivity increased while she was here. The important issue is to communicate 
with only one person.” She was participating in all the Scrum meetings while situated 
in Norway. At the same time it was also decided to let the remote team work on its 
own module.  

Even though they started applying Scrum, and assigning a member of the remote 
team as a local Scrum master, the coordination between the two teams was still de-
scribed as a traditional way of developing software. During the planning meetings in 
Norway, the local team would plan and suggest initial estimates for all the tasks in the 
project, and then assign tasks to their remote partner. Later the remote team would 
turn these tasks into sub-tasks, and provide new estimates. In the end, the Norwegian 
team would check the results.  

The Norwegian Scrum master, the Scrum master from India and one of the Norwe-
gian developers had frequent meetings (2-3 times a week) with the remote team. This 
was a kind of distributed stand-up. In the meetings between the two sub-teams they 
relied on chat and e-mail. The Scrum master said: “We tried to use telephone-
conferences, but it did not work well, because of language problems. It is also easier 
to understand each other when relying on written communication. Also extensive use 
of chatting makes it possible to ask a question right away. It takes time to organize a 
telephone-conference.” He continued: “It was also difficult to only use 15 minutes on 
the telephone. Often we used an hour. Chat is better.”  
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Coordination of work with the remote team was mostly based on direct-
supervision. The Scrum master from India was involved in the meetings but she then 
decided who should do what.   

4.2   Project India II 

The goal of the project was to develop a system for quality audits in organizations. 
This project represents the second release of the system and will provide multi user 
support. Two departments of the studied company are involved, each acting as an 
internal customer responsible for contracts with their own international customer. 

The project consists of a product owner, who is also a project manager, and an ar-
chitect from Norway, while development is outsourced to India. Four remote devel-
opers are working 100% on the project, one of them as a team leader. In addition a 
few remote developers contribute part time on the project. The Indian team members 
are given specialized responsibilities, like GUI. 

Scrum was applied from the inception of this project because, according to the 
product owner, “our customer didn’t understand the creation of an old-fashioned 
functional specification, so we thought: Okay, let’s try an agile approach.” They 
agreed on a contract that allowed the use of a backlog with a constantly updated list of 
business and technical requirements, and continuous deployment of short deliveries.  
The backlog was maintained by the product owner. In addition to the described Scrum 
practices, they used continuous integration and semi-automatic deployment, and code 
reviews. 

Coordinating GSD Work in the India II Project. The project started after the first 
initial backlog was created by the product owner. After the initial design was created, 
the work was then planned and divided into sprints in cooperation with the Indian 
team. This failed. The product owner said: “I quickly gave up these sprints, that is, to 
define them together with the remote team.” She continued: “It was very difficult 
because of problems with the communication. […] We didn’t understand each other, 
and then there were cultural differences, too.” 

The product owner explained how they changed their way of coordinating work, 
after finding it too time consuming to do the sprint planning in cooperation with the 
remote team: “We then started sending them work-packages specified in detail, but 
we realized it would be a too big job to do this for each work package.” The solution 
was then to create a principal work plan and then further specify and document back-
log items with use-cases described in documents. 

The product owner and the remote team leader communicate daily, often several 
times a day. She said: “There has been a team leader down there who assigned the 
tasks to the team, so I’ve only been dealing with him.” 

The assignment of tasks to the Indian team became less detail oriented and instead 
there was an increased focus on continuous communication. It seems like the product 
owner tried to act more as described in the Scrum literature. She was maintaining the 
backlog and specifications, while letting the Indian team work out the specifications: 
“I do not know everything, therefore I try to communicate: ‘This is the use case, you 
need to solve this. Work it out.’ And it works, and then they ask: ‘Can we discuss’, 
and of course, we do.”  
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Coordination of work with the remote team was mainly based on direct supervision 
and standardization in the form of written specifications and reporting of status, but 
the team was also relying on frequent informal communication. However, the biggest 
challenge was getting feedback from the remote team. The product owner said: “What 
I miss, though, is that they should detect problems and show initiative.” 

4.3   Project Eastern Europe  

The goal of the project is to develop a system for collection and visualization of data 
from ship-inspections. When ships are inspected, the results are stored in the system, 
and the collected data are visualized through 3D models. The 3D engine was first 
developed as a prototype 5 years ago, before it was integrated into the core system 
and then released. Each time the product is sold to a new customer it requires adapta-
tion and modification of the system. Several contracts with different customers from 
all over the world have been signed. 

Four to five developers are situated in the remote team in an East European coun-
try, while two developers are situated in Norway, together with two persons from the 
support department, one from sales and a project manager acting as a product owner. 
The Norwegian team implements the daily Scrum. These meetings are also used for 
discussion of future solutions. They tried to implement sprints for the whole project, 
but failed. Tasks are mostly assigned to the Norwegian team’s members by the project 
manager, who said, while pointing at the backlog: “There, I’ve been putting some 
signatures on who is going to do what.” 

Coordinating GSD Work in the Eastern Europe Project. The project was origin-
nally applying a traditional, waterfall inspired model. This changed a year ago when a 
new project manager was assigned. The two distributed teams tried to use a common 
Scrum process. They were conducting several joint stand-ups each week, and 
implemented shared responsibilities. Originally, the remote team was only responsible 
for the creation of 3D models, but when it was decided to integrate them in the total 
development process, they faced new challenges. The project manager said: “We 
thought that we should try Scrum, but because we wanted the remote team to take 
part in development and bug fixing, stand-up became a challenge. […] We didn’t 
manage to interact and cooperate, it became too time consuming.”  

According to the project manager, the remote team was unfamiliar with the system. 
This unfamiliarity made communication time consuming. The project manager said: 
“We felt that the Norwegian team members used too much time communicating with 
the remote team.” The project manager also felt that the remote team did not deliver 
as expected. She said: “Often, the software seemed inadequately tested.” This dissat-
isfaction was communicated to the remote team.  

The project manager considered the problem to be difficulties gaining a thorough 
understanding of the complex source code, and commented on how tasks were  
divided: “If we had managed to identify bigger chunks of new functionality to be 
developed by the remote team, it might have been easier for them.” To improve the 
situation it was decided to divide responsibility between the teams and to give the 
remote team tasks that required less cross-site coordination. The Norwegian team is 
now responsible for the core system, bug fixing, new functionality and customer rela-
tions, while the remote team is mainly responsible for system configuration and the 
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creation of 3D models for each customer. The project manager said: “Because of their 
3D competency, it works, because then they don’t have to communicate with us all the 
time. […] It’s only if they lack a specification or domain knowledge, for instance 
when they miss an overview of what to put on the ship, then they come back and ask.”  

Coordination of work between the teams was mainly based on standardization, and 
to some degree direct supervision. The level of mutual adjustment was low. 

5   Discussion 

In this section we present our key observations in light of our research question: How 
are tasks coordinated in GSD teams applying agile methods? To answer this question 
we need to evaluate the degree to which the projects conformed to the generally ac-
cepted elements of the Scrum methodology. None of the projects succeeded in im-
plementing a shared Scrum process for both the local and remote team, and only the 
local team in the India I project was using Scrum as intended. One reason for the 
reported problems was the failed attempt to implement mutual adjustment in the dis-
tributed process. Agile development relies on mutual adjustment. All the projects 
ended up using the traditional approach relying on direct supervision and standardiza-
tion when coordinating remote work. Figure 2 summarizes the coordinating mecha-
nisms used between the teams. The graphs are drawn from the bases of the interview 
data and are also discussed with the interviewees. 

5.1   Challenges Implementing Mutual Adjustment in GSD 

All three projects tried to implement daily stand-ups as they are the most important 
instrument for mutual adjustment. However, they all experienced these meetings as 
time consuming, because of the flow of questions from the remote site. Language and 
cultural differences were also a reason for the problems with these meetings. Com-
munication problems, often reported in GSD projects [6, 23], led to the replacement 
of daily meetings with direct supervision and detailed specifications. This probably 
made it difficult to solve the communication problems [24], discuss the backlog, and 
to self-organize; one of the key tenets of agile development [25].  

Ramesh et al. [6] suggest four practices to improve communication; synchronize 
work hours, provide for informal communication through formal channels, balanced 
coordination and constant communication. India II was only partly synchronized, but 
managed to communicate frequently and relied on formal channels, i.e. communica-
tion through people with dedicated roles. India I reduced the need for synchronization 
and coordination through modularization and communicated frequently with the re-
mote Scrum master. The team from Eastern Europe used synchronized work hours, 
enabling constant communication, but the amount of communication and the lack of 
formalized channels negated the positive effect. 

All three projects were using Scrum for the first time, and it is possible that more 
mature Scrum teams would communicate more efficiently because they may be more 
knowledgeable about and have a better understanding of issues related to applying an 
agile approach in a GSD project. Furthermore, none of the remote teams were trained 
in Scrum and this probably resulted in a lack of process understanding.  
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Fig. 2. Relative emphasis on coordinating mechanisms between the onshore and offshore 
teams: More emphasis is placed on direct supervision and standardization than on mutual  
adjustment 
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5.2   Implementing Scrum Practices  

There was no joint Scrum process between the teams; however India I succeeded in 
implementing Scrum in Norway by dividing the project into modules, appointing a 
remote Scrum master, and by moving her to Norway for periods. The other projects 
used a similar approach, making the remote team responsible for specific modules. 
This reduced the need for everyone to communicate with everyone, and made com-
munication less critical. The Eastern Europe project chose to assign standardized 
tasks to the remote team, as less complex tasks reduce the need for mutual adjustment 
[20]. Fowler [26] argues that this kind of modularization is important to succeed with 
distributed Scrum, because a remote team that is responsible for an entire module 
from planning to testing gets a deeper understanding of the tasks it is working on. He 
also suggests continuous integration to avoid surprises when integrating the modules. 

Modularization also makes it possible to implement a Scrum of Scrums approach 
[27], where several teams follow their own Scrum process. The total process will then 
be coordinated through meetings between the Scrum masters. India I was in an early 
phase of implementing Scrum of Scrums.  

Two of the projects improved their level of mutual adjustment after first substitut-
ing this coordinating mechanism with standardization and direct supervision. Elec-
tronic chatting was the best remedy to support mutual adjustment, since it is instant, 
written text is less hampered by noise than speech, and it was perceived as timesaving 
compared to using a telephone conference.  

All projects focused on direct supervision after failing to use Scrum, but after some 
months, they all felt they could reduce their level of direct supervision because of an 
increased level of trust. Among the reasons for increased trust are frequent and reli-
able communication [24] and frequent visits by distributed partners [6]. Trust is a 
prerequisite for effective mutual adjustment [24]. 

6   Conclusion and Future Work 

This paper presented data from a multiple case study. None of the projects succeeded 
in implementing mutual adjustment, and Scrum was only implemented in one local 
team. In the end the projects applied a subset of Scrum practices. We found that: 

• A high level of trust is important for reducing direct supervision and standardiza-
tion which is important to enable mutual adjustment.  

• Co-locating the remote Scrum master with the local team and making the remote 
team responsible for dedicated modules, makes it possible to implement Scrum in 
part of a GSD project, and to implement Scrum of Scrums. This also reduces the 
need for everyone to communicate with everyone in the GSD project.  

• The communication problems caused by distribution are a threat to mutual adjust-
ment, however electronic chatting enables mutual adjustment.  

• In addition, there is a need for more research utilizing formal analytical methods on 
how work is coordinated in mature agile GSD teams, e.g. teams using Scrum of 
Scrums, and when there is a common Scrum process.  
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