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Abstract. Understanding how the genomes of viruses mutate and evolve within
infected individuals is critically important in epidemiology. By exploiting knowl-
edge of the forces that guide viral microevolution, researchers can design drugs
and treatments that are effective against newly evolved strains. Therefore, it is
critical to develop a method for typing the genomes of all of the variants of a
virus (quasispecies) inside an infected individual cell.

In this paper, we focus on sequence assembly of Hepatitis C Virus (HCV)
based on 454 Lifesciences system that produces around 250K reads each 100-
400 base long. We introduce several formulations of the quasispecies assembly
problem and a measure of the assembly quality. We also propose a novel scalable
assembling method for quasispecies based on a novel network flow formulation.
Finally, we report the results of assembling 44 quasispecies from the 1700 bp
long E1E2 region of HCV.

1 Introduction

Many viruses found in nature encode their genomes in RNA rather than DNA. While
the problem of sequencing an organism’s DNA is well-studied, sequencing RNA viruses
presents its own unique set of challenges. Perhaps the biggest challenge associated with
sequencing RNA viruses is that they lack DNA polymerases and are unable to repair
mistakes in their sequences as they reproduce. Over the course of infection, the mistakes
made in replication are passed down to descendants, producing a family of related vari-
ants of the original viral genome referred as a quasispecies.

The allele frequencies across all of the quasispecies in an infected individual may
drift significantly. Among all of the new quasispecies produced, some may be more
virulent than others. Thus, it is of epidemiological interest to identify common charac-
teristics of virulent quasispecies to aid in the design of effective drugs and treatments
for the disease that the virus causes. This paper is devoted to the problem of sequencing
of all quasispecies inside a patient based on 454 Lifesciences system.

454 Lifesciences system is one promising technology that may prove useful for se-
quencing quasispecies. It is a massively-parallel pyrosequencing system developed by
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biotechnology firm 454 Lifesciences for DNA sequencing. Briefly, the system frag-
ments the source genetic material to be sequenced into pieces approximately 100 bp
long called reads. Each read is sequenced and the original genome is reconstructed via
software. Since this system was originally designed to sequence genetic material from a
single organism, the software assembles all of the reads to a single genome. In order to
use it for sequencing quasispecies, new software must be created that can also correctly
distribute reads between multiple quasispecies.

Informally, the Quasispecies Assembly problem can be stated as follows: Given a set
of reads taken from a single specimen, determine how many quasispecies are present
and what are their sequences.

Quasispecies Assembly is related to several well-known problems: DNA fragment
assembly (see e.g., [2,5,6]), haplotype assembly [3], population phasing (see e.g., [7])
and DNA finding in a mixed environment (see e.g., [15]) . Indeed, the fragments (reads)
should be assembled into a long genome sequence although it becomes a lesser chal-
lenge since consensus genome sequence is already available. In [2], a network flow-
based approach is presented which bears similarity to the approach adopted in this
article. A plausible reduction genome sequencing is as follows: place all quasispecies
genomes back-to-back in a long sequence and treat common segments as repeats. Qua-
sispecies Assembly is very close to the haplotype assembly problem where fragments
are given from two different haplotypes of the same diploid organism and the goal is
to correctly attribute segments to one of these two haplotypes. Unfortunately, the pro-
posed solution methods are not scalable with respect to the number of haplotypes per
individual and this is critical since in a specimen there are hundreds or even thousands
of different quasispecies. Therefore, one can find similarity with the population phasing
problem where multiple diplotypes (mixtures of two haplotypes) are given and it is re-
quired to identify underlying common haplotypes and their frequencies. Finally, it can
also be viewed as variant of the newly-arisen problem of finding and distinguishing all
the different species in a given DNA sample – but in our case, the complicating factor
is that the sequencing of different quasispecies are very similar to each other.

Our contributions are the following:

– Several optimization formulations for Quasispecies Assembly and its different
versions.

– Estimation of the probability that two overlapping read belong to the same quasis-
pecies.

– A network flow based method for solving the quasispecies assembly problems.
– An efficient and scalable implementation of the proposed network flow methods.
– Application of the network flow method to the set of simulated reads drawn from

44 quasispecies in the E1E2 region of Hepatitis C Virus.

In the next section we give several optimization formulations for Quasispecies As-
sembly. Then we will construct proposed data structure incorporating information about
given reads and the consensus genome. Section 4 will propose solutions for Quasis-
pecies Assemble problems based on reductions to network flows. Finally, Section 5
will describe validation of network flow approaches on E1E2 region of HCV.
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2 Quasispecies Assembly Models and Optimization Formulations

The ultimate goal of Quasispecies Assembly is to correctly reconstruct genomes of
all quasispecies in a given sample. Since multiple quasispecies have indistinguishable
common segments that are significantly longer than a read, one cannot guarantee to
find even the exact number of quasispecies. Although only cross-validation of proposed
techniques can really tell if their quality are of practical interest, it is important to for-
mulate models and corresponding optimization objectives that do not simply rely on
cross-validation.

We will start with the formal description of the input and output for Quasispecies
Assembly. The output of 454 Lifescience system consists of N ≈ 250K reads, each
read r is a sequence of l nucleotides (l may be about 100 or even 400). The rate of
typing errors is claimed to be 0.04% (see [9]). Also we may usually rely on existence
of a known consensus genome of all quasispecies which is in case of HCV has length
L = 9600 bp. Each reconstructed quasispecies should be covered by given reads and
be close to the consensus genome sequence H .

We first consider the simplest parsimonious model for Quasispecies Assembly. The
corresponding optimization formulation is as follows.

Most Parsimonious Quasispecies Assembly. Given a set of reads R and a consensus
genome sequence H , find the minimum size set of quasispecies Q covering all reads
from R, i.e., such that each read r ∈ R is contained in at least one q ∈ Q.

Although the parsimonious model is worth considering, it is usually oversimplified.
Indeed, it usually predicts less than observed number of quasispecies and cannot dis-
tinguish between numerous different equally good (from parsimonious point of view)
solutions. In order to break ties, we introduce penalties over read overlaps. The penalty
cost(r, r′) over an overlap between reads r, r′ ∈ R should reflect how unsure we are
that these two reads came from the same quasispecies. We set cost(q) to be the sum
of costs of constituting overlaps. For example, cost can be inversely proportional to the
probability that such overlap occurs. Then the overall probability of the quasispecies
q is the product of costs of consecutive overlapping pairs of reads which can be trans-
formed to the sum by replacing costs with their logarithms. In the next section we will
suggest several different cost functions.

Minimum Cost Parsimonious Quasispecies Assembly. Given a set of reads R with
costs on read overlaps and a consensus genome sequence H , find the most parsimonious
set of quasispecies Q that have the total minimum cost.

We may also trade the number of quasispecies for smaller cost or just completely
disregard minimization of the number of quasispecies.

Minimum Cost Quasispecies Assembly. Given a set of reads R with costs on read
overlaps and a consensus genome sequence H , find the set of quasispecies Q covering
all reads that have the total minimum cost.

Besides accurately assembling all quasispecies as a set, it is also important to as-
semble certain frequent individual quasispecies. There is an evidence that the frequency
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distribution of quasispecies in a single cell is usually not uniform. The most frequent
quasispecies may contribute the major part of reads and may also contribute the most to
virus resiliency. Although frequently repeated reads may come from the most frequent
quasispecies, the alternative explanation would be that multiple different quasispecies
have the same common segment. Therefore, we again rely on estimated probability for
overlapping reads. This results in the following problem formulation.

The Most Frequent Quasispecies Assembly. Given a set of reads R with costs on
read overlaps and a consensus genome sequence H , find a single quasispecies q with
the minimum total cost.

3 The Read Graph

In this section we propose the method of incorporating the input information about
reads and genome consensus sequence into a single data structure to which we apply
network flow methods for solving quasispecies assembly problems.

We will first describe how to align reads to the consensus genome and distinguish
single nucleotide polymorphisms (SNP) from typing errors. For every possible starting
position, we align both the read and its reverse compliment to the consensus sequence
and count the number of mismatches. The “true” starting position has the fewest num-
ber of mismatches. In our experiments we have never encountered read misalignments
which can be explained by a lack of sizable repeats in the RNA viral genomes and
the low typing error rate (0.04% [9]). We can distinguish typing errors from infrequent
SNPs if we have at least double coverage of each quasispecies – indeed, the probability
of the same typing error occurring twice is insignificantly small.

Formally, each read r is supplied with its beginning and ending positions in the
consensus sequence br and er, respectively. The read graph G = (V, E, cost) has the
set of vertices V each representing a read and the set of directed edges E, where each
edge (u, v) connects two reads u and v if their alignments overlap (i.e., bu ≤ bv ≤
eu ≤ ev) and if they coincide with each other across the overlapping region.

Obviously, some edges correspond to true overlaps of pairs of reads coming from
the same quasispecies while other correspond to false overlaps that occur between reads
of similar but different quasispecies. The cost function of an edge (u, v) reflects how
unsure we are that u and v correspond to a true overlap.

In the next subsection we describe how we reduce the size of the read graph without
losing any information. Our reduction is based on an efficient algorithm for minimum
transitive reduction. In Subsection 3.2 we estimate the probability for an edge in the
transitively reduced read graph to correspond to a true overlap.

3.1 Transitive Reduction of the Read Graph

In general, the read graph G may be very dense since it contains edges connecting
non-consecutive reads (see Figure 3.1). If there are three reads u, v and w such that
(u, v), (v, w) ∈ E and u overlaps with w (i.e., bw < eu), then (u, w) ∈ E. The path
u − v − w is called closed since there is a single edge (u, w) connecting the beginning
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u

v w

bv
bw eu ev

Fig. 1. The edge (u, w) is logically implied by the edges (u, v) and (v, w). Indeed, the segment
[bw, ew] is the same in the reads u and v since (u, v) ∈ E and [bw, ew] is the same in the reads v
and w since (v, w) ∈ E, therefore, it is the same for u and w.

with the end. The edge (u, w) is logically implied by the other edges and we can safely
remove it without losing any information.

Thus, we wish to remove maximum possible number of edges, or, in other words,
obtain the minimum transitive reduction G′ = (V, E′) of the graph G. The transitive
reduction is a subgraph of G in which if a vertex v is reachable from u, then it should be
reachable in G′. In general, finding minimum transitive reduction is NP-complete but
since G is is a directed acyclic graph, it can be found efficiently [10]. Besides lacking
directed cycles, the read graph G is also partially transitively closed, i.e., all subpaths
of closed paths are closed.

Input: Partially transitively closed directed acyclic graph G = (V, E)
Output: Minimum transitive reduction of G

1. Topologically sort vertices of G
2. For each vertex u ∈ V in topological order do
3. Sort all outgoing edges from u according to left end: v1, . . . , vk

4. Thread set T ← ∅
5. For i = 1, . . . , k do
6. For each x ∈ T do

If edge (x, vi) ∈ E, then E ← E − (u, vi), T ← T − x, break
T ← T ∪ vi

7. Output G

Fig. 2. Minimum transitive reduction for partially transitively closed directed acyclic graph

Claim. A read graph G is partially transitively closed.

Proof. Toward contradiction assume that there exists a closed u − v-path P without
chords. Let (w, v) be the last edge of P , we will show that there exists the edge (u, w).
Indeed, existence of u − w-path and (w, v)-edge implies that bu ≤ bw ≤ bv ≤ eu and,
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therefore, u and w overlap. Since there exists a u − w-path, u and w do not disagree.
These two facts imply there should be an edge u and v.

The following algorithm for finding minimum transitive reduction (see Figure 2) is
more efficient than for general directed acyclic graphs since it relies on G being par-
tially transitively closed. The runtime is O(δ|E|), where δ is the maximum number of
quasispecies containing the same read and |E| is the number of edges in G. This is
significantly faster than O(|V |2) for arbitrary directed acyclic graphs.

From now on, we assume that the read graph G is transitively reduced. Obviously,
an arbitrary quasispecies corresponds to unextendable path of G, although not every
unextendable path corresponds to a quasispecies.

3.2 Estimating Probability of a True Overlap

We first give intuition behind estimation of the true overlap probability and then present
results of the formal analysis of the uniform and non-uniform quasispecies distributions.

Intuitively, given a choice, one would trust a larger read overlap more than a smaller
read overlap. That makes a lot of sense in the standard sequencing when the consensus
genome is unknown. The entire de Bruijn graph approach relies only on sufficiently
long overlaps (see [4]). Indeed, it is quite improbable that a long overlap happens by
chance – only repeats may result in false long read overlaps. But Quasispecies Assem-
bly exactly the case with long and frequent repeats – many segments can be repeated in
very many quasispecies.

Only multiple coverage may give a clue for deciding which overlaps are probably
true. If there are two reads u and v adjacent in the transitively reduced read graph, then
we may try to measure our surprise with the fact that (u, v) ∈ E by the length of the
“overhang” Δ = |bv − bu|. Indeed, assuming that (u, v) represents a true overlap in a
quasispecies q, why there is no other read w that is taken from q and which is between
u and v? If Δ is large, then there great chance that the overlap is false.

Formally, let us consider a simplified model where every read has the same length
and that each quasispecies has the same frequency.

Let bu be the starting position, in sequence H , or read u. After transitive reduction,
the event that two reads u, v from the same quasispecies are connected with an edge
(u, v) is the event that (a) these two reads exist, and (b) no read w from the same
quasispecies satisfies bu < bw < bv.

Let us fix a quasispecies A. Given N reads, L positions in H and q quasispecies,
the probability that a position is bu for some read u of A is N/Lq. Assuming that bu

is such a position, there is a unique true edge (u, v) indicating an overlap with another
read of A. The event that bv − bu > k is the event that bu + 1, bu + 2, . . . , bu + k are
not beginnings of reads of A, and since the reads have uniformly random positions, the
probability of that event is

pk =
(

1 − N

Lq

)k

≈ exp(−kN/Lq)

The probability that bv − bu = k is p′k = N
Lqpk−1.
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If bv − bu is much larger than Lq/N then most probably bv is a read from an-
other quasispecies B, and the reason for the difference is not a gap between the po-
sitions of various reads of A, but the fact that in the interval between bu and bv the
sequences of quasispecies A and B are different. Therefore if Δ = bv − bu, the number
1/pΔ ≈= exp(ΔN/Lq) measures the “implausibility” that (u, v) is a true edge. By
“implausibility” we mean a quantity that is low when the edge is plausible and high
when it is not.

If the lengths of the reads are variable and random, then after the cleaning we should
have larger gaps following beginnings of particularly long reads. However, the distri-
butions of lengths of the survivors of the cleaning process is more uniform (it has a
much smaller variance) than the original distribution of read lengths. Thus we have a
reasonable approximation.

If we have different frequencies of reads from different quasispecies, then the proper
formula for quasispecies A would be exp(ΔNfA/L) rather than exp(ΔN/Lq). How-
ever, We cannot use it because a-priori we do not know the frequencies.

What is least clear from our analysis is what function of pΔ would give the best result
if we use it as the cost of edge (bu, bv). We will try to natural candidates: the inverse,
giving formula exp(ΔN/Lq) and minus logarithm, giving formula ΔN/Lq.

4 Quasispecies Assembly Via Network Flows

In this section we show how to modify the read graph G into a flow network so that
Quasispecies Assembly would naturally represented by a network flow through G. We
then reformulate the Quasispecies Assembly problems into the minimum-cost network
flow problems.

As we noticed in Section 3.1, each quasispecies corresponds to a simple path in the
(transitively reduced) read graph G. Each such path can be viewed as a flow originated
in the source corresponding to the first read flowing through intermediate reads and
ending at the sink corresponding to the last read.

Standard network flow formulations associate flow with the edges rather than the
vertices. Therefore, our first modification to the read graph would be replacement of
each vertex corresponding to a read r with the beginning vertex rb and the ending
vertex re connected with the edge (rb, re). Each edges with the head v changes its head
to rb and each edge with the tail v changes it tail to re (see Figure 3).

For simplification of the flow formulation we also introduce universal source and
sink vertices s and t for all flows (see Figure 4). We add an edge from the source s to
each read that does not have any incoming edges and an edge to the sink t from each
read that does not have outgoing edges. These two vertices are also supplied with back
edge (t, s) through which each quasispecies flow should return back thus making our
flow circular.

We now ready to formulate the minimum cost feasible flow problem corresponding
to Most Parsimonious Quasispecies Assembly. Let f : E → R+

0 be a circular flow
defined on all edges. The value of the flow f through a read edge (br, er) represents the
number of quasispecies that contain the read r. The corresponding linear program (1-4)
is as follows:
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r

rerb

Fig. 3. Replacing of a vertex corresponding to a read r with the edge (rb, re). The new vertices
and edges are dashed.

s t

G

Fig. 4. Universal source s and universal sink t with the backward edge (t, s) are added to the read
graph. The new vertices and edges are dashed.

Minimize f(t, s) (1)

subject to

∀v ∈ V
∑

(u,v)∈E

f(u, v) =
∑

(v,u)∈E

f(v, u) (2)

∀read r ∈ R f(br, er) ≥ 1 (3)

∀(u, v) ∈ E f(u, v) ≥ 0 (4)

Objective (1) is parsimonious – it asks for minimizing number of quasispecies since
each unit of flow corresponding to a single quasispecies should pass through the edge
(t, s) exactly once. Constraint (2) is the flow conservation – for each vertex v ∈ V , the
total flow entering v equals the total flow exiting v. Constraint (3) requires that each
read to be covered by at least one predicted quasispecies. Constraint (4) forbids the
backward flow so that the flow would really correspond to quasispecies.

The linear program (1-4) does not predict complete quasispecies but rather decides
which pairs of overlapping reads belong to the same quasispecies. In order to obtain
a feasible set of quasispecies one can simply replace each edge e with f(e) copies
and in the resulted graph find f(t, s) edge-disjoint s − t-paths each corresponding to a
quasispecies.
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Although the linear program (1-4) does not require flow to be integer, the optimal in-
teger solution is always fractionally optimal. All linear program solvers (e.g., [13,12])
find optimal integer solutions very efficiently. Alternatively, one can use a faster com-
binatorial min-cost flow solver [11,14].

The next linear program solves Minimum Cost Quasispecies Assembly. Here, we set
to zero the cost of all edges introduced into G while modifying it into the flow network,
i.e., cost(t, s) = 0, cost(s, u) = cost(v, t) = 0 and, for each read r, cost(rb, re) = 0.1

The only difference with the previous formulation is in the objective. Objective (5)
does not pay attention to the number of predicted quasispecies but to the total cost of
all predicted quasispecies.

Minimize
∑
e∈E

cost(e) · f(e) (5)

subject to

∀v ∈ V
∑

(u,v)∈E

f(u, v) =
∑

(v,u)∈E

f(v, u)

∀read r ∈ R f(br, er) ≥ 1
∀(u, v) ∈ E f(u, v) ≥ 0

Finally, Minimum Cost Parsimonious Quasispecies Assembly is solved with the
same linear program as Minimum Cost Quasispecies Assembly. The only difference
is that cost(t, s) is set to a very large number. As a result any feasible assembly cannot
be optimal if it uses more than the minimum possible number of quasispecies and as a
secondary criteria the total cost of read overlaps is minimized.

5 Experimental Results

To our knowledge, full-genome quasispecies data for HCV is currently unavailable.
However, previous research has obtained the sequences of individual HCV quasispecies
for several important subregions. [1] obtained quasispecies data for the E1E2 region of
the HCV genome. This data is a contiguous region 1734 bp long over Q = 44 qua-
sispecies. We generated two simulated problem instances based upon the sequences in
this data. The first instance, which we shall refer to as the “uniform” instance, assumed
that the frequencies of each of the sequences in the data set were equal all equal (i.e.
f(qi) = 1/Q for all qi). The second instance, which we refer to as the “nonuniform”
instance, assumed that the frequency of one quasispecies was 1/2, while all other qua-
sispecies had equal frequency of 1/(2(Q − 1)).

We assumed that the 454 Lifesciences system would produce approximately 250K
reads of length 100 across the entire 9.6K bp length of the HCV genome. Since the
E1E2 region is 1.7K bp long, approximately 18% of the 250K reads (approx. 44K) reads
should span the E1E2 region. Reads were generated by iteratively selecting a sequence

1 Alternatively, the cost of the read can be set inversely proportional to the number of copies of
the read. This way the multiplicity of the read participation in assembly should correspond to
its multiplicity among collection of all reads.
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Fig. 5. This table shows the original number of reads, the number of reads after “cleaning” (i.e.
removing subreads), and the number of overlaps (i.e. number of edges in the read graph) for the
two problem instances considered. The “uniform” problem instance consisted of 44 quasispecies
of length 1734 each with equal frequency. The “nonuniform” instance consisted of the same 44
quasispecies, but one quasispecies was selected to have frequency 1/2 and all others were given
frequency 1/(2(Q − 1)).

from E1E2 at random according to that read’s frequency and fragmenting it into reads
which were then accumulated in a collection; the lengths of reads were generated using
a normal distribution with μ = 100, σ2 = 10.

Once a problem instance was generated by the above procedure, we removed reads
that were contained within other reads. The reason we introduce this “cleaning” phase
of our algorithm is two-fold: first, any read that is subread of another cannot possibly
introduce a new quasispecies, and second, the graph formed by the remaining reads
is guaranteed to be acyclic, connected, and has a single global source and sink. Due
to the large degree of homogeneity between quasispecies, a surprisingly large number
of reads are cleaned out of the problem instance. After cleaning the problem instance
of subreads, the read graph is constructed. The table on Figure 5 gives the various
parameters for each of the two problem instances under consideration.

Out of the many possible overlaps between reads in the problem instance, only a
small portion actually belongs to real quasispecies. From the table on Figure 6 one can
see how well our min-cost flow based algorithms for Most Parsimonious Quasispecies
Assembly and Minimum Cost Quasispecies Assembly predict which overlaps are true
overlaps. The most parsimonious solution obtained by setting to 1 the back edge cost
while other edges has cost 0 – in the table the corresponding solution is placed the
row with cost function 1. We run the min-cost flow algorithm for the two problem
instances under the following two different edge-cost functions. The cost function Δ
equals the the difference in genome offsets of edge tail and head reads. This function
is proportional to the logarithm of the estimated probability of the read overlap to be
true overlap. As a result, the total cost of a path is proportional to the probability of
it to be a true quasispecies. The cost function eΔ is the estimated probability of the
corresponding overlap to be true overlap.

The table on Figure 6 gives the total number of true overlaps and the total number
of predicted overlaps. Then we give the number of true and false overlaps among pre-
dicted overlaps as well as the number of true overlaps which are missed by our method.
Our experiments show that Most Parsimonious Assembly is the furthest from the true
quasispecies and that the exponential cost is superior to the Δ-cost.

Similarly to the error measure for diploid organism phasing, we introduce the switch-
ing error, which is computed as follows. For each true quasispecies, we identify the path
in the transitively reduced read graph and count how many times that path switches
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Fig. 6. The number of real, predicted, correctly predicted, incorrectly predicted, and unpredicted
overlaps for the two instances and three network flow methods (cost functions). Minimum Cost
Quasispecies Assembly are denoted by cost Δ and eΔ.

Fig. 7. The runtimes for major subroutines in the program. All runtimes were recorded on a
modern machine with an Intel Core Duo 2 CPU and 2 GB of RAM.

between predicted quasispecies and then average number of switches over all true qua-
sispecies. The lower bound is the average number of unpredicted overlaps that occur
along the path corresponding to a real quasispecies. We split the flow into quasispecies
by walking from the universal source to the universal sink, randomly choosing which
edge of each fork to tranverse, decrementing the flow along each edge as it is traversed.
The column Random Walk in 6 reports the average switching distance over all true
quasispecies for the set of randomly predicted quasispecies. Our results show that the
exponential cost is superior to Δ-cost as well as the most parsimonious solution and
that our method admits only very small fraction of possible errors.

Obviously, randomly predicting quasispecies has an high switching error. By using
a more intelligent path-splitting heuristic, one can possibly reduce the switching error
down to the lower bound.

The table on Figure 7 gives the runtimes for the instance cleaning, transitive reduc-
tion, and linear programming subroutines in the program. As the table indicates, our
method can deliver results in a reasonable amount of time, and is expected to scale well
to the sizes of real problem instances.
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