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Abstract. The Business Process Modeling Notation (BPMN) has become a de-
facto standard for describing processes in an accessible graphical notation. The
eXtensible Access Control Markup Language (XACML) is an OASIS standard
to specify and enforce platform independent access control policies.

In this paper we define a mapping between the BPMN and XACML meta-
models to provide a model-driven extraction of security policies from a business
process model. Specific types of organisational control and compliance policies
that can be expressed in a graphical fashion at the business process modeling level
can now be transformed into the corresponding task authorizations and access
control policies for process-aware information systems.

As a proof of concept, we extract XACML access control policies from a secu-
rity augmented banking domain business process. We present an XSLT converter
that transforms modeled security constraints into XACML policies that can be
deployed and enforced in a policy enforcement and decision environment. We
discuss the benefits of our modeling approach and outline how XACML can sup-
port task-based compliance in business processes.

Keywords: Policy Definition, Integration, Enforcement, Separation of Duties
Business Process Modeling, eXtensible Access Control Markup Language.

1 Introduction

The control and audit of activities is a fundamental principle in systems with a high
degree of human interaction [1]. In the domain of information systems security and
compliance, access control models are used to decide on the ways in which the avail-
ability of resources is managed and company assets are protected.

A multitude of access control models and related specification languages have
emerged over the last decades. Requirements, such as “access control models must
allow high level specification of access rights, thereby better managing the increased
complexity [..]” [2], are representative of today’s collaborative, service-integrated, and
process-aware information systems. What is evident is the need for business experts to
able to define their compliance requirements at a business process level, while the corre-
sponding access control policies need to be specified and enforced at the backend- and
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service-level of an enterprise information system [3]. In the domain of access control
engineering Crampton et al. state “[..] that existing approaches to the specification of
authorization constraints are unnecessarily complicated” [4]. For instance, this applies
to the well defined eXtensible Access Control Markup Language [5]. This XML-based
notation is very expressive, but policy definition is cumbersome and tool support is
scarce. The manual definition of XACML policies is slow, error prone and may lead to
policy inconsistencies and disruption of related business process execution.

We base our work on two key observations with respect to business process driven
security administration and compliance management for service-based integrated enter-
prise environments. First, there is a set of well defined and accessible business process
modeling notations used to describe enterprise service orchestration based on Web Ser-
vices that are widely accepted and standardized. Second, only the security specialists
specify security policies for enterprise services on a very technical level to create re-
lated security policies instead of the actual stakeholder which is the business process
domain expert.

Based on these observations, as an initial step, we had enriched the semantics of the
Business Process Modeling Notations (BPMN) in [6] to leverage the specification of ac-
cess control security policies (e.g., separation of duty ) for process-aware information
systems onto the level of the process model definition itself. In this paper, we now ad-
dress the issue of XACML policy specification usability and present a novel approach
to derive concrete security policies, from a business process model, transform them
into a dedicated policy specification language, such as RBAC-extended XACML pol-
icy sets, and deploy these policies in a policy enforcement enriched process execution
environment based on Web Services. In essence, in this paper we provide:

– An evaluation of the BPMN and XACML meta-model and description of which
entities must be mapped to each other in order to derive XACML security policies
from BPMN models.

– A mapping to define a model transformation that extracts policy information from
an XML-based business process model description to automate the generation of
according XACML policies.

– A proof of concept prototype XSLT transformation script, applied on some example
separation of duty constraints taken from a banking process [1].

The rest of this paper is organized as follows. The next section provides some back-
ground information about the Business Process Modeling Notation along with our
security augmentation for task-based authorization. In Section 3 we discuss the under-
lying meta-models of BPMN and XACML and identify a mapping between entities of
both models in order to define a model transformation to derive XACML policies. In
Section 4 we demonstrate the feasibility of our mapping proposal by presenting an
XSLT transformation applied to a given example banking process. The process is stored
as an XML document and parsed by an XSLT transformer to generate XACML policies.
Section 5 presents some related work in the area of policy modeling and model-based
policy generation. The last section discusses our current approach and outlines future
work, such as policy analysis that goes beyond syntactical validation of policy sets.
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2 Background

In this section we provide some short background information about the Business Pro-
cess Modeling Notation and the eXtensible Access Control Markup Language.

2.1 Business Process Modeling Notation

The Business Process Modeling Notation has emerged as a standard notation for cap-
turing business processes, especially at the level of domain analysis and high-level
systems design. The notation inherits and combines elements from a number of other
proposed notations for business process modeling, including the XML Process Defini-
tion Language (XPDL) [7] and the Activity Diagrams component of the Unified Mod-
eling Notation (UML). Figure 1 depicts an excerpt of the BPMN meta-model. For the
sake of simplicity we omitted some elements that are not relevant in the course of this
paper. BPMN process models are composed of flow objects such as routing gateways,
events, and activity nodes. Activities, commonly referred to as tasks, represent items
of work performed by software systems or humans, i.e. human activities. Activities are
assigned to pools and lanes expressing organizational institutions, roles and role hier-
archies. Routing gateways and events capture the flow of control between activities.
Control flow elements connect activity nodes by means of a flow relation in almost ar-
bitrary ways [8]. BPMN supports so called artifacts that enrich the process model by
information entities that do not affect the underlying control flow and are a dedicated
extension points to add additional information to the model. We provided an extension
for security semantics in BPMN by adding an authorization constraint artifact.

Fig. 1. BPMN Entitiy Diagram Excerpt

2.2 Constrained Business Process

The authorization constraint artifacts we proposed in [6] basically consist of two argu-
ments nu and mth (cf. Figure 2). The first denotes the number of different users that
must perform at least one activity of the set of activities indicated by a group or lane
element the constraint is applied to. The latter argument defines the maximum number
of activity instances of a given set of activities a single user may perform. This thresh-
old value is necessary to restrict the number of possible task invocations of looped or
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Fig. 2. Modeling of Authorization Constraints [6]

Fig. 3. Example Business Process Model

multiple-instance tasks. Crampton et al. defined such constraints as cardinality con-
straints [4]. The authorization constraint artifact can be assigned to groups, lanes, and
repetitive activities.

We applied our notation to a banking process illustrated in Figure 3 and modeled
security constraints for this process that are discussed in [1]. The process describes the
necessary steps for opening an account for a customer. Therefore, the customer’s per-
sonal data is acquired. The customer is identified and the customer’s credit worthiness
is checked by an external institution. Afterwards, one of several product bundles is cho-
sen. A form is printed for the selected bundle that is signed by the customer and the
bank.

A role-based authorization constraint for a role Clerk is expressed by assigning the
set of tasks {T 1, T 2, T 3, T 4, T5, T6, T8} to the lane labeled Clerk. A second role-
based authorization constraint for the role Manager is expressed by combining the tasks
of the role clerk with the task T 7. The nesting of the lane Clerk within the lane Manager
expresses a role hierarchy. We defined two separation of duty constraints for the pairs of
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conflicting tasks {T 3, T 4} and {T 7, T 8} by adding the related authorization constraints
to both groups. In the same way we expressed a binding of duty constraint for tasks
{T 1, T 2}. A last operative separation of duty constraint is directly assigned to the lane
Clerk that restricts the executive power of a single clerk for a process instance to five
activities.

2.3 eXtensible Access Control Markup Language

XACML is an OASIS standard that allows the specification of XML-based access con-
trol policies, primarily applied to the domain of Web Services. Referring to Figure 4,
XACML specifies a request-response protocol and a data flow model between a service
requester, a policy enforcement point (PEP), a context handler, and a policy decision
point (PDP). Each access request is send to the PEP and forwarded to the context han-
dler. The context handler creates a request context that is unique for each access request.
The request context holds a snapshot of the overall system state. For instance audit
log information, timestamps, or a subject’s organisational context, such as user role.
This information is collected from diverse backend systems, e.g. directory services,
database systems, or workflow management systems. This request-dependent informa-
tion is stored as context attributes and is used by the policy decision point to decide
whether to grant or deny an access request. A detailed description of the data flow is
given in [5].

The meta-model of XACML is shown in Figure 5. The root of all XACML policies
is a policy or a policyset element. Policysets may hold one or more policies or other
policysets. Each policy contains rule elements which are evaluated by the PDP. Target
elements specify the context a rule applies to or not. A target is composed of subject,
resource, and action elements. A subject element defines a human interacting with the
system. A resource element defines a protected entity, such as a Web Service, file or
process task in the context of a workflow management system. An action element de-
fines the operation that is performed on the protected resource element. If more than
one rule applies a rule combining algorithm defines the outcome of the overall decision
request.

Condition elements further restrict the overall decision based on the contextual at-
tributes of the access request. A condition contains a predicate which evaluates to either
true or false, e.g. a subject’s role attribute must be clerk. If the condition returns true
the rule’s effect is returned. The effect may result in a permit, deny, or not applicable

Fig. 4. XACML Overview
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Fig. 5. XACML Entity Diagram Excerpt [5]

statement. An obligation is an additional activity (e.g. sending a notification email) that
must be performed by the policy enforcement point in case a policy applies to a specific
request and rule effect.

3 Mapping of BPMN to XACML Elements

In order to automate the extraction of security policies from process models we discuss
in this section the relationship and respective mapping between selected meta-model
entities of BPMN and XACML. The dotted lines in Figure 6, indicate the mappings we
are discussing in the following:

XACML subject role attributes of the policy target can be derived from lanes and
nested lanes respectively. A lane represents an organisational role, thus the semantic of
embedded human activities is interpreted as a role-task assignment.

The BPMN elements activity and human activity are mapped to XACML resource
elements as part of the policy target. In the context of a workflow management system
we consider a process task as a resource. In the domain of process management an
activity has several possible states that are related to human interaction, namely ready,
activated, completed, or canceled. Therefore, for each task we derive three XACML
action elements for the XACML policy target, each related to a state transition that can
be performed on a task.

BPMN group, lane, and authorization constraint elements are mapped onto an
XACML condition element of an XACML policy rule. A condition describes under
which circumstances a rule applies for a matching target or not. This supports fine-
grained access control and is essential to express separation of duty or binding of duty
constraints. In case of separation of duty authorization constraints an XACML condi-
tion is generated, where the condition must not be met. For instance a specific task must
not be performed by the same subject. Binding of duty constraints result in an XACML
condition element that must be met. For instance, a subject must have executed a previ-
ous activity in order to perform the requested activity.

BPMN authorization constraint elements also map onto an XACML obligation ele-
ment. Obligation elements represent meta-information for an XACML enabled policy
enforcement point and contain activities that must be performed by the enforcement
point depending on the outcome of the policy evaluation. For instance in case of op-
erational separation and binding of duty constraints potential obligations for a policy
enforcement point are extended audit information housekeeping in a backend system to
store a subject’s activity history information.
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Fig. 6. Mapping of BPMN to XACML

4 Extraction of XACML Elements from BPMN

We developed an XSLT transformation script that automates the generation of XACML
policies and stores them in an XML format file that can be read by an XACML based
policy decision point. Basically, the script performs the following steps on a given
BPMN process source stored in XML-format (cf. Figure 7):

Fig. 7. BPMN Process Source

1. Role Engineering
The process model is parsed for lane elements. For each lane the script generates
a role-based policy set. Each human activity that is assigned to that lane results
in a policy and three rules. These rules allow the actions activate, complete, and
cancel for each human activity by a subject that holds a role attribute with the
corresponding role represented by the lane. If the transformer detects a nested lane
a new role-based policy set is created and its contained policies are referenced by
the parent lane. According to [5] this allows to express role-hierarchies in terms of
role seniority.
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2. Condition Definition
If the transformer detects an authorization artifact it adds a condition element to the
affected policy rule. In the case of separation of duty constraints the logical function
of the condition is NOT. For binding of duty constraints the logical function AND
is used. This logical function will be applied to all arguments within the condition
element. The authorization constraint references a set of activities either by pointing
to a group artifact or a lane element.

3. Argument Generation
For each human activity defined in a referenced task group or lane element an at-
tribute function is applied to the condition element. This element takes a subject
identifier, a process identifier, a set of task identifier (i.e. argument bag), and an op-
tional threshold value as arguments. We defined an abstract check:history function
for the XACML context handler able to query audit log information from work-
flow systems. Depending on the utilized system this function must be adapted. The
check:history function returns true or false if the subject has performed any of the
tasks referenced by the set of tasks in the argument bag.

Fig. 8. Policy Generation as a Petri-Net

The described steps are implemented by an XSLT script. The overall algorithm is
shown in Figure 8 as a Petri-Net. This script extracts information from a BPMN source
process, such as shown in Figure 7, and stores them as XACML policies. Please note,
due to the length of the overall transformation we can only provide a small script extract
in this paper. Parts of the resulting XACML policy set that is generated based on our
example (cf. Figure 7) is depicted in Figure 9. The extract shows a separation of duty
condition between the two tasks Check Credit Worthiness and Check Rating as well
as a simple task-role assignment of the task Check Credit Worthiness to the role Clerk.
Regarding the syntactical complexity of a simple separation of duty policy between two
tasks in XACML, it is comprehensible why XACML lacks a wide spread deployment in
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Fig. 9. Resulting XACML Policy Set Extract

enterprise environments and how our model transformation approach to automatically
derive security policies from business process models may mitigate this situation.

While this description is tailored for the BPMN meta-model, our approach is general
in nature and can be applied to other process modeling notations, for instance XPDL
[7] or jPDL [9].

5 Related Work

Our integration approach of BPMN and XACML on the meta-model level is related to
some areas of model-driven security and general modeling of authorizations in work-
flow systems.

In the domain of UML-based security modeling several approaches exist, such as
UMLSec [10], SecureUML [11], or a modeling methodology presented by Dobmeier
and Pernul in [12]. These approaches allow to model fine-grained access control on
the application level for accessing services in open systems, such as Web Services, by
terms of generating code fragments from UML models, but they do not address access
control in the context of workflow management systems. In SECTET [13] a novel ap-
proach for the specification of model-driven access rights for service-oriented architec-
tures is presented. In SECTET security policies are expressed in a predictive language
and are translated into platform independent XACML permissions interpreted by a se-
curity gateway. A similar approach is taken in [14] by deriving XML-based security
policies from policies described in natural language. They created a set of grammars
which execute on a shallow parser that are designed to identify rule elements in natural
language policies. In the domain of graphical security policy specification Hoagland
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et al. developed LaSCO [15] a graph-based specification language for security policies.
LaSCO policies are specified as expressions in logic and as directed graphs, giving a
visual view of the policy. A LaSCO specification can be automatically translated into
executable code that checks an invocation of a Java application with respect to a pol-
icy. In [16], Neumann et al. discussed a graphical role engineering and administration
tool to define authorization constraints that can be enforced as part of RBAC context
constraints.

In [17] and [18] various workflow meta models are analysed in order to evaluate the
capabilities to model a workflow as a set of relating roles. Roles are defined in term
of goals, qualifications, obligations, permissions, protocols, etc. Nevertheless, they did
not address the problem of task-based authorization and their enforcement in a process-
aware environment. In [19], Atluri et al. define role allocation constraints in the context
of workflows and then assign one or more users to each role. They are able to express se-
curity policies, such as separation of duties, as constraints on users and roles and devel-
oped a constraint consistency analysis algorithms, but provide no translation to actually
enforce their policies in an information system. In the area of model transformation
for business processes Strembeck et al. [20] presented a transformation algorithm to
extract RBAC policies from process models expressed in BPEL. They present an ap-
proach to integrate Role-Based Access Control (RBAC) and BPEL on the meta-model
level and automate steps of the role engineering process. Transforming process models
into a machine executable notation is also discussed in [21] by Aalst et al. They defined
a mapping to convert the control-flow structure of a BPMN source model into BPEL, a
language supported by several process execution platforms. The workflow meta-model
described in [22] by Leymann and Roller also contained access control elements, but
omitted a detailed discussion and extraction of enforceable security policies.

6 Conclusion

In this paper we presented an approach for the automated derivation of authorization
constraints from BPMN model annotations to enforceable XACML policies. This was
based on an analysis of the two corresponding meta-models and the definition of an
appropriate transformation algorithm. Our work is motivated by two main observations.

First, the definition of XACML policies is overly complex, cumbersome, and time
consuming. This may result in syntactical and semantical errors. The automated gen-
eration of XACML policies from a modeling notation that is more accessible by hu-
mans than directly editing XACML policies will speed up the whole policy engineering
process. It allows for the direct definition of policies in the context of the underlying
business process, avoiding potential inconsistencies between defined security policies
and process models based on model changes.

Second, the usability and benefits of our compliance extensions for the Business Pro-
cess Modeling Notation are strengthened by the mapping to XACML policies that can
be directly enforced in an enterprise environment based on Web-Service orchestration
and demonstrate how the complexity of XACML-based policy administration can be
reduced by defining them on a more abstract level. A reduced complexity of XACML
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policy administration may lead to a wider roll-out of the XACML standard in enterprise
information systems and overall increased general acceptance.

In future work we plan to integrate an XACML-based policy enforcement and deci-
sion point into a process execution engine that works in conjunction with an user man-
agement service. As mentioned in Section 4, we will implement the XACML context
handler extension check:history capable of accessing audit logs and activity specific his-
tory information stored in workflow management systems along with a new XACML
obligation method used for policy-based auditing. In conjunction, both will support
task-based compliance for business critical processes that goes beyond traditional role-
based security and access control lists. Another interesting aspect would be to apply a
consistency checking algorithm, such as proposed in [4], to avoid the creation of contra-
dicting policies either on the XACML model or the BPMN model itself. From a model
transformation perspective, we also think about bi-directional model transformation ap-
proaches to enable the import of existing XACML policies into a given process model
in order to support system migration scenarios.
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