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Abstract. Software in the near ubiquitous future (Softure) will need to
cope with variability, as software systems get deployed on an increasingly
large diversity of computing platforms and operates in different execu-
tion environments. Heterogeneity of the underlying communication and
computing infrastructure, mobility inducing changes to the execution
environments and therefore changes to the availability of resources and
continuously evolving requirements require software systems to be adapt-
able according to the context changes. Softure should also be reliable and
meet the user’s performance requirements and needs. Moreover, due to its
pervasiveness, Softure must be dependable, which is made more complex
given the highly dynamic nature of service provision. Supporting the de-
velopment and execution of Softure systems raises numerous challenges
that involve languages, methods and tools for the systems thorough de-
sign and validation in order to ensure dependability of the self-adaptive
systems that are targeted. However these challenges, taken in isolation
are not new in the software domain. In this paper I will discuss some
of these challenges, what is new and possible solutions making reference
to the approach undertaken in the IST PLASTIC project for a specific
instance of Softure focused on software for Beyond 3G (B3G) networks.

1 Introduction

Software in the near ubiquitous future (Softure) will need to cope with variability,
as software systems get deployed on an increasingly large diversity of computing
platforms and operates in different execution environments. Heterogeneity of
the underlying communication and computing infrastructure, mobility inducing
changes to the execution environments and therefore changes to the availability
of resources and continuously evolving requirements require software systems
to be adaptable according to the context changes. At the same time, Softure
should be reliable and meet the user’s performance requirements and needs.
Moreover, due to its pervasiveness, Softure must be dependable, which is made
more complex given the highly dynamic nature of service provision.

Supporting the development and execution of Softure systems raises numerous
challenges that involve languages, methods and tools for the systems thorough
design and validation in order to ensure dependability of the self-adaptive sys-
tems that are targeted.
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However these challenges, taken in isolation are not new in the software
domain. Adaptable and re-configurable systems do exist in many software ap-
plication domains from tele-communication to the software domain itself, e.g.
operating systems. Dependable systems have been intensively investigated and
methods and tools exist to develop them. Hence what are the new challenges
for Softure? In this paper I will discuss some of these challenges and possible
solutions making reference to the approach undertaken in the IST PLASTIC [1]
project for the specific instance of Softure as software for Beyond 3G (B3G) net-
works. I will try to highlight what I consider innovative and futurist for software
and what I simply consider software for the future. The ultimate thesis of this
paper is that Softure requires to rethink the whole software engineering process
and in particular it needs to reconcile the static view with the dynamic view.

The paper is structured as follows. In the following section I discuss the Sof-
ture characteristics in order to identify the two key challenges: adaptability and
dependability. Section 3 discusses and compares different notions of adaptability
with different degrees of dependability. This discussion will bring me to consider
the Softure issues in a software process perspective. Section 4 proposes a new
software process and discusses it in the scope of the PLASTIC project [1].

2 Softure Challenges: Setting the Context

Softure is supposed to execute in an ubiquitous, heterogeneous infrastructure
under mobility constraints. This means that the software must be able to carry
on operations while changing different execution environments or contexts. Ex-
ecution contexts offer a variability of resources that can affect the software op-
eration. Context awareness refers to the ability of an application to sense the
context in which it is executing and therefore it is the base to consider (Self-)
adaptive applications, i.e. software systems that have the ability to change their
behavior in response of external changes.

It is worthwhile stressing that although a change of context is measured in
terms of availability of resources, that is in quantitative terms, an application can
only be adapted by changing its behavior, i.e. its functional/qualitative specifi-
cation. In particular, (Physical) Mobility allows a user to move out of his proper
context, traveling across different contexts. To our purposes the difference among
contexts is determined in terms of available resources like connectivity, energy,
software, etc. However other dimensions of contexts can exist relevant to the
user, system and physical domains, which are the main context domains iden-
tified in the literature [2]. In the software development practice when building
a system the context is determined and it is part of the (non-functional) re-
quirements (operational, social, organizational constraints). If context changes,
requirements change therefore the system needs to change. Context changes oc-
cur due to physical mobility, thus while the system is in operation. This means
that if the system needs to change this should happen dynamically. This notion
leads to consider different ways to modify a system at run time that can happen



Software of the Future Is the Future of Software? 71

in different forms namely (Self-)adaptiveness/dynamicity/evolution and at dif-
ferent levels of granularity, from software architecture to line of code.

Softure needs also to be dependable. Dependability is an orthogonal issue
that depends on Quality of Service (QoS) attributes, like performance and all
other—bilities. Dependability impacts all the software life cycle.

In general dependability is an attribute for software systems that operate in
specific application domains. For Softure I consider dependability in its original
meaning as defined in [3], that is the trustworthiness of a computing system
which allows reliance to be justifiably placed on the service it delivers ... Depend-
ability includes such attributes as reliability, availability, safety, security. Softure
encompasses any kind of software system that can operate in the future ubiqui-
tous infrastructure. The dependability requirement is therefore extended also to
applications that traditionally have not this requirement. Dependability in this
case represents the user requirement that states that the application must op-
erate in the unknown world (i.e. out of a confined execution environment) with
the same level of reliance it has when operating at home. At home means in the
controlled execution environment where there is complete knowledge of the sys-
tem behavior and the context is fixed. In the unknown world, the knowledge of
the system is undermined by the absence of knowledge on contexts, thus the de-
pendability requirement arises also for conventional applications. Traditionally
dependability is achieved with a comprehensive approach all along the software
life cycle from requirements to operation to maintenance by analyzing models,
testing code, monitor and repair execution.

Therefore the overall challenge is to provide dependable assurance for highly
adaptable applications. Since dependability is achieved throughout the life cycle
many software artifacts are involved, from requirements specification to code. In
the rest of this paper I will consider as such artifacts only models that is idealized
view of the system suitable for reasoning, developing, validating a real system.
Models can be functional and non-functional and can represent different level of
abstractions of the real system, from requirements to code. My research bias is
on Software Architecture, therefore I will often consider software architectural
systems’ models. An architectural model allows the description of the static and
dynamic components of the system and explains how they interact. Software
architectures support early analysis, verification and validation of software sys-
tems. Software architectures are the earliest comprehensive system model along
the software lifecycle built from requirements specification. They are increasingly
part of standardized software development processes because they represent a
system abstraction in which design choices relevant to the correctness of the final
system are taken. This is particularly evident for dependability requirements like
security and reliability and quantitative ones like performance.

3 Adaptability: 3 Examples from My Own Bag

In this section I discuss the notion of adaptability. According to what pre-
sented so far, adaptability is the ability to change a system according to context
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variations, e.g. driven by QoS requirements. However, the change should main-
tain the essence of the system that from now on I will call invariant.

In Sections 3.2, 3.3, and 3.4, I will focus on evolving systems that change
through adaptation. In order to classify them I propose to use a 4 dimension
metric: the four Ws.

3.1 The Four Ws

The systems I consider can change through adaptability either their structure
and/or their behavior. The four Ws characterize the nature of the change along
the following four dimensions:

– Why there is the need to change?
– What does (not) change?
– When does the change happen?
– What/Who manages the change?

Why: This dimension makes explicit the need for the change. In a Software
Engineering perspective this change is always done to meet requirements.
It can be because the requirements evolved or it can be that the system
does not behave properly according to the stated requirements. It is also
worthwhile mentioning that requirements can be functional and non func-
tional requirements. The former class captures the qualitative behavior of a
software system, its functional specification. The latter defines the systems’s
quantitative attributes like, performance, reliability, security, etc. In the fol-
lowing I will provide 3 examples of functional and non functional adaptation
that have been developed in the Software Engineering research group at
University of L’Aquila.

What: Here we discuss the part of the system that is affected by the change.
Referring to architectural models, changes can affect the structure and/or the
behavior. For the structure, components can get in and out, new connectors
can be added and removed. For the behavior components can change their
functionality and connectors can change their interaction protocols.

When: This dimension captures the moment during the systems lifetime in which
the change occurs. It does not mean that the change happens necessarily at
run time. This dimension is related with the Static versus Dynamic issue.

What/Who: This is the description of the mechanisms to achieve the change.
It can be a configuration manager or it can be the system itself. Involves
monitoring the system to collect relevant data, evaluating this data, make a
decision about the change alternatives and then perform the actual change.

3.2 Synthesis

Synthesis is a technique equipped with a tool that permits to assemble a com-
ponent based application in a deadlock free way [35,21,34]. Starting from a set
of Commercial Off The Shelf (COTS) components, Synthesis assembles them
together according to a so called connector-based architecture by synthesizing



Software of the Future Is the Future of Software? 73

a connector that guarantees deadlock-free interactions among components. The
code that implements the new component representing the connector is derived,
in an automatic way, directly from the COTS (black-box) components interfaces.
Synthesis assumes a partial knowledge of the components’ interaction behavior
described as finite state automata plus the knowledge of a specification of the
system to assemble given in terms of Message Sequence Charts [18,19,20].

Furthermore it is possible to go beyond deadlock if we have a specification of
the behavioral integration failure to be avoided. This specification is an implicit
failure specification. Actually we assume to specify all the assembled system be-
haviors which are failure-free rather than to explicitly specify the failure. Under
these hypotheses Synthesis automatically derives the assembling code of the con-
nector for a set of components. The connector is derived in such a way to obtain
a failure-free system. It is shown that the connector-based system is equivalent
according to a suitable equivalence relation to the initial one once depurated of
all the failure behaviors.
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Fig. 1. The Synthesis Application Adaptation

As illustrated in Figure 1, the Synthesis framework realizes a form of system
adaptation. The initial software system is changed by inserting a new component,
the connector, in order to prevent interactions failures.

The framework makes use of the following models and formalisms. An archi-
tectural model, the connector-based architecture that constrains the way com-
ponents can interact, by forcing interaction to go through the connector. A set
of behavioral models for the components that describe each single component’s
interaction behavior with the external context in the form of label transition sys-
tems (LTS). A behavioral equivalence on LTS to establish the equivalence among
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the original system and the adapted one. Temporal logic to specify the behav-
ioral integration failure to be avoided, and then Buchi Automata and model
checking to synthesize the failure-free connector specification. From the connec-
tor specification the actual code can then be automatically derived.

Let us now analyze the Synthesis approach to adaptation by means of the
four Ws metric:

– Why there is the need to change? Here the purpose of the change is to correct
functional behavior. That is to avoid interaction deadlocks and/or enforce
a certain interaction property P . This adaptation is not due to change of
context, since it is not driven by quantitative parameters. The change here
aims at correcting a functional misbehavior.

– What does (not) change? It changes the topological structure and the inter-
action behavior. A new component is inserted in the system and the overall
interaction behavior is changed. The invariant part of the system is repre-
sented by all the correct behaviors. The proof that the adaptation preserves
the invariant is by construction.

– When does the change happen? It happens at assembly time, thus prior
to deployment and execution. Thus it is actually part of the development
process.

– What/Who manages the change? An external entity: The developer through
the Synthesis framework.

3.3 Performance

The work presented in this section, discusses PFM a framework to manage per-
formance of software system at runtime based on monitoring and model-based
performance evaluation [17]. The approach makes use of Software Architectures
as abstractions of the managed application also at run time when the system is
operating.

The framework monitors the performance of the application and, when a per-
formance problem occurs, it decides the new application configuration on the
basis of feedback provided by the on-line evaluation of performance models of
several reconfiguration alternatives. The main characteristic of this approach
is the way such alternatives are generated. In fact, differently from other ap-
proaches we do not rely on a fixed repository of predefined configurations but,
starting from the data retrieved by the on-line monitoring (that represents a
snapshot of the system current state), we generate a number of new configura-
tions by applying the rules defined within the reconfiguration policy. Once such
alternatives have been generated we proceed to the on-line evaluation by pre-
dicting which one of them is most suitable for resolving the problem occurred.
In particular, the choice of the new system configuration might consider sev-
eral factors, such as, for example, security and reliability of the application, and
resources needed to implement the new configuration.

In this approach performance evaluation models are used to predict the sys-
tem performance of the next system reconfiguration alternative. To this aim,
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each eligible system configuration is described by means of a predictive model
instantiated with the actual values observed over the system until the moment
of the performance alarm. The models are then evaluated and on the basis of the
obtained results the framework decides the reconfiguration to perform over the
software system. Therefore, the predictive models representing the software sys-
tem alternatives are evaluated at run time and this poses strong requirements on
the models themselves. PMF has been experimented to manage the performance
of the Siena publish/subscribe middleware [7,6]. The experiment shows that the
usage of predictive models improves the decision step. The system reconfigured
with the chosen alternative has better performance than the other alternatives
generated during the reconfiguration process. The configuration alternatives we
experimented all deal with structural changes of the Siena network topology in
order to improve messages routing.

Fig. 2. Adaptation for performance

In Figure 2 the PMF components are represented. It is worthwhile stressing
that all the described 4 steps are carried on at run time, while the system is
operating. Note that predictive models are commonly used to carry on quanti-
tative analysis at development time, while the system is under construction [9].
Their use at execution time raises a number of challenging research issues like:
what data are relevant to collect? The collected data is more fine-grained than
the performance model parameters, how can data be used? Models have to be



76 P. Inverardi

modified and evaluated online this means that they must require fast solution
techniques. However fast solution techniques usually apply for simple predictive
models, then which performance model should be used? How is the decision on
the next configuration taken? The answers to all these questions should consider
different aspects like security, resources availability, and so on.

Let us now consider PMF with the four Ws metric:

– Why there is the need to change? The change aims to correct non-functional
behavior, i.e. adjust Performance. This change is context dependent.

– What does (not) change? In the Siena experiment the topological structure
is going to be modified, while the overall behavior is kept equivalent. That
is the change does not affects the routing capabilities of the Siena network.

– When does the change happen? The change happens at run time, while
the system is operating and it is enacted trough run time monitoring of
performance parameters.

– What/Who manages the change? An external to the system entity, that is
the PMF framework provides support to the whole re-configuration process
as shown in Figure 2.

3.4 Resource Aware Applications

This framework aims at developing and deploying (Java) adaptable application.
It supports the development of applications that are generic and can be correctly
adapted with respect to a dynamically provided context, which is characterized
in terms of available (hardware or software) resources, each one with its own
characteristics. To attack this problem we use a declarative and deductive ap-
proach that enables the construction of a generic adaptable application code
and its correct adaptation with respect to a given execution context [8,10,11].
Inspired by Proof Carrying Code (PCC) [12,15] techniques, we have defined a
formal setting which enables us to reason about Java program adaptability with
respect to resource usage. We use first-order logic formulas to model the code
behavior with respect to the resources which characterize the execution context.
The adaptation process is carried out by using theorem proving techniques that
try to derive a formal proof that the code behavior can be correctly adapted
to the given context. Provided that the proof exists, by construction it gives
information on how the adaptation has to be done. The adapted code is thus
by construction certified to correctly work with respect to the execution context
resources availability. In Figure 3 we show the components of the framework’s
architecture.

The Development Environment is a standard Java development environment
where the developer can write applications. We only assume that the applications
are written according to some framework programming guidelines that easy their
(generic) management. The output of this step is an extended Java program
representing a generic program.

The Abstract Resource Analyzer produces from the application written in the
Development Environment a declarative description of its characteristics in terms
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Fig. 3. Adaptation for resource consumption

of resource demands. It is an abstract semantics that interprets the applications
with respect to a well defined Resource Model, and extracts the information
according to that model.

The Customizer carries out the actual adaptation of the application before de-
ploying it in the target environment for execution. This step produces a standard
Java application.

The Execution Environment can be any device that will host the execution
of the application. Typically the Execution Environment will be provided by
Personal Digital Assistants (PDA), mobile phones, smart phones, etc. From this
point of view, the Execution Environment is not strictly part of the framework
we are presenting here. However it must be characterized by a declarative de-
scription of the resources it provides that we assume to be provided by the
component itself.

The Resource Model characterizes resources and provides metrics to allow
reasoning on the adaptation in order to be able to choose the “best” one according
to the adaptation policy.
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Let us analyze the resource aware framework with the four Ws metric:

– Why there is the need to change? The change allows to correctly utilize the
host device resources. Therefore it is driven by non functional requirements
and it is context dependent.

– What does (not) change? The service/application core behavior does not
change. It changes the quantitative semantics (resource consumption) of the
service implementation. The logic of the adaptation has been programmed
by the developer.

– When does the change happen? The framework manages the adaptation at
deployment time. That is as soon as the information on the execution context
becomes available.

– What/Who how is the change managed? The deployment framework car-
ries out the whole adaptation process. The application when in execution is
completely customized and works like a standard Java application.

Summarizing in this section I have presented three examples of adaptation
that differ with respect to several dimensions. One issue that is raised by the when
dimension in the four Ws metric is whether adaptability is static or dynamic.
The system adapts at run time, how and when the adaptation is computed or
carried out does not change the problem, it is just a matter of cost. The cost I
am referring to here is the cost of carrying out the adaptation maintaining the
original integrity of the part of the application that does not change, i.e. the
invariant. Thus if the application A that exhibits property P is changed into an
application A′ and the change is supposed to preserve the property P , then this
means that also A′ must satisfy P . For example the property P could be type
integrity, thus we require that the change does not undermines type integrity
in the changed application. Obviously, in this case, carrying out the change
statically, i.e. before the system is running permits to prove type integrity of A′

in a less expensive way than if done at run time.

4 Softure: The Process View

In this section I cast the above discussed challenges in a process view. The pro-
cess view focusses on the set of activities that characterize the production and
the operation of a software system. These activities are traditionally divided into
activities related to the actual production of the software system and activities
that are performed when the system can be executed and goes into operation.
Specification, Design, Validation, and Evolution activities vary depending on the
organization and the type of system being developed. Each Activity requires its
Language, Methods and Tools and works on suitable artifacts of the system. For
validation purposes each artifact can be coupled with a model. Models are an
idealized view of the system suitable for reasoning, developing, validating a real
system. To achieve dependability a large variety of models are used from behav-
ioral to stochastic. These models represent the systems at very different levels of
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abstraction from requirements specification to code. The ever growing complex-
ity of software has exacerbated the dichotomy development/static/compile time
versus execution/dynamic/interpreter time concentrating as many analysis and
validation activities as possible at development time.

Softure puts new requirements on this standard process. The evolutionary
nature of Softure makes unfeasible a standard approach to validation since it
would require before the system is in execution to predict the system behav-
ior with respect to virtually any possible change. Therefore in the literature
most approaches, that try to deal with the validation of dynamic software sys-
tems, concentrate the changes to the structure by using graph and graph gram-
mars formalisms or topological constraints [25,23,22,24,26,27]. As far as changes
to behavior are concerned, only few approaches exist that make use either of
behavioral equivalence checks or of the type system [4,28,29] or through code
certification [12,30]. If dependability has to be preserved through adaptation
whatever the change mechanism is, at the time the change occurs, a validation
check must be performed. This means that all the models necessary to carry on
the validation step must be available at run time and that the actual validation
time becomes now part of the execution time.

Fig. 4. The Future Engineering Process

The Future development process therefore has to explicitly account for com-
plex validation steps at run time when all the necessary information are avail-
able. Figure 4 represents the process development plane delimited on one side
by the standard process and on the other side by the future development one.
The vertical dimension represents the static versus dynamic time with respect to
the analysis and validation activities involved in the development process. The
horizontal axis represents the amount of adaptability of the system, that is its
ability to cope with evolution still maintaining dependability. The standard de-
velopment process carries out most of the development and validation activities
before the system is running that is during development. The result is a running
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system that, at run time, is frozen with respect to evolution. Considering devel-
opment processes that allow increasingly degrees of adaptability permits to move
along the horizontal axis thus ideally tending to a development process that is
entirely managed at run time. In the middle we can place development processes
that allow larger and larger portions of the system to change at run time and
that make use for validation purposes of artifacts that can be produced stati-
cally. In the following section I introduce an instance of the Future Engineering
Process that has been proposed in the scope of the PLASTIC project.

4.1 PLASTIC

The PLASTIC project aims to offer a comprehensive provisioning platform for
software services deployed over B3G networks (see Figure 5). A characteristic of
this kind of infrastructure is its heterogeneity, that is it is not possible to assume
that the variety of its components’ QoS is homogenized through a uniform layer.
PLASTIC aims at offering B3G users a variety of application services exploiting
the network’s diversity and richness, without requiring systematic availability of
an integrated network infrastructure. Therefore the PLASTIC platform needs
to enable dynamic adaptation of services to the environment with respect to
resource availability and delivered QoS, via a development paradigm based on
Service Level Agreements and resource-aware programming.

The provided services should meet the user demand and perception of the
delivered QoS, which varies along several dimensions, including: type of service,
type of user, type of access device, and type of execution network environment.

Fig. 5. B3G Networks
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Referring to the challenges discussed in Section 2, this means that services must
be dependable according to the users expected QoS.

This demands for a software engineering approach to the provisioning of ser-
vices, which encompasses the full service life cycle, from development to valida-
tion, and from deployment to execution.

The PLASTIC answer to the above needs is to offer a comprehensive plat-
form for the creation and provisioning of lightweight, adaptable services for the
open wireless environment. Supporting the development of resource-aware and
self-adapting components composing adaptable services requires focusing on the
QoS properties offered by services besides the functional ones. The whole devel-
opment environment is based on the PLASTIC Conceptual Model [1]. Recently,
several approaches to conceptualize the world of services have been proposed.
The PLASTIC model takes the move from the SeCSE conceptual model [31,32]
that it has been suitably extended to reflect all the concepts related to B3G
networks and service provision in B3G networks. In particular it focusses on the
following key concepts:

– Service level agreement that clearly set commitment assumed by consumers
and providers and builds on services descriptions that are characterized
functionally, via a service interface and non-functionally via a Service Level
Specification SLS.
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Fig. 6. The PLASTIC Development Process
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– Context awareness and adaptation as the context is a key feature distinguish-
ing services in the vast B3G networking environment. B3G networking leads
to have diverse user populations, changing availability in system resources,
and multiple physical environments of service consumption and provisioning.
It is then crucial that services adapt as much as possible to the context for
the sake of robustness and to make themselves usable for given contexts.

As illustrated in Figure 6 adaptability is achieved by transferring some of the
validation activities at run time by making available models for different kind
of analysis. In particular stochastic models and behavioral ones will be made
available at run time to allow the adaptation of the service to the execution
context and service on line validation, respectively.

In PLASTIC all the development tools will be based on the conceptual model
exploiting as much as possible model-to-model transformations. The definition of
a service will consists of a functional description and of a Service Level Specifica-
tions that defines the Quality of Service characteristics of the service. The over-
all service description is obtained by means of an iterative analysis specification
phase that makes use of behavioral and stochastic models. These models suit-
ably refined with pieces of information coming from the implementation chain,
will then be made available as artifacts associated to the service specification.

With respect to the spectrum presented in Figure 4 the PLASTIC development
process will present a limited form of adaptability as shown in Figure 7. The com-
ponents implementing PLASTIC services will be programmed using the resource
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aware programming approach presented in Section 3 by using Java. In PLASTIC
adaptation happens at the time the service request is matched with a service pro-
vision. This match has to take into account the user’s QoS request and the service
SLS and the result of the match will produce the Service Level Agreement (SLA)
that defines the QoS constraints of the service provision. During this matching
process in order to reach an SLA the service code might need to be adapted, ac-
cording to the resource aware approach, thus resulting in a customized service
code that satisfies the user’s QoS request and results in a SLA.

5 Conclusions

In this paper I have discussed my point of view on software in the future. Adapt-
ability and Dependability will play a key role in influencing models, languages
and methodologies to develop and execute future software applications. In a
broader software engineering perspective it is therefore mandatory to reconcile
the static/compile time development approach to the dynamic/interpreter ori-
ented one thus making models and validation technique manageable lightweight
tools for run time use. There are several challenges in this domain. Program-
ming Language must account in a rigorous way of quantitative concerns, allow-
ing programmers to deal with these concerns declaratively. Models must become
simpler and lighter by exploiting compositionality and partial evaluation tech-
niques. Innovative development processes should be defined to properly reflect
these new concerns arising from software for ubiquitous computing. I presented
the PLASTIC approach to service development and provision in B3G networks
as a concrete instance of the problem raised by Softure. The solutions we are
experimenting in PLASTIC are not entirely innovative per se rather they are
used in a completely new and non trivial fashion. Summarizing my message is
that in the Softure domain it is important to think and research point to point
theories and techniques but it is mandatory to re-think the whole development
process in order to cope with the complexity of Softure and its requirements.
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