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Abstract. We show how one can control a workflow enactment engine
based on the information which is available in written use cases (as pro-
duced by requirements elicitation). We give details of how different as-
pects of the engine can be configured, including the process definition,
workflow participant profiles, user interface, audit data, etc. These tech-
niques have been carried out in an industrial setting, with considerable
success. Our methods are applicable to engines for business process man-
agement, web service orchestration, and traditional workflow.

1 Introduction

The automation of enterprise activity has been a major trend in recent decades,
and a key enabler for this trend is the widespread adoption of engines that allow
the computational management of processes. These engines were much studied in
the 1990s under the term “workflow management”, and later a wider horizon has
been represented as “business process” execution engines; most recently there
has been much attention given to “orchestration for composite web services”
which involves the same ideas in the context of business-to-business integration.
In this paper we will speak of workflow, but the ideas apply equally in all these
settings.

A key feature of any enactment engine is a format for defining the processes
that will be executed. Many proprietary languages have been used in commercial
products, standards have been proposed, and many more research papers have
been written. The most widespread approaches have their roots in a graph or
network models, and can be formalised with Petri Nets or similar representations.
For example, some vendors of industrial workflow engines, such as IBM and
TIBCO, deploy dialects of the UML activity diagram to configure their workflow
engines. Other proposals have been based on event-condition-action rules. All
these approaches, however much they differ in details, depend on a workflow
configuration officer producing a model or definition of each process in a special
format, for the purpose of controlling the execution in the enactment engine.

In this paper, we propose a different approach. Rather than asking the work-
flow configuration officer to model the business processes in a special format, we
make use of a well-accepted format for eliciting system requirements: the written
use cases [3], which are commonly produced during the requirements gathering
stages of projects. We conjecture that the use cases contain the information
needed to configure the enactment engine. A great advantage of our approach
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is the reduction in effort by the workflow configuration officers, who can re-use
artifacts business analysts usually generate, instead of undertaking a separate
step to analyse and model the business processes. As well, there is good evidence
that use cases are an effective means for communicating with domain experts.
Use cases seem to scale well, in contrast to say UML Activity Diagrams which
become very crowded on realistic domains.

Here is a brief overview of our approach from the point of view of its users;
much more detail is given in section 3. With use cases on hand, the workflow
administrator creates routing sheets, each describing several action steps which
should be performed as a group. When a work item arrives, the first workflow
participant to touch the work item begins by cataloguing the work item, and
then pilots1 the work item’s flow through the organisation, by linking routing
sheets with the work item. Following this, each activity is done by a workflow
participant, who continues to perform activities according to the routing sheets,
until eventually an activity is found that the participant can’t deal with, at
which point the work item is passed to another participant. As each activity is
executed, the participant acknowledges this to the system. From time to time
the workflow system records audit data describing the work item’s attributes
and progress.

The techniques discussed in this paper have been exploited in commercial
practise by the first author at BT Financial Group, an Australian financial ser-
vices enterprise that is now a subsidiary of Westpac Banking Corporation. BT
Financial Group developed a unique Workflow Enactment Engine, whose de-
tails were configured as described above. This engine was configured manually
from the use cases by business analysts, and the engine ran on top of a conven-
tional workflow engine. One can also imagine similar ideas used in other settings,
for example, the configuration might be generated automatically (with suitable
natural language processing), or the enactment could be done using a standard
relational dbms.

In Section 2, we summarise related work, introduce the terminology, and de-
scribe in detail the components of workflow engines. In Section 3, we explain how
each configuration component is inferred from the written use cases. Section 3.6
presents some enhancements on the basic idea of use-case-based configuration.
Section 4 describes our larger research agenda and its progress to date. In
section 5 we conclude with a report on our experience at BT Financial Group,
and our reflections on this.

2 Background, Use Cases and Workflow

Here we point to some of the most closely relevant or seminal work. There is of
course far more published on both use cases and workflow management than we
can cite; more citations can be found in expositions such as [16] and [26]. We
then describe the key ideas we build on, as a way of fixing the terminology used
in this paper.
1 We use the word as in a maritime pilot, who helps a ship follow the correct path.
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2.1 Previous Related Work

This paper stands on the shoulders of two research communities: Requirements
Engineering within Software Engineering research, and Workflow (later called
Business Process Management) within Databases and Information Systems. In
one of the few researches we found that bridges the two communities, Lee et al
show that use cases can be transformed into Petri Nets [15].

Use cases were proposed by Jacobson [13] and a diagramming notation for
them was included within the UML standard in 1997. The use case technique,
arguably one of the best and most widely employed requirement gathering tech-
niques in the industry, is accepted by both IT professionals and business man-
agers [16, Page 297] [4]. Of the 28 dialects of use cases Hurlbut surveyed [12] we
adopted the written one described by Cockburn [3]. There are various guidelines
for expressing requirements in use cases [5]. Use cases have been found to be
effective for generating test suites [7], and for generating security policies [9].

Since the 1990s, the Workflowcommunity researchedmanydifferent approaches
to defining and enacting business processes, and many research prototypes and
commercial products have embodied these. The community has an industry body,
the Workflow Management Coalition [28], which provided a reference model [11]
and terminology [29] which we adopted. There is also a rich pattern library [30, 21]
which we use elsewhere to evaluate our method [19].

By far the most popular category of process definition languages uses a visual
presentation based on a graph, which connects activities in the order they must be
carried out, with connectors representing decision branches, parallel forks, merges
etc. For example, the UML activity diagram has become widespread for informal
modelling, and it is also accepted as an input notation in some engines [22]. The
underlying theory for all these graph-based approaches can be expressed in terms
of Petri Nets, and some proposals have even adopted variants of the Petri Net di-
rectly as a notation. Van der Aalst summarised and evaluated the research [24, 25].
Particular virtues of Petri Nets include their support for automated analysis [1],
such as checking for deadlocks [8]. Another class of workflow description languages
is based on Event Condition Action rules [6]. A recent example, focusing on ser-
vice oriented systems, is [17]. Casati et al [2] show how to convert graph-based
definitions to rules, and provide models for the relational structures we have used
to store descriptions within our engine. Non-functional properties such as perfor-
mance and cost have also been studied [18].

2.2 Use Case

The use case model is an illustrative, incremental requirements elicitation tool
that uses Actors and Use Cases . Actors illustrate what exists outside the system
and interacts with it. An Actor may be a person in a role (eg Customer), or it
may be an external system (eg a credit rating agency) or even a device. Use Cases
describe what the system is supposed to do. A use-case illustrates what is (or will
be) in the system by following a specific, yet complete, flow in the system [13,
Section 6.4]. According to Cockburn [3], each use cases describes, in a controlled
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Use case name: Apply to invest money in a fund

Main success scenario:

1. The mail room scans the application form to the imaging system. Order = 1
2. The data entry person keys the deposit to the system. Order = 2 ! Parallel to 2a
3. The system sends transaction confirmation to the investor. Order = 6
4. The process ends. Order = 7

Extensions:

2a. The application is for more than AU$1,000,000 ! AND-Split
2a1. The Senior Data Entry Person also keys the deposit. Order = 2 ! Parallel to 2
2a2. The system reconciles the two data entries. Order = 3 ! AND-Join
2a2. The flow continues at line 3

2a2a. The reconciliation failed ! OR-Split
2a2a1. The system sends the two data entries to the Order = 4

senior data entry.
2a2a2. Senior data entry corrects the data in the system Order = 5
2a2a3. The flow continues at line 3

2b. The form arrived unsigned. ! OR-Split
2b1. The Data Entry Person calls the Investor, requesting

a signed form. Order = 2
2b2. The current process ends (the signed application

will restart the process). Order = 3

Fig. 1. The sample business process used in our paper expressed as a written use case

natural language (English phrases), the interactions between users who wish to
achieve a goal and a system, and thus it functions as a contract for the behaviour
of the system in meeting the goal. A written use case mentions: (1) Actors such
as humans or systems who interact with the system. (2) What must be true in
the system for the interactions to be feasible. (3) A main success scenario (happy
day scenario) and alternative scenarios, that indicate how the interaction with
the system occurs when every thing goes well. And (4) extensions which indicate
an abnormal, incorrect, or otherwise unusual situation. E.g., in (Figure 1), the
success scenario is steps 1 to 4, while 2b is an extension which is applied when
an investor forgot to sign a form.

When we wish to change the system’s behaviour, we remodel the appropriate
Actor and Use Case. With the changed Use Case Model in hand, we change other
models (object, analysis, design , implementation and testing). When we design
systems this way the system model will be Use Case Driven [13, Section 6.4.2].
In this paper we show how one can configure an enactment engine directly from
the written use-case. The following use case is the example we use throughout
this paper, it follows the written use-case as described in [3] except that we add
an extra attribute “Order” to each step. The order is closely related to the step
number, but it allows for indication of when steps can be done independently.

2.3 Workflow

Workflow is the automation of a business process, in whole or part, during which
information and work lists are passed from one participant to another for action,
according to a set of procedural rules [29, Page 8].
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In early times, computer applications were designed to fully support several
business transaction types. Administrators invoked applications once all required
information was at hand, and processed transactions from start to end, each in a
single iteration. In the 70s image management emerged, creating queues in front
of administrators who pulled work from the queues and processed the work se-
quentially. Today, the processing of business transactions is spanning multiple
systems, by multiple specialised organisational role bearers, as data drips into
the organisation(s). This style of business processing is supported by workflow
engines. A Workflow Engine is a generic software system driven by explicit pro-
cess design to enact and manage operational business process [21]. A Workflow
Management System defines, creates and manages the execution of workflow
through the use of software, running on one or more workflow engines, which is
able to interpret the process definition, interact with workflow participants and,
where required, invoke the use of IT tools and applications [29, Page 9].

Here we describe, using figure 2, the data the workflow administrator gath-
ers, when configuring the enactment-engine which we have used in BT Financial
Group. In section 3 we describe an algorithm we used to infer this data from writ-
ten use cases which were produced during requirements elicitation. In section 4
we outline further research, in which we will explore the wider relevance of this
approach.

Our data model is shown in figure 2. At its core resides the business transac-
tion routing sheet. Like the routing documentation used in production floors to
describe the production processes an order has to pass, the business transaction
routing sheet explains the activities that have to be executed as a group to fulfil
part of the use case.

A business transaction routing sheet has one or more activities [29, Page 12].
To each activity one organisational role is assigned [29, Page 54], and an attribute
named “order”. As will be described later, the “order” attribute is instrumental
in handling parallel work.

Each routing sheet has an attribute named “observation” that the workflow
engine uses to build a menu from which the pilot links routing sheets with work
items. Each activity has an attribute named “instruction” which the workflow
engine uses to prompt the workflow participant to execute the activity.

The details of the workflow participants [29, Page 17] are stored in a table,
and another table describes the proficiency of workflow participants in various
roles. These two tables together are the workflow participant profile, and one
may be right to assume that the profile is populated by human resources.

The last data element is created at run time. We named it “run time con-
struct”. At its core resides the work item [29, Page 18]. The work item is logically
linked to one or more routing sheets. Physically we link it to all the activities
that constitute these routing sheets. At run time, the workflow engine groups
one or more activities into a worklist [29, Page 19] and dispatches this to a work-
flow participant. A “worklist” is the atomic unit of work dispatched to workflow
participants (indeed the activities that combine to form a worklist may come
from different work items or even different business processes).
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Fig. 2. Use Case Oriented Data Flow Engine — Data Model

A work item is associated with supporting documents. In older times, when
imaging systems were promoted as workflow engines, one supporting document
was equivalent to one work item; a 1 : 1 ratio. Nowadays, any ratio is
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acceptable. 0 : 1 ratio exists when a work item is not initiated by a document,
e.g. periodic review. n : 1 ratio exists when several documents are required for
a work item to complete. 1 : n ratio exists when one document initiates several
work items, e.g. when employer sends the details of several pension payments in
one spreadsheet. We even observed m : n. The nature of supporting documents
evolved as well, from paper to XML. Here we made an exception to our policy of
adhering to the Workflow Management Coalition Terminology by selecting the
term “Supporting Document” over the coalition’s “Workflow Relevant Data”
[29, Page 45].

3 Inferring Workflow Engine’s Configuration from Use
Cases — An Algorithm

Having introduced the use case terminology and the workflow data model, we
now show how workflow administrators in BT Financial Group infer its content
from use cases written in Cockburn’s notation [3]. In section 4 we conjecture
that the algorithm described can be followed in general.

3.1 Order of Processing

The only change we had to make to the use case dialect of Cockburn, as docu-
mented [3], is to add the order of processing identifier to action steps. In general,
the order of processing identifier is a monotonically increasing integer. However,
if the order of some action steps is of no importance, or the action steps follow
an AND-Split [29, Page 30], then these action steps share an order processing
identifier. E.g. in figure 1 above, action steps 2 and 2a1 share ‘2’ as the order
of processing. AND-Joins [29, Page 31] are described by an action step whose
order of processing identifier is bigger than that of the parallel action steps. E.g.
in Figure 1 above, action step 2a2 with ‘4’ as order of processing, joins steps 2
and 2a1. If several streams of activity start, then the streams are represented by
sub-use cases (Sub Process [29, Page 27]), each represented by a single action
step. In our technical report [19] we offer use-case descriptions for all 43 workflow
patterns identified by the Workflow Patterns Initiative [30].

In BT Financial Group, the business specific, dispatcher related data elements
were: value date, product, client pressure, value, and distribution channel.

3.2 Inferring the Process Definition

A process is described by a set of individual business transactions routing sheets.
In our example (Figure 3), four individual business transactions routing sheets
are configured. The main success scenario, each alternate flow and each extension
are all the observation elements in individual business transactions routing sheet.
Each group of action steps that follows them is the reoccurring activity element.

To infer the role, and the activity, from the use-case step, is easy because
the use case structure clearly defines who does what. According to Cockburn
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Business-Transactions Routing Sheet 1

Observation = Small Application ! (Or default flow)

Activity = Scan the application form
Role = mail room

Order = 1

Activity = Key into the system
Role = Data Entry Person

Order = 2

Activity = Send transaction confirmation
Role = The system

Order = 6

Business-Transactions Routing Sheet 2

Observation = Application Bigger than AU$1,000,000.00

Activity = Key into the system
Role = Senior Data Entry Person

Order = 2

Activity = Reconcile the two data entries
Role = The system ! Automated process

Order = 3 ! If order was 1, the dispatcher would be
! able to dispatch the two Activities in parallel,
! something that may be sensible.

Business-Transactions Routing Sheet 3

Observation = Application with a missing signature

Activity = Call the investor requesting a signature.
Role = Senior Data Entry Person

Order = 99 ! any number will do as this is a fatal error.

Business-Transactions Routing Sheet 4

Observation = The reconciliation failed

Activity = Send the two data entries to the senior data entry.
Role = System

Order = 4

Activity = Correct the data
Role = Senior Data Entry Person

Order = 5

Fig. 3. The routing sheets for our sample business process (Figure 1)

[3, page 90] the action step structure should be absolutely simple, as shown in
Figure 4. The role for the activity is the grammatical subject in the step, and
the activity is given by the verb and any grammatical direct or indirect objects.
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Subject... Verb... direct object... prepositional phrase.

The data entry person ... keys ... the deposit ... to the system.

Fig. 4. The syntax of an action step

3.3 Inferring the User Interface Specification

In this section we articulate the basic constructs needed to apply the use case
notation to the configuration of a workflow engine’s run time user interface.
At run time, workflow participants request the next work item (GetNext). The
dispatcher, a component of workflow engines, matches the workflow participant’s
roles and skills with the work in the queues and assigns a work item to the
workflow participant. The workflow participant then:

Catalogue – When a work item arrives, the first workflow participant to touch
the work item catalogues the work item by assigning to the work item at-
tributes such as the business process which the work item must follow, the
customer identifier (in BT Financial Group, that is the point where new
customers are keyed into the systems), as well as business specific dispatcher
related information. To catalogue work items, BT Financial Group uses a
key combining the customer’s identifier, the business line and the trans-
action type. Supporting-Documents are catalogued in BT Financial Group
using monotonically increasing, non contiguous integers, with a check digit
concatenated. An XML document is usually catalogued by a computer pro-
gramme.

Pilot – As in a maritime pilot, pilots describe the route the work item will
pass through the organisation by linking routing sheets to work items us-
ing a classified menu of observations (more on the classification structure in
section 3.6). At this stage work items can be spawned or merged, and sup-
porting documents, that arrived previously, can be attached to the work
item. A pilot can be a computer programme or a human. At every stage in
the life cycle of the work item, a workflow participant may further refine the
piloting of the work item.

Execute – The pilot may execute the work, or leave it to a specialised work-
flow participant. At this stage the workflow participant requests the next
work item (Get Next) and the workflow engine dispatches a work item, the
cataloguing attributes that was previously assigned, the supporting docu-
ment(s) and, according to the observations the pilot had prescribed, a list
of activities the processor is expected to perform. The workflow participant
then performs the appropriate activity on the work item (in Figure 1, key it
to the mainframe, verify it, or contact the customer).

Acknowledge – Following the execution of each activity the workflow partic-
ipant flags it as “Done”, and other activities as “Diarised” or “Should not
be done”, until all Activities are completed. Following the acknowledgement,
the workflow participant may either request the next work item or terminate
the session.
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3.4 Inferring the Audit Data Terminology

In BT Financial Group, the Workflow-Engine uses event-driven asynchronous
messages to communicate with an external reporting engine by sending instances
of the following three message classes:

Work Item Message – Sent when a work item is created, spawned, re-
catalogued, terminated, or, merged into anther work item. Records a time
stamp and the cataloguing information (described in section 3.3 above). Used
to monitor adherence to external Service Level Agreements.

Observation Message – Sent when an Activity is assigned to a work item.
Records properties of a work item. Used for quality assurance (e.g in
Figure 1, how often do investors forget to sign application forms).

Worklist Message – Sent when a Worklist is queued, starts, ends, or diarised.
Records who performed the activity and how fast. Used to monitor adherence
to internal service level agreements.

3.5 Inferring the Content of the Dispatching Queue

The dispatcher watches two lists: (1) available workflow participants with roles
and skills; and (2) piloted activities, with roles, difficulty and other configurable
dispatching parameters. These two lists are used to implement dispatching pat-
terns that are only limited by the imagination.

Thus, in this section we have demonstrated how the content of the data model
can be inferred from use cases.

3.6 Extensions

This section describes further refinements to Cockburn’s use case notation [3],
which we have found to be useful.

Skills and Difficulty – To increase the granularity of the dispatching of Ac-
tivities to Role bearers, difficulty was assigned to activities and Skill was
assigned to Role bearers. The dispatcher is configured to assign Worklists to
Role bearers who are sufficiently skilled to handle the most difficult Activity
in the Worklist.

Activity co-existence – To increase piloting quality (see section 3.3 above),
the Workflow configuration officer may articulate whether certain activities
may co-exist with other activities.

Observation Menu – To ease the task of locating observations, a category
based tree structure was implemented.

3.7 Implementation of the Use Case Model on Off the Shelf
Workflow Engine

While the ideas expressed above can be implemented on a relational database,
users may find it beneficial to implement the model on top of commercial Work-
flow Engine, as happened in BT Financial Group where FileNET software was
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used. In that case it is recommended to connect all workflow participants to each
other and to direct the flow using the dispatcher described above. In that case,
the system should be configured as having only three queues.

Unpiloted Work – As its name suggests, that queue will hold all work items
that are not catalogued. As cataloguing all incoming document may be a
priority, this queue may have higher priority than the Work in progress
queue.

Work in progress – The queue from which the dispatcher allocates work items
to workflow participants.

Completed work – The storage of work that ended.

4 Further Research

We presented an approach which we have applied in one, albeit complex, envi-
ronment within BT Financial Group. At this point we offer two conjectures.

Conjecture 1. Use cases written in the Cockburn format [3], with order as-
signed to action steps, provide sufficient information to describe the workflow in
any reasonable system.

Conjecture 2. A workflow which is given as a written use-case avoids many of
the errors that can arise with general graph-based notations: it has an end, has
only reachable nodes, and has no dead ends.

We plan to explore the validity of the conjectures through several research activ-
ities. For the first conjecture, we will start by showing that written use-cases can
deal with many of the workflow situations already known. In particular, we have
followed the methodology deployed by Russell et al for evaluating the richness
of UML2.0 activity diagrams [22]; we have shown how to give written use-case
descriptions for the standard workflow patterns. Our analysis is in [19]. The sec-
ond conjecture will be explored by following the research of Lee et al [15], and
looking at the properties of Petri Net equivalents to use case descriptions.

5 Experience, Evaluation, Discussion and Conclusion

5.1 Experience Gained at BT Financial Group

Starting in 2002, a group at BT Financial Services, managed by the first author,
operated a Workflow Management System, supported by a specially-written en-
actment engine. This system was based on the principles presented in this paper.
In BT Financial Group we found that:

– In April 2007, 368 Business-Process were controlled by the system. Each
business process had on average 26 possible activities. At that point in time,
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on a typical day, about 600 administrators were logged in. On average day
in April 2007, approximately 10,000 business process instances which were
supported by 12,000 images were executed. The number of audit rows gen-
erated daily was about 300,000. The administrators were located in three
Australian states and in India.

– Use cases became the primary tool for the workflow configuration officers.
These officers’ productivity was so high that in 2006 Westpac Life, a sister
company which is in the life insurance business, migrated its entire processes
into BT Financial Group’s Workflow-Engine within five weeks.

– Analysis of the audits data collected was instrumental for the identification,
quantitative justification, and subsequent quantitative evaluation, of Six-
Sigma process improvements programmes.

– Line managers, with general accounting skills, feel comfortable to add, main-
tain, or remove activities.

– In BT Financial Group, worklists are created whenever a processor requests
the next worklist. The approach where administrators requests a work item
(get next) and the dispatcher assigns them the most appropriate one, rather
then letting administrators “Cherry Pick” work items, increases the man-
agement control.

– When BT Financial Group placed skilled personnel as pilots, quality was
built from the beginning at the price of overloading experts with mundane
activities. When BT Financial Group placed unskilled processors at the be-
ginning, work often arrived to the skilled personnel none the less, but for the
wrong reason — repair.

– Some business areas encouraged pilots to pilot and perform the prescribed
activity in a single session. Other business areas discouraged this.

– Some business areas tried to complete the piloting early in the morning and
process in the rest of the day. Other business lines piloted and processed
throughout the day.

– BT Financial group experimented with the following dispatcher patterns:
• FIFO
• The hardest job one can do in descending age order.
• The oldest un–piloted work, then the oldest and the hardest work item

a Workflow Participant may perform, from the oldest day.
• Business related consideration such as priority for redemptions over de-

posits and of cash transactions over manged fund transactions.
– The large majority of business processes did not have any scope for within-

instance parallelism.
– Unfortunately we found that the routing sheet observation attribute was too

often identical to the instruction attribute of the activity.

5.2 Limitations

We identified several issues where the use case notation is less satisfactory than
other workflow description notations. We discuss these in turn.
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Use cases can be ambiguous as they use natural language. This seems to be
an evident trade-off against the ease of communication with business experts.
To overcome the natural language ambiguities, Cox et al. [4, 5] show how to
improve the quality of use cases with checklists driven reviews. As Törner et al
suggests [23], it is possible to increase the Correctness, Consistency, Complete-
ness, Readability and level of detail as well as to avoid ambiguity.

There is little direct support for analysing flaws in use case descriptions,
compared to Petri Net methods which allow automated detection of deadlocks
possibility, unreachable nodes and uncontrolled process termination. However,
as Lee et al [15] have shown, use cases can be considered as a set of interacting
and concurrently executing threads, and that use cases can be transformed into
a Constraint-Based Modular Petri Nets based formalism [25]. Once converted
into Petri-Nets we can (1) identify inconsistent dependency specifications among
Activities; (2) test for workflow safety, i.e. test whether the Workflow terminates
in an acceptable state; (3) for a given starting time, test whether it is feasible
to execute a Workflow with the specified temporal constraints [1] ; (4) test the
Workflow for possibility of deadlocks [8].

Use case descriptions generally lead to sequential execution, or at best low
levels of parallelism within each business process instance.

While the use case notation had these limitations, the overall impact on the
company was very positive. In the next subsection we reflect on the ways our
approach was beneficial.

5.3 Value Proposition

The value proposition of our approach to Workflow-Engine configuration is
that it:

– Reduces the amount of effort required to configure workflow engines, by
reusing the organisation’s investment in use cases. As use cases are ubiqui-
tous in today’s business analysis arena, one would expect that the workflow
configuration officers would have use cases available before the Workflow
configuration commences.

– Audit data and the user interface are maintained as part and parcel of the
process definition reducing development effort.

– Allows the two flexibilities that Heinl et al [10] required from a Workflow-
Engine, namely:
Flexibility by Selection – the processor has the freedom to choose be-

tween different execution paths if necessary.
Flexibility by Adaptation – it is possible to change the Workflow defi-

nition at run-time by adding, removing or altering Business-Transaction
Routing Sheets.

– Written use cases provide descriptions which can be understood by various
stake holders in a straightforward manner. Cox et al suggest that end-users
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do understand well written use cases [4]. We have not found corresponding
research that suggests that end-users can understand and review Workflow
annotated by Petri-Nets, and our experience, together with the discussion in
[22], suggests that complex UML2.0 Activity Diagrams are beyond end-users’
reach when modelling resource-related or organisational aspects of business
process. This approach to workflow has allowed workflow activities to be
performed by a wider range of employees. In particular, it is not necessary
for participants to understand workflow notations like graphs or activity
diagrams; the written use-case can be followed by all employees.

– Our approach enables pilots who are unfamiliar with the underlying routing
to make complex routing decisions by concentrating on observations rather
then activities.
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