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Abstract. The term co-evolution describes the symbiotic relationship between 
dynamically changing business environments and the software that supports 
them. Business changes create pressures on the software to evolve, and at the 
same time technology changes create pressures on the business to evolve. More 
generally, we are concerned with systems where it is neither economically nor 
technologically feasible to suspend the operation of the system while it is being 
evolved. Typically these are long-lived systems in which dynamic co-evolution, 
whereby a system evolves as part of its own execution in reaction to both 
predicted and emergent events, is the only feasible option for change. Examples 
of such systems include continuously running business process models, sensor 
nets, grid applications, self-adapting/tuning systems, routing systems, control 
systems, autonomic systems, and pervasive computing applications. 

Active architectures address both the structural and behavioural require- 
ments of dynamic co-evolving software by modelling software architecture as 
part of the on-going computation, thereby allowing evolution during execution 
and formal checking that desired system properties are preserved through 
evolution. This invited paper presents results on active architectures from the 
Compliant System Architecture and ArchWare projects. We have designed and 
constructed the ArchWare-ADL, a formal, well-founded architecture 
description language, based on the higher-order typed π-calculus, which 
consists of a set of layers to address the requirements of active architectures. 
The ArchWare-ADL design principles, concepts and formal notations are 
presented together with its sophisticated reflective technologies for supporting 
active architectures and thereby dynamic co-evolution. 

1   Introduction 

Where software cannot change to keep up with the changing business goals, the 
business loses efficiency, and the perceived value of the software decreases [17]. 
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Conversely, a business must continually intercept the potential of new technology to 
maintain its effectiveness and remain competitive. Thus business changes create 
pressures on the software to evolve, and at the same time software changes create 
pressures on the business to evolve [32]. We use the term co-evolution to describe the 
concept of the business and the software evolving sympathetically, but at potentially 
different rates, to satisfy changing requirements. 

More generally, we are concerned with what Milner termed “wide informatic 
systems” [21] to describe systems, assembled from components, that co-evolve with 
their environment. Such systems recognise that the business effects of introducing, or 
changing, a software system are potentially emergent, especially in terms of non-
functional requirements such as safety, reliability and performance. Typically these 
are long-lived applications in which dynamic co-evolution, whereby a system evolves 
as part of its own execution, is the only feasible option for change. Examples of such 
systems include continuously running business process models, sensor nets, grid 
applications, self-adapting/tuning systems, routing systems, control systems, and 
pervasive computing applications. 

Active architectures address the structural and behavioural requirements of 
dynamic co-evolving software by modelling the software architecture as part of the 
on-going computation, thereby allowing evolution during execution. They facilitate 
the design and engineering of dynamic co-evolving systems in a way that preserves 
the flexibility to adapt to new requirements while ensuring that important properties 
can be continuously verified. Fundamentally, users and developers must be able to 
understand a system, and its interactions with the environment, to define the 
appropriate evolutions. In our approach active architectures manage the co-
evolutionary process using: a formal description of the system’s structure and 
behaviour; self-monitoring capabilities to provide a view of the system’s dynamic 
behaviour; sophisticated evolutionary mechanisms including a model of the system 
itself at the appropriate level of abstraction and incremental checking tools for 
formally verifying that desired system properties are preserved over evolution. 

We have designed and constructed the ArchWare-ADL [26][27], a formal, well-
founded architecture description language based on the higher-order typed π-calculus 
[19], which consists of a set of layers to address the requirements of active 
architectures. The ArchWare-ADL design principles, concepts and formal notations 
are presented along with sophisticated reflective technologies for supporting active 
architectures and thereby dynamic co-evolution. 

2   Active Software Architecture 

A key aspect of the design of a software system is its architecture; the fundamental 
organisation of the system embodied in its components, their relationships to one 
another and to the environment. Two viewpoints are frequently used in describing 
software architectures: structural and behavioural [13]. 

The structural viewpoint may be specified in terms of: 

• components – units of computation of a system, 
• connectors – interconnections among components for supporting their interactions, and 
• configurations – of components and connectors. 
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From a structural viewpoint, an architecture description should provide a formal 
specification of the architecture in terms of components and connectors, how they are 
composed, and how the architectural structure may change. 

The behavioural viewpoint may be specified in terms of: 

• actions a system executes or participates in, 
• relations among actions to specify behaviours, 
• behaviours of components and connectors, and how they interact and change,  
• the state of the active system.  

We define an active architecture as dynamic in that it can evolve during execution 
by creating, deleting, reconfiguring and moving components, connectors and their 
configurations at runtime. Importantly, active architectures require the structural and 
behavioural viewpoints to specify static and dynamic behoviour and properties. A 
challenge for an Architecture Description Language (ADL) is to support active 
architectures by finding the abstractions and technologies that accommodate the 
dynamic evolution of components, connectors and configurations through their 
actions, relationships and behaviours. 

3   The Archware ADL 

The ArchWare-ADL [26] is a novel architecture description language (ADL) 
designed to accommodate active architectures. It is: 

• a formal, theoretically well-founded language based on the higher-order typed π-
calculus; 

• automated by tools, i.e. a specification and verification toolset providing support 
for automated checking; and 

• supported by a set of reflective technologies for dynamic co-evolution. 

The ArchWare-ADL takes its roots in previous work on the use of π-calculus as 
semantic foundation for architecture description languages [4][5]. When augmented 
with domain-specific architectural extensions it blends Turing completeness and high 
architecture expressiveness with a simple formal notation.  

The novelty of ArchWare lies in its holistic view of formal development, 
encompassing languages for formal specification, (i.e. ArchWare ADL), formal 
verification [18], and formal transformation [28]. As such it goes beyond existing 
formal methods in supporting architecture-centric model-driven engineering of 
software systems. 

Like formal methods such as B [1], Z [6], VDM [7], and FOCUS [31], ArchWare 
provides full support for formal description and development of software systems. 
Unlike these formal methods, ArchWare is based on a process algebra, the higher-
order typed π-calculus, and provides architectural support for formal architecture-
centric software engineering.  

The ArchWare-ADL consists of a set of layers to address the structural and 
behavioural requirements of active architectures. The novelty is that it models the 
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architecture as part of the on-going computation, thereby allowing the evolution of the 
architecture in step with execution. 

There are five layers in the ArchWare-ADL: 

• The base layer defines a coordination language without data values correspond- 
ding to the monadic π-calculus. 

• The first order layer adds data values and abstractions and corresponds to 
polyadic π-calculus. 

• The higher order layer corresponds to higher-order polyadic π-calculus. 
• The analysis layer enables the specification of constraints on the styles. 
• The style layer allows the specification of components and connectors. 

The style layer provides constructs from which the base component-and-connector 
style and other derived styles can be defined. Conceptually, an architectural style 
provides: 

• a set of abstractions for architectural elements; 
• a set of constraints (i.e. properties that must be satisfied) on architectural 

elements, including legal compositions; and, 
• a set of additional analyses that can be performed on architecture descriptions 

constructed in the style. 

Thus the ArchWare-ADL provides a framework for formalising software architect- 
tures based on the concepts of components and connectors. Styles are used to define 
families of architectures that have a common structure and satisfy the same properties. 

The style layer makes use of both the underlying π-calculus layers and the analysis 
layer. Styles in ArchWare are defined as property-guarded abstractions that may be 
applied to yield instances of an architecture conforming to the style. The structure and 
behaviour of an architecture family are specified using the ArchWare-ADL [11] with 
the constraints on the family being specified using the analysis layer. 

The essential property of dynamic co-evolutionary systems is the ability to 
(partially) stop and decompose a running system into its constituent components, and 
compose evolved or new components to form a new system, while preserving any 
state or shared data if desirable. Once a co-evolving system receives an internal or 
external stimulus for evolution it can: (partially) suspend the component(s) to be 
evolved; decompose them into constituent parts; modify the components separately; 
recompile the components and bind them into the executing system. The support 
technologies for this are a decomposition operator, linguistic reflection and a system 
representation capable of capturing closure, called hyper-code [14]. 

4   Dynamic Co-evolution 

A dynamic co-evolving system is constantly in a state of flux as it evolves in reaction 
to external and internal stimuli. To understand and manage the co-evolutionary 
process, we introduce the concepts of incarnation, evolutionary step and locus [24]. 

A dynamic co-evolving system mutates from one incarnation to the next via an 
evolutionary step. Within a context we can observe a sub-system through a sequence of 
incarnations. Each incarnation includes a period of normal execution, followed by an 
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evolutionary step. The end of the evolutionary step defines the start of the next 
incarnation. Thus an incarnation can be considered as system execution between the end 
points of two subsequent evolutionary steps and consists of the code, data and meta-data 
not only for carrying out its present purpose, including architectural constraint checking, 
but also for a variety of possible future evolutionary steps. The change context, i.e. the 
set of entities that will change during an evolutionary step, is known as the locus. An 
evolutionary step is defined as a change to a locus and is made by an evolver internal to 
the locus. Thus it is the locus that evolves itself, in reaction to some external or internal 
stimulus. During normal execution, the locus continually monitors the incarnation to 
determine when an evolutionary step is necessary.  

A co-evolving application may be constructed in terms of loci. The internal evolver 
produces new incarnations of the locus. The structuring of loci within an application 
is static where it is possible to predict the sets of loci and interactions that are subject 
to change. In such cases, an evolver produces a new incarnation of its locus and the 
application changes without changing the structure of the loci. Where it is not 
possible to predict the sets of loci and interactions that are subject to change, a new 
locus may be defined dynamically to undertake the desired evolutionary step. Thus 
the structuring of the loci is dynamic. In both cases the locus determines those factors 
that change and those that remain constant during the evolutionary step. The objective 
is to make explicit the distinction between what can change and what remains 
unaffected by each evolutionary step, even though this may not be completely 
statically defined. 

We offer this initial set of intrinsic requirements for dynamic co-evolution [24]: 

• a method for structuring dynamic co-evolving systems as loci; 
• a technique for programming with incremental design; 
• a method of monitoring the internal and external environment; 
• a method of partially stopping and decomposing loci and their interactions; 
• a method of dynamically reifying the state of the computation; 
• a method of generating new loci using the reified state (IR6); 
• and, a method of rebinding the new loci into the executing system. 

5    Co-evolving Active Architecture 

We have developed the following technologies that satisfy the needs of the intrinsic 
requirements of adaptation [3][23][33][34] 

• Decomposition: a decompose operator to suspend execution and break up a 
locus into its constituent parts. 

• Reification: a reify operator to yield a dynamic representation of the executing 
locus.  

• Generation: a method of transforming the representation to create new 
representations. 

• Reflection: a reflect operator to compile the resultant representations and bind 
them into the running computation [30]. 

• Probes: a software mechanism to provide feed forward and feedback stimuli [2].  
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• A persistent environment 
• Dynamic property checking 

Figure 1 illustrates the use of dynamic property checking to ensure that the execution 
and evolution of the active architecture preserves the essential properties of the 
system. The architectural style is expressed in terms on elements and constraints 
among these elements. These map on to the active architecture. The property checker 
monitors the execution and dynamically checks properties. When a violation occurs 
this is fed back to the executing architecture that then may form loci (ellipses) to 
evolve the architecture. 

Importantly, since the property checker is part of the active system, it may itself 
evolve to check new properties or use new technology. 

 

Fig. 1. A Dynamically Co-evolving System 

6   Decomposition and Hyper-code 

The two most unusual technologies supported by the Archware ADL are decomposi- 
tion and hyper-code.  

Decomposition suspends execution and breaks up a locus into its constituent parts. 
Unusually the semantics of decomposition are well suited for definition in the π-
calculus by allowing each constituent part to run to its reduction limit, that is where it 
is waiting for an interaction, and then breaking the communication channel and 
stopping the execution. 

Hyper-code is a representation of an active executing graph linking source code 
and existing values. It allows state and shared data to be preserved during evolution. 
Thus at any point during the computation the state of the execution may be inspected 
by viewing the hyper-code. 
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The importance of hyper-code is that it is rich enough to represent executing code 
since it captures the state of the computation. Since hyper-code can represent closure, 
it may be used to introspect an executing system, and thereby can be used to return 
the result of a decomposition operation. Together the facilities of hyper-code, 
decomposition, reflection and reification permit users to stop part of an executing 
system (while the rest of the system continues to execute), inspect its specification 
and state, evolve the part as necessary, and recompose the system. The generation 
may be performed by specifying a series of semantics preserving transformations 
using a programmable interface to the hyper-code graph such as supplied by the 
Metaprogramming Framework [19]. 

7   Conclusions 

There are many complementary architectural approaches to system evolution [8][9] [10] 
[12][15][16][25][29][35]. Active architectures address the structural and behavioural 
requirements of dynamic co-evolving software by modelling the software architecture 
as part of the on-going computation, thereby allowing it to evolve during execution. 

The judicious mixture of formality in the Archware-ADL and its sophisticated 
support technologies yield an innovative approach to implementing active 
architectures for dynamic co-evolution. The language can describe the system’s 
specification, the executing software and the reflective evolutionary mechanisms 
within a single computational domain in which all three may evolve in tandem. 
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