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Abstract  In dynamic and constantly changing business environments, the need
to rapidly modify and extend the software process arises as an important issue.
Reasons  include  redistribution  of  tasks,  technology  changes,  or  required
adherence to new standards.  Changing processes ad-hoc without considering
the  underlying  rationale  of  the  process  design  can  lead  to  various  risks.
Therefore, software organizations need suitable techniques and tools for storing
and visualizing the rationale behind process model design decisions in order to
optimally introduce future changes into their processes. We have developed a
technique that support us in systematically identifying the differences between
versions of a process model, and in connecting the rationale that motivated such
differences. This results in a comprehensive process evolution repository that
can be used, for instance, to support process compliance management, to learn
from process  evolution,  or  to  identify  and  understand  process  variations  in
different development environments. In this article, we explain the underlying
concepts of the technique, describe a supporting tool, and discuss our initial
validation in the context of the German V-Modell XT process standard. We
close the paper with related work and directions for future research.

1   Introduction

The field of software process modeling has become established within the software
engineering community. An explicit process model is a key requirement for high pro-
ductivity and software quality. The process description content might be collected in
several ways, for example by observing real projects, describing intended activities,
studying  the  literature  and  industry  reports,  or  interviewing  people  involved  in  a
project [10]. Usually, considerable effort is invested into the definition of such pro-
cesses for an organization. Once the process is defined and institutionalized, modify-
ing it further becomes unavoidable due to various reasons, such as the introduction of
a new software development technology in a development team (e.g., new testing
support tools and techniques), a new/updated process engineering technology (e.g., a
new process modeling technique), new/updated standards/guidelines for software de-
velopment or process engineering, new/updated regulatory constraints, or new/updat-
ed  standards/guidelines  for  software  development  or  process  engineering.  Such
changes must be reflected accordingly in the corresponding process models. Achiev-
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ing a compromise that satisfies such a challenge usually depends on the information
available for rapidly judging if a change is consistent and can be easily adopted by
practitioners.

Having information about the reasons for process changes (i.e., the  rationale) at
hand can be of great help to process engineers for facing the previously mentioned
challenges. Currently, the common situation is that there is a lack of support for sys-
tematically evolving process models. Combined with other facts such as budget and
time pressure, process engineers often take shortcuts and therefore introduce unsuit-
able or inconsistent changes or go through a long, painful update process. In many
cases, precipitous and arbitrary decisions are taken, and process models are changed
without storing or keeping track of the rationale behind such changes.

According to our experience, systematically describing the relationships between
an existing process and its previous version(s) is very helpful for efficient software
process model evolution [2]. Such relationships should denote differences between
versions due to distinguishable modifications. One can identify the purpose of such
modifications if one can understand the rationale behind them. Rationale is defined as
the justification of decisions [8]. Rationale models represent the reasoning that led to
the system or, in our case, to the process in their current form. Historically, much re-
search about rationale has focused on software/product design. By making rationale
information explicit, decision elements such as issues, alternatives, criteria, and argu-
ments can improve the quality of software development decisions. Additionally, once
new functionality is  added to a system, the rationale models enable developers to
track those decisions that should be revisited and those alternatives that have already
been evaluated.

We are currently working on transferring rationale concepts into the process mod-
eling domain.  We do this  based  on the  assumption that  the  rationale  for  process
changes can be used for understanding the history of such changes, for comprehen-
sive learning, and for supporting the systematic evolution of software processes. We
are  looking  at  the  possibilities  that  can  be  used  for  documenting  changes  and
connecting them to their corresponding rationale.

This article presents a technique for comparing process models, recognizing a set
of standard changes, and connecting them to their respective rationale as follows: In
Section 2, we present the conceptual model for capturing rationale; In Section 3, we
present the technique for identifying changes. In Section 4, we illustrate the connec-
tion of changes to rationale; In Section 5, we briefly discuss our implementation of
this technique, as well as our experience in applying it to the German V-Modell XT
[33] process standard.  In  Section 6,  we present  a  short  description of  related  ap-
proaches for comparing models and for capturing rationale; and finally, in section 7,
we provide a summary and future research questions to be resolved.

2   Process Rationale

The following is a conceptual model that can be considered a second version of our
attempt to understand the information needs for capturing the rationale behind process
changes (see Fig 1). The results of our first attempt have been documented in [21].  In
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order to complement our previous work, we decided to take the IBIS [14], QOC [18],
and DRL [15] approaches as the basis. These approaches are called  argumentation-
based because they focus on the activity of reasoning about a design problem and its
solution [8].  Based on our previous experience in collecting rationale [21], we as-
sessed these approaches and defined a small subset of entities (see shadowed classes
in Fig 1) that suited our goal, namely capturing rationale in a more structured way,
while being careful of keeping the involved costs under control especially because
this issue has been highly criticized by rationale experts.  We connected these basic
entities to three additional entities relevant for us, namely, event, changes, and pro-
cess entities (the non-shadowed classes in Fig. 1).

Fig 1. Rationale Model (UML static structure diagram)

An event is considered to be the trigger of issues. Events can be external or inter-
nal. Examples are:

– External: new/updated process engineering technology (e.g., a new process model-
ing technique); new/updated regulatory constraints

– Internal: responses to failures to pass internal or external appraisals, assessments or
reviews (e.g.,  changes  needed to  address  a  failure  in  passing  an  FDA audit);  
new/updated  best  practices  emerging  from  "lessons  learned"  in  just-completed
projects (e.g., a new "best practice" approach to handling design reviews).

Issues can be problems or improvement proposals that are related to a (part of a)
process and that need to be addressed. Issues are stated usually as questions in prod-
uct-oriented approaches. In this work, the question has the purpose of forcing process
engineers to reason about the situation they are facing. Additionally,  an issue also
contains a long description, a status (open, closed) and a discussion. The discussion is
intended for capturing the emails, memos, letters, etc. where the issue was treated by
process engineers. Additionally, an issue can be categorized by a type. This type can
be selected from a classification of issues that needs to be developed or customized
for an organization. It is possible to start with a preexisting classification (see for ex-
ample [21]) as a basis, which can be refined based on experience gained from process
evolution projects.
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subject  (short description)  or long descriptions.  Alternatives are evaluated and as-
sessed by process engineers regarding their impact and viability.

A resolution chooses an alternative that gets implemented by changing the process
model. At the same time, one resolution could lead to opening up more issues. Note
that a resolution has a subject (short description), a long description, and a justifica-
tion. The justification is intended for capturing a summary of the analysis of the dif-
ferent alternatives, the final decision, and the proposed changes. Changes are the re-
sult of the decision captured in the resolution. They are performed on process entities.
Some examples of changes performed to process entities are: activity x has been in-
serted; artifact  y has been deleted; activity x has been moved to be a sub-activity of
activity z.

Identifying which changes affect which process element is not an easy task. So far,
we have developed a mechanism that allows us to document the rationale information
proposed in Fig. 1 directly in the process model being altered [22]. The actual ratio-
nale information can be documented in special tables at the end of the process model
description. The process engineer can then introduce the rationale information, per-
form the changes to the respective process entities, and then establish a reference to
the corresponding rationale element. Then with the support of a special tool, the pro-
cess evolution repository is updated. Although the approach proves to be suitable, we
saw the need to provide more flexibility during the identification of process entities
being changed and the documentation of the rationale behind such changes. In the fol-
lowing section, we present the technique we developed for that purpose.

3   Pattern-Matching-Based Change Identification

Our change identification technique is based on the Delta-P approach for process evo-
lution analysis [28, 29]. This technique makes it possible to handle a wide variety of
types of changes in a completely uniform way, to flexibly define the types of changes
that are considered interesting or useful (this can be based on the structure and seman-
tics of the process'  metamodel),  and to restrict  the results to only certain types of
changes, or even to certain interesting portions of a model.

3.1   A Normalized Representation for Process Models and Their Comparisons

Our first step consists of representing models (and later their differences) in such a
way that a wide range of change types can be described using the same basic formal-
ism. The representation we have chosen is based on that used by RDF [19] and simi-
lar description or metadata notations. For our purposes, this notation has a number of
advantages over other generic notations:

– Being a generic notation for graph-like structures, it is a natural representation for a
wide variety of process model types.

– It has a solid, standardized formal foundation.
– As shown below, the uniformity of the notation, which does not differentiate be-

tween  relations  and  attributes,  makes  it  possible  to  describe  a  wide  range of

Alternatives are proposals for resolving the issue. Alternatives can be captured with
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– Also as shown below, the fact that many model versions can be easily put together
into a single model makes it possible to use the same pattern-matching notation for
single model versions and for comparisons.
Fig. 2 shows an example of this representation. The graph contains only two types

of nodes, which we will call entity nodes (ovals in the figure) and value nodes (boxes
in the figure). Entity nodes have arbitrary identifiers as labels. Value nodes are la-
beled by the value they represent, which can belong to a basic type (string, integer,
boolean, etc.)

Fig. 2. A process model in normalized form

Arrows represent typed directed relations (type is given by their labels). Relations
may connect two entity nodes, or may go from an entity node to a value node. It is not
allowed for a relation to leave a value node. It is also not allowed for a node to exist
in isolation. All nodes must be either the start or the end point of at least one relation.
It follows that the graph is characterized completely by the set of the relations (edges)
present in it, since the set of nodes is exactly the set of all nodes that are the start or
the end of an edge.

The  correspondence  between  attributed  graphs  and  this  normalized  form  is
straightforward:
– Entities and types correspond to entity nodes. For each entity instance and entity

type in the original graph, there is an entity node in the normalized graph. There is
also a type relation between each node representing an entity and the node repre-
senting its type.

– Attributes correspond to entity-value relations. For each entity attribute in the orig-
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inal graph, there is a relation labeled with the attribute name that connects the enti-
ty with the attribute value (that is, attributes in the original metamodel are convert-
ed into relation types). The value is a separate (value) node.

– Entity relations correspond to entity-entity relations. For each relation connecting
two entities in the original graph, a relation connecting their corresponding entity
nodes is present in the normalized graph.1

Fig. 3 shows an evolution of the model presented in Fig. 2, using the normalized
notation,  with  changes  also  highlighted.  Formally,  this  graph  respects  exactly  the
same restrictions as the normalized model representation. The only addition is that
edges are  decorated (using interrupted and bolder lines) to state the fact that they
were deleted, added, or simply not touched. This leads us to the concept of a compar-
ison graph or comparison model. The comparison model of two normalized models A
and B contains all edges present in either A or B, or in both, and only those edges.
Edges are marked (decorated) to indicate that the edge is only in A, only in B, or in
both A and B.

Fig. 3. A process model comparison in normalized form

The main aspect to emphasize here is the fact that all changes are actually reduced
to additions and deletions of relations between nodes. This results in part from the
fact that attributes are represented as relations, but also from the fact that nodes can-
not exist in isolation. It is possible (and safe) to identify entity additions and deletions
by looking for additions and deletions of type relations in the model. 

1 Relations with attributes can be modeled by introducing entity nodes that represent them, but
the details are beyond the scope of this paper.
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additions and deletions is useful because it permits describing many types of changes
uniformly. On the other hand, an adequate formalism to describe changes must have
clear, unambiguous semantics, and must be, at the same time, accessible to users. The
following sections discuss with the help of examples, the mechanism that we have
chosen for this task: a graphical pattern-matching language.

3.2   Example 1: Additions and Deletions

Our first example is related to one of the simplest possible model changes: adding or
deleting process entities. Fig. 4 shows four patterns that identify changes of this type
with different levels of generality. The pattern in Fig. 4a) matches all additions of pro-
cess activities, and for each match, sets the ?id variable with the identifier of the new
activity. In a similar way, the pattern in Fig. 4b) matches all deletions of process prod-
ucts. These patterns can be generalized to identify arbitrary additions and deletions:
the pattern in Fig. 4c) identifies all entity additions, and instances an additional vari-
able with the type of the added entity. Finally, Fig. 4d) shows a pattern that not only
finds new activities, but sets a variable with the corresponding name, a useful feature
if the results of matching the pattern are used, for example, to produce a report.

3.3   Example 2: Changes in Attribute Values

Just as important as identifying entity additions and deletions is finding entities whose
attributes were changed. Fig. 5 shows three patterns that describe changes in attribute
values. Fig. 5a) is basically an excerpt from the comparison graph in Fig. 3, which
captures the fact that an attribute  description was changed. This pattern, however,
matches only the particular change shown in the example. The pattern in Fig. 5b) is a
generalized version of the first one. By using variables for the entity identifier, as well
as for the old and new property values, this pattern matches all cases where the de-
scription attribute of an arbitrary entity was changed. Note that each match sets the
value of the ?id variable to the identifier of the affected entity, and the values of ?old-
Value and  ?newValue to the corresponding old and new values of the  description
property. The pattern in Fig. 5c) goes one step further and uses a variable for the at-
tribute labels as well, which means it matches all attribute value changes. Note that

 

Fig. 4. Patterns for identifying entity additions and deletions
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attribute value changes affecting process activities.

Fig. 5. Four patterns for identifying attribute value changes

Changes identified in this way can be fed into additional algorithms that perform
attribute-specific comparisons, such as, for example identifying added or deleted indi-
vidual words or characters in text-based attributes. This way, potentially expensive
specific comparison algorithms are only applied to relevant items.

4   Connecting Rationale to Process Changes

RDF has been designed with the intention of supporting the interchangeability of sep-
arate packages of metadata defined by different resource description communities We
have defined a separate RDF model containing the rationale concepts described in
Fig. 1. This allow us to reference the comparison model. Fig. 6 elaborates on the pre-
vious example and illustrates how we connect the comparison model to the rationale
model. The figure can be interpreted as having two separated RDF models, one for
the comparison of processes and the other one for the rationale for changes. Let us as-
sume that a review board met, discussed, and documented issue (i1) concerning the
expensive performance of the activity Test Case Design (e1) by more than one role,
i.e, Quality Manager (e3), Tester (e4), and Quality Technician (e5). The review board
analyzed two different alternatives (a1) and (a2), resolving to reduce costs (r1) by re-
moving the Quality Technician (e5) from the list of roles responsible for the Test
Case Design (e1). Afterwards, appropriate changes were performed to the process.
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these patterns match once for each changed property in each object. Finally, the pat-
tern in Fig. 5d) constitutes a specialization of its peer in Fig. 5c): it is restricted to all
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Fig. 6. Connecting the rationale model to the comparison model

Using the pattern for identifying entity additions and deletions (see Fig. 4), we can de-
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beled as c2. As in the previous case, we use the property affectsProcessEntity to con-
nect c2 to e1. Both changes were generated by a single decision, which in this case
corresponds to r1. We can then connect r1 to c1 and c2 through the generatesChange
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model, namely alternatives and issues. This way we can go through comparison mod-
els identifying changes and connecting them to their corresponding rationale model.

5   Implementation and Validation

An implementation of the pattern-matching based change identification technique pre-
sented in the previous sections is available as part of the Evolyzer tool [29]. We have
tested our approach and tools by applying them to the various official releases of the
V-Modell XT [33], a large prescriptive process model intended originally for use in
German public institutions, but finding ever increasing acceptance from the German
private sector. As of this writing, the  Evolyzer tool still lacks a graphical editor for
change patterns. However, patterns can be expressed as textual queries using a syntax
that basically follows that of the emerging SPARQL [25] query language for RDF.
Expressed as queries, patterns can be executed to find all their occurrences in a mod-
el. The V-Modell XT constitutes an excellent testbed for our approach and implemen-
tation. Converted to the normalized representation defined in Section 3.1, the latest
public version at the time of this writing (1.2) produces a graph with over 13,000
edges. This makes it a non-trivial case, where tool support is actually necessary to
perform an effective analysis of the differences between versions. Our first trial with
the V-Modell  XT consisted of analyzing the evolution of the V-Modell XT itself,
where we compared 559 model versions that were produced in 20 months of actual
model development. First, we normalized each release by using a parser we imple-
mented in the interpreted, object-oriented Python programming language [17] which
is able to navigate through the XML-specific version of the V-Modell XT, identifying
the entities and properties, and moving this information to a process evolution reposi-
tory. The rationale model was obtained from processing the information stored in the
bug tracking system used for the continuous improvement of the V-Modell XT. This
system supports the change management process designed for the model. Users can
report problems and provide improvement suggestions in the form of change requests.
Such change requests are processed by the team responsible for the model. The result-
ing analysis and decisions are also documented in the tracking system. Once the ap-
proved changes are finished (using specialized model editing tools) a new version of
the V-Modell XT is stored in a configuration management system. In order to keep
track of the decisions implemented, the V-Modell XT team member provides a short
description of the change with a reference to the respective change request. We pro-
cessed the information contained in the bug tracking system as well as in the configu-
ration management system to create a rationale RDF model. With this rationale model
as a basis, we proceeded to calculate changes between versions, connect them to the
rationale model (as explained in the previous section), and store them in our process
evolution repository.

By using our patterns, we found 19104 changes between version 1 and version
559. 30% corresponded to entity additions, 27% to entity deletions, and 63% to at-
tribute modifications. 

Fig. 7 shows the results of querying the rationale for process evolution repository
 using  SPARQL queries via  the Evolyzer tool. The query shows for each change the
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Fig  7. Querying the Rationale for the V-Modell XT via the Evolyzer tool

6   Related Work

Several other research efforts are concerned in one way or another with comparing
model variants syntactically and providing an adequate representation for the result-
ing differences.

[1] and [16] deal with the comparison of UML models representing diverse aspects
of software systems. These works are oriented towards supporting software develop-
ment in the context of the Model Driven Architecture. Although their basic compari-
son algorithms are applicable to  our work,  they are not concerned with providing
analysis or visualization for specific users.

[20] presents an extensive survey of approaches for software merging, many of
which involve comparison of program versions. The surveyed works mainly concen-
trate on automatically merging program variants without introducing inconsistencies,
but not, as in our case, on identifying differences for user analysis.

[3] provides an ontology and a set of basic formal definitions related to the com-
parison of RDF graphs. [32] and [11] describe two systems currently under develop-
ment that allow for efficiently storing a potentially large number of versions of an
RDF model by using a compact representation of the raw changes between them.
These works concentrate on space-efficient storage and transmission of change sets,
but do not go into depth regarding how to use them to support higher-level tasks (like
process improvement).

An extensive base of theoretical work is available from generic graph comparison
research (see [13]), an area that is concerned with finding isomorphisms (or corre-
spondences that approach isomorphisms according to some metric) between arbitrary
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graphs whose nodes and edges cannot be directly matched by name. This problem is
analogous in many ways to the problem that interests us, but applies to a separate
range of practical situations. In our case, we analyze the differences (and, of course,
the similarities) between graphs whose nodes can be reliably matched in a computa-
tionally inexpensive way.

Concerning rationale, Dutoit et al. [8] introduce the term software engineering ra-
tionale, claiming that this term is more useful for discussing rationale management in
software engineering. They emphasize that the software development life cycle con-
tains several activities where important decisions are taken, and where rationale plays
an important role. In software engineering, most approaches have contributed to the
rationale domain by providing new ideas and mechanisms to reduce the risk associat-
ed with rationale capture. Such approaches were conceived having in mind the goal of
providing short-term incentives for those stakeholders who create and use the ratio-
nale. For example, SCRAM [30], an approach for requirements elicitation, integrates
rationale into fictitious scenarios that are presented to users or customers so that they
understand the reason for them and provide extra information. It is expected that they
can see the use and benefit of rationale. Something similar happens in the inquiry cy-
cle [24], which is an iterative process whose goal is to allow stakeholders and devel-
opers to work together towards a comprehensive set of requirements.

Most of the approaches developed for software engineering rationale offer  tool
support provided as either adaptations or extensions of specific requirements and de-
velopment tools, e.g., SEURAT [6], Sysiphus [9], DRIMER [23], or the Win-Win
Negotiation Tool [34], REMAP [26], and C-ReCS [12].

Little work has been done in other areas apart from design and requirements. One
of them is the process modeling area. Here, the need and value have been identified,
and a couple of research initiatives have been followed with the goal of generating ra-
tionale information from project-specific process models. One approach developed by
Dellen et al. [7] is Como-Kit. Como-Kit allows automatically deducing causal depen-
dencies from specified process models. Such dependencies could be used for assess-
ing process model changes. Additionally, Como-Kit provides a mechanism for adding
justifications to a change. The Como-Kit system consists of a modeling component
and a process engine. Como-Kit was later integrated with the MVP approach [5]. The
result of this integration effort was the Minimally Invasive Long-Term Organizational
Support platform (MILOS) [31]. Sauer presented a procedure for extracting informa-
tion from the MILOS project log and for justifying project development decisions
[27]. According to Sauer, rationale information could be semi-automatically generat-
ed. However, the approach does not capture information about alternatives that were
taken into account for a decision.

7   Conclusions and Outlook

Due to factors like model size and metamodel differences, the general problem of
identifying and characterizing changes in process models is not trivial. By expressing
models in a normalized representation, we are able to characterize interesting changes
using a graphical pattern matching language. Graphical patterns provide a well-de-
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fined,  unambiguous  and,  arguably,  intuitive  way to  characterize  common  process
model changes, as our examples show.

Our implementation of pattern queries in the  Evolyzer system demonstrates that
our pattern-based change identification technique can be used in practical situations
involving very large process models like the V-Modell XT. It is important to stress,
however, that the technique requires the process entities in compared models to have
stable identifiers that are used consistently across versions. This is normally the case
when comparing versions of the same model, but not when comparing models that
were created independently from each other. 

Using RDF allowed us to connect two different data sets and create an even more
comprehensive one that makes it easier process engineers or stakeholders to analyze
and understand the evolution of a process.  The information that we processed from
the V-Modell XT bug tracking system and stored in the process evolution repository
as a rationale model allowed us to answer questions that we would otherwise have to
guess, such as: Which process elements were affected by a change? Which issue had
the largest impact on a process? , Which type of issues demand the highest number of
changes? A remaining important research question deals with the visualization of the
large amount of information stored in a process evolution repository like the one of
the V-Modell XT. We are currently investigating mechanisms that facilitate visualiza-
tion, e.g., we are trying to identify a set of “most wanted queries” based on the special
interests of organizations interested in managing process evolution. Such queries can
be deduced from the goals of the organization and reduce the scope of the information
to be analyzed.
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