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Abstract. BPM system manages increasing number of business processes and 
the necessity of managing processes during whole process lifecycle from 
process modeling to process archiving has been emerged. Despite of wide use 
of the BPM system and the maturing of its technology, the main focus has been 
mainly on correctly executing process models, and convenient modeling of 
business processes has not been considered. In this paper, a new method of 
versioning business processes is developed in order to provide users with an 
easy modeling interface. Version management of a process enables a history of 
the process model to be recorded systematically. In our method, an initial 
version and changes are stored for each process model, and any version can be 
reconstructed using them. We expect that our method enhances the convenience 
of process modeling in an environment of huge number of business processes, 
and thereby assists the process designer. In order to verify the effectiveness of 
our method, a prototype system is presented in this paper. 
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1   Introduction 

A business process is represented as a flow of tasks, which are either internal or 
external to the enterprise. Business Process Management (BPM) is an integrated 
method of managing processes through their entire lifecycle. The BPM system is a 
software system that models, defines, controls and manages business processes [6, 7]. 
By contrast with the simple, linear versioning methods of existing systems, the 
version management method presented in this paper allows parallel versioning, 
automatic detecting of changes and the option of keeping track of the  change history 
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with a graphical tool. With its exactingly 
developed functions, our method also 
improves user convenience and 
minimizes space used to store process 
models. Version management, in its 
broad sense, is a method of 
systematically handling with temporal 
features and changes in objects over 
time. A version is defined as a 
semantically meaningful snapshot of an 
object at a point in time [5]. A version 
model is used to represent a history of 
changes to an object over time, or simply 
records a version history of that object. The history of change is usually described 
using a version graph, such as that shown in Figure 1. In a version graph, a node is a 
version, and a link between two neighboring nodes is a relationship between them. 
For example, version v2(o) was created by modifying a previous version, v1(o). 

2   Business Process Model 

In this chapter, we define the process model, which is a target object of our version 
management. A business process model used in the BPM system is usually composed 
of basic objects such as tasks, links and attributes[8]. Attributes describe features of 
the objects. We define objects as the elements of a process model. 

 

Definition 1. Business Process Model 
A process model p, which is an element of a process model set P, consists of tasks, 
links, and attributes. That is, p= (T, L, A). 

● A set of tasks: T = {ti | i= 1,…, I}, where, ti represents i-th task and I is the total 
number of tasks in p. 

● A set of links: L = {lk= (ti, tj) | ti, tj ∈T, i≠j }, where, lk represents a link between 
two tasks, ti and tj. A link represents a precedence relation between the two tasks. 
That is, the link (ti, tj) indicates that ti immediately precedes tj. 

● A set of attributes: A is a set of task attributes or link attributes. 
1) Ai = {ti.as | s =1,…, Si} is a set of task attributes, where ti.as represents  

s-th attribute of task ti and Si is the total number of ti’s attributes. 
2) Ak = {lk.as | s =1,…, Sk} is a set of link attributes,where lk.as represents  

s-th attribute of link lk and Sk is the total number of lk’s attributes. 

3   Version Management of Business Process 

This chapter explains our method of process version management. We first define a 
version graph by introducing concepts of object, a version, and change types. Then, 
we present a version management algorithm using check-in/check-out algorithms. 

v1(o) v2(o)

v3(o)

v4(o)
 

Fig. 1. Version Graph 
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3.1   Version Graph 

In the BPM system, process design procedure is a work of defining all the process 
elements introduced in Section 2 by using a design tool. In this procedure, it may be 
impossible to prepare a perfect process model at once. Therefore, business 
requirements for reusing the previous models have been always raised. A user can 
modify a previous model to make it more complete one. After the user modifies a 
process model, change of the process is defined as a set of changes to component 
objects. A component object o can be a task, a link or an attribute. That is, o∈T, o ∈
L or, o ∈A.  

A process version results from user’s modifications in designing a process model. 
Versions are recorded using a version graph. In the version graph, a node represents a 
version of a process p, which is denoted as v(p). A modification of a process includes 
changes to the objects in it, and each of the changes is represented using δ. We define 
a process modification as a set of object changes Δ = {δq(o) | q=1,…, Q and o∈ T, L, 
A}. Applying the changes to a previous version to create a new version is represented 
by ‘·’ (change operation). If the n-th version of p is derived from the m-th version of p 
by applying the changes Δmn, we represent that vn(p) is equal to vm(p) · Δmn . A version 
graph is defined as follows. 

 
Definition 2. Version Graph, VG 
A version graph is used to record the history of a single process. Let p denote a 
process, and vm(p) the m-th version of  the process. A version graph (VG) of p is a 
directed acyclic graph VG = (V, E), where V and E is a set of nodes and arc 
respectively. 
 

• V = {vm(p) | m= 1, …,M} 
• E = {(vm(p), vn(p)) | vm(p) ∈  V, vn(p) ∈V, vn(p) = vm(p) · Δmn}  

 
In a version graph, if a version vn(p) can be derived from vm(p) by modifying vm(p) 
repetitively({(vm(p), vk(p)), (vk(p), vk+1(p)), …, ((vk+l(p), vn(p)) }⊂E), we say that vn(p) 
is ‘reachable’ from vm(p). 

3.2   Combination of Changes 

In general, a change can be classified into three types: adding, modifying or deleting. 
In Figure 1, we consider a component object o, which is torder.adue . If a value is added 
to the object, and then the value is modified into another value, the change can be 
represented as follows. 
 

  δ1(o) = ADD torder.adue(“2005-12-24”) 
  δ2(o) = MOD torder.adue(“2005-12-24”, “2006-01-24”) 
 
While designing a process, it is usual that the process is modified repetitively, and 

multiple changes are created. These multiple and repetitive changes for the same 
object can be represented by a single change. For example, the two changes δ1 and δ2 
in the above can be combined using a combination operator, ‘◦’. 
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  δnew = δ1(o) ◦ δ2(o) = ADD torder.adue (“2006-01-24”) 
 

The combination of changes is calculated by using our rules, which are 
summarized in Table 1. Reverse change (δ 

-1) is used for δ and empty change (δø) is 
used for the rules. Based on the combination of object changes, we can extend and 
apply to combinations between sets of changes. A combination of two change sets Δ1, 
Δ2 (Δ1 ◦ Δ2) is defined as a set of changes. All of the object changes are included as 
elements of the set, and two changes from the two sets for the same object should be 
combined into one element. 

Table 1. Combination of changes 

reverse change 
ADD
operation ADD

-1 =  DEL

DEL operation DEL
-1 =  ADD

MOD
operation MOD

-1 = MOD’

combined change 
ADD and DEL operation ADD DEL = ø
ADD and MOD operation ADD MOD = ADD’
DEL and MOD operation DEL ADD = MOD
MOD and MOD operation MOD MOD’= MOD”
MOD and DEL operation MOD DEL = DEL  

When we apply combination operators, the following axioms are used. 

• Communicative law is not valid. (δ’ ◦ δ’’ ≠ δ’’ ◦ δ’) 
• Associative law is valid. (δ’ ◦ (δ’’◦ δ’’’) = (δ’◦ δ’’) ◦ δ’’’) 
• De Morgan's law is valid. ((δ’ ◦ δ’’) -1 = δ’’ -1◦ δ’ -1) 
• All changes are unaffected by empty change. (δ’ ◦ δø = δø ◦ δ’ = δ’ ) 
• Associative operation between the change and reverse change is equal to empty 

change. (δ’ ◦ δ -1 = δ -1◦ δ’ = δø ). 

3.3   Version Management Procedure 

Our version management method is based on two important procedures; check-in and 
check-out[2, 3]. When a user wants to make a new process model from an existing 
model, he can request a previous version of the process to be taken out into his private 
work area. This is called a ‘check-out’ procedure. After a user finishes modifying the 
process, he may want to store it in a process repository as a new process version. We 
call this a ‘check-in’ procedure. That is, check-out transfers a process model from 
public storage to an individual workplace, and check-in returns the model to the 
public storage. 

If all of the versions of a process are stored whenever a new version is created, 
storage space might be wasted. To avoid such a waste of space, we use the modified 
delta method [4]. The modified delta method is implemented using our check-in/out 
algorithms. The modified delta method uses the combination operators. It stores only 
a root version of a process and changes, and reconstructs any version when a user 
retrieves that version. 
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Check-out is invoked when a user requests a certain version of a process, vm(p). It 
first searches the changes from database, which are required to reconstruct the version 
and combines them into a single change. Then, by applying the change to a root 
version v0(p), the requested version can be reconstructed and sent to the user. 

Conversely, check-in is invoked when a user returns the modified version of a 
process. First, it identifies which objects were changed. Then it detects the change 
types (add, modify, delete). The changes are stored as a change set, and finally the 
process version graph is updated. In Figure 2, we provide flows of the two 
procedures. 

START

A Process vm(p) to check out is requested

Δw←{}, 
vw(p) ← v0(p)

Δu←a change set such that vu(p) is reachable to
vm(p),  (vw(p), vu(p))∈E,and vu(p) = vw(p) · Δu

w = m

return v0(p) · Δw

END

NO

YES

(a) Check-out procedure

START

A user requests to check in 
a new version vn(p)

that is checked out from vm(p)

END

(b) Check-in procedure

Identify all op’s that are modified

For each op, specify δq(op)

Record changes Δmn

Establish a change set Δ
Δmn={δq(op) | q=1,…, Q}

Update Version Graph (VGp)
V← V∪{vn(p)}

E ← E∪{(vm(p),vn(p))}

Δw← Δw ◦ Δu

 

Fig. 2. Flowcharts of check-out/in procedures 

3.4   Prototype System 

The proposed method is implemented as a module of process designer, which 
implementation is a build-time function of our BPM system, called ILPMS 
(Integrated Logistics Process Management System) [1]. A user designs the process 
models with a process design tool and the designed process model is stored in a 
process DB. The user can easily modify and change the process using the modeling 
tool supported by our version management. When a user requests a process version, 
the system, with the check-out function, automatically generates the requested process 
version. After modifying the version delivered to the user, he checks in the newly 
created version.  
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4   Conclusions 

In this paper, we propose a new method of process version management. Our method 
enables BPM users to design process models more conveniently. Though the BPM 
system is becoming increasingly essential to business information system, the 
difficulty of process modeling is a significant obstacle to employing the system. 
Consequently, beginners have not been able to easily design business processes using 
the BPM design tool. For this reason, we presented process models that use XML 
technology. If a user modifies a process model, our system detects the changes in the 
XML process definition. Then, the changes are recorded and the version graph is 
updated. With the version graph, we can manage history of process model change 
systematically. Any version of a process can be reconstructed, once its retrieval has 
been requested, by combining the changes and applying them to the initial version. 
We expect that our method can be easily added to the existing BPM system and, 
thereby, can improve the convenience of process modeling in an environment where a 
huge number of process models should be dealt with. 
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