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Abstract. Model-based approaches describe the process of creating UI models 
and transforming them to build a concrete UI. Developers specify interactive 
systems on a more abstract and conceptual level instead of dealing with low 
level implementation. However, specifying the various models is a complex and 
time consuming task. Pattern-based approaches encapsulate frequently used 
solutions in form of building blocks that developers may combine to create a 
user interface model. Thus they enforce reuse and readability and reduce 
complexity. In this paper we present a comprehensive framework that unites 
model-based and pattern-driven approaches. We introduce the “Patterns In 
Modelling” (PIM) tool, that implements this framework. We will demonstrate 
the functioning of the tool by using an illustrative example. We primarily focus 
on the creation of the task model and give a brief outlook how patterns will be 
applied to the other levels within the framework. 
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1   Introduction 

Software applications are becoming more and more complex. User interfaces are no 
exception of this rule. Additionally, with the increasing importance of other platforms 
besides the desktop PC, today’s software applications must be developed in a way 
that they can be easily adapted to platforms like PDAs or Mobile Phones. Developing 
software on a more abstract and conceptual level can cope with these challenges. This 
idea is followed by many of the model-based approaches. Nevertheless, specifying the 
various models and linking them together is still a time consuming and complex task. 
Specifying the models while using frequently used solutions in form of patterns can 
reduce complexity and enhance reuse and readability. 

Based on these ideas we introduce a pattern driven model-based framework, which 
allows the application of patterns as building blocks to the different UI models. 
Afterwards we will introduce the “Patterns In Modeling” (PIM) tool, which aims to 
support the user with the application of patterns to UI models. We will primarily 
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focus on the application of task patterns to task models since this step has been 
already fully implemented in the tool. Additionally we give an outlook on how to 
apply patterns to the other models of the approach. In doing so, we will use an 
illustrative example to motivate our approach. Finally we will exhibit future avenues 
for the development of the framework and the tool.  

2   Related Work 

There exist a couple of tools that support either model-based UI design or pattern-
driven approaches. Figure 1 mentions some of them. The PIM tool, which is 
introduced in this paper, aims to combine both approaches into one tool and hence to 
bridge the gap between model-based development and pattern-driven design.  

 

Fig. 1. PIM Tool – Bridging the gap between model-based and pattern-driven approaches 

Key idea of model-based approaches is to specify the system on an abstract level 
using different models. Each model describes a specific aspect of the application. 

MOBI-D (Model-Based Interface Designer, [10]) is a software environment for the 
design and development of user interfaces from declarative interface models. The 
MOBI-D system supports the user interface developer to design the user interface 
through specifying task, domain, user, dialog, and presentation models. Internally, the 
MIMIC modeling language is used to define the various models. MIMIC is the 
forerunner of XIML and supports the declaration of a so-called design model. This 
design model describes dynamic relationships between entities of the other 
declarative models. 

TERESA is a semi-automatic environment developed to generate the concrete user 
interface for a specific type of platform based on the task model. It is composed of a 
number of steps allowing designers to start with an envisioned overall task model of a 
multiple user interface application [6] and then derive concrete user interfaces for 
multiple devices. In particular, TERESA distinguishes four main steps: First a single 
high level task model of a multi platform application is created. Based on this system 
task models for specific platforms are defined. The system task model is then used to 
obtain an abstract user interface, which is composed of a set of abstract interactors. 
Finally, the platform dependent UI is created by mapping the abstract interactors to 
platform specific interaction techniques. 
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The AME and JANUS systems both emphasize the automatic generation of the 
desired user interface from an extended object-oriented domain model. During this 
automatic generation process, both systems make use of different comprehensive 
knowledge bases. They do not include any other declarative models. Both systems 
generate user interface code for different target systems like C++ source code in order 
to link it with UI toolkits [11].  

In pattern-based approaches frequently occurring solutions in form of patterns are 
used as building blocks to create the system. In the “Pattern Tool” [7] design patterns 
are regarded as coarse-grained blocks or fragments for UI design. Accordingly, the 
resulting system is represented by a hierarchical fragment model. The patterns within 
this approach are mainly based on the design patterns proposed by Gamma et al. [5] 
but not restricted to them. Patterns are instantiated by being cloned from a prototype. 
Sub-fragments of this resulting fragment are then replaced by customized sub-
fragments according to the current context of use. 

The design patterns of Gamma et al. are also used in the pattern tool introduced by 
Budinsky et al. [3]. The tool provides specific information for each pattern helping the 
user to choose the right pattern. The user can enter specific information in order to 
generate a custom implementation of a pattern, in form of program code. 

As the previously described pattern-based tools also the FACE (Framework 
Adaptive Composition Environment, [8]) tool uses design patterns to develop the 
application. Schemas are used to show the structure of patterns on an abstract level. 
The schemas are connected to classes that represent the implementation of a pattern. 

PSiGene [12] is a pattern-based component generator for applications in the 
domain of building simulation. Code templates, which are associated with each 
pattern, are used to generate the final application code. The user starts with the 
creation of a class model. Then predefined simulation patterns are assigned to the 
elements of the model. 

3   Integrating Model-Based and Pattern-Driven Design 

Design models provide a more abstract and conceptual view on software. Describing 
software through models on different conceptual levels can reduce complexity and 
distraction by low level implementation details. In the literature various models like 
task, domain, user, device, platform, application, presentation, dialog or navigation 
model are discussed [15]. In this paper we will concentrate on the following models: 

� The task model is a hierarchical decomposition of tasks into sub-tasks until an 
atomic level is reached. The execution order of the task is defined by temporal 
relationships among peer tasks [15]. 

� The dialog model describes the human-computer interaction. It specifies when 
the user can invoke functions, when the user can select or specify inputs and 
when the computer can query information. Task and dialog model are closely 
related since tasks are assigned to different dialog states within the dialog model. 
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� The presentation model describes which UI elements appear in different dialog 
states of the dialog model. It consists of a hierarchical decomposition of the 
possible screen display into groups of interaction objects [10]. A relation 
between dialog and presentation model can be constructed through linking the 
abstract UI elements with the dialog states in which they appear. 

� The layout model finally assigns style attributes like size, font or color to the 
abstract UI elements of the presentation model [13]. 

In model-based UI design the user interfaces are specified by creating and 
transforming UI models and linking them with each other (MBUID, e.g. [14]). The 
creation of the models and linking them together, however, is a tedious and time-
consuming activity. Even for relative simple applications the models quickly become 
complex. Moreover, it lacks an advanced concept of reuse, besides copy-and-paste-
reuse, of already modelled solutions [4]. We believe that patterns, which describe 
generic solutions to common problems in a specific context [5], can be employed to 
avoid these disadvantages. Additionally extending the model-based approach with 
patterns can enhance reuse, flexibility and readability. 

Figure 2 integrates the ideas of the former paragraphs in a pattern-driven and 
model-based approach. The left side shows the task, dialog, presentation and layout 
mode1, and the mappings between these models. These models are considered as one 
integrated model, which is collectively referred to as UI multi model. The right side 
of figure 2 shows the UI patterns, which are employed to establish the UI multi 
model. A UI pattern contains one or more model fragments as visualized by the 
hexagons. If a pattern contains only a model fragment of one specific type we refer to 
this pattern as task pattern (e.g. TP1), dialog pattern (e.g. DP1), presentation pattern 
(e.g. PP1) or layout pattern (e.g. LP1), depending on the type of model fragment. 
Patterns that contain two or more model fragments are referred to as multi patterns 
(e.g. MP4). While multi patterns represent in general less abstract solutions, specific 
type patterns represent more abstract solutions, which can be employed in different 
contexts. 

Task model fragments are used to describe task fragments, which frequently 
appear. They are used as building blocks for the gradual development of the task 
model. Dialog model fragments suggest how tasks should be grouped to dialog views 
and how transitions between dialog views should be defined. Presentation model 
fragments provide predefined sets of abstract UI elements in order to create the 
presentation model. Finally, layout model fragments can be used to assign certain 
predefined styles to the abstract UI elements in order to establish the layout model. 
Beside the model fragments the patterns may contain predefined mappings between 
the different model components. 

Additionally it is possible to composite patterns using sub patterns. Thus, more 
abstract patterns can be used to create more specific UI patterns. Figure 3 visualizes 
such a pattern-sub-pattern relation. The task model fragment of pattern 1 is 
established using the task model fragments of pattern 2 and pattern 3. Moreover, 
pattern 1 uses pattern 3 as sub pattern to establish the dialog model fragment. 
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Fig. 2. Pattern-Driven and Model-Based Approach 

In order to model the solution stated in the pattern in a generic and reusable 
fashion, patterns may contain variables and a flexible structure, which have to be 
adapted to the current context of use. This adaptation takes place during the process of 
pattern application as visualized by the arrow in figure 2. The pattern application 
process entails the steps: pattern selection, pattern instantiation and integration of the 
instantiated pattern into target models. 

 

Fig. 3. Pattern-Sub-pattern relations 

In the next section, we show how patterns are generally applied to the different UI 
models. Moreover, we will introduce a tool, which supports the user by applying 
patterns to the different models of our approach. Primarily we will focus on the task 
level, which is fully implemented in the tool.   
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4   PIM Tool: Support for Applying Patterns in Model 
Construction and Transformation 

In the previous section, we introduced a pattern-driven model-based framework, 
which makes use of patterns to facilitate the creation of the UI multi model. Since 
patterns are abstract and generic solutions the need to be instantiated. Generally the 
process of pattern application consists of four steps. 

1. Identification 
A subset M’ of the target model M is identified. This subset will be replaced and 
extended by the instance of the pattern, which is selected in the next step. 

2. Selection 
In this step an appropriate pattern is selected to be applied to M’. 

3. Instantiation 
To apply the pattern to the model it needs to be instantiated. In this step the 
concrete structure of the pattern is defined and values are assigned to the variable 
parts of the pattern in order to adapt it to the current situation.  

4. Integration 
The pattern instance is integrated into the target model. It is connected to the other 
parts of the model in order to create a seamless peace of design. 

Handling these steps depends, to great extent, on the creativity and experience of 
the designer. At this point efficient tool support can assist the designer in selecting 
and applying appropriate patterns in order to make the design process more traceable 
and to increase its effectiveness. For this purpose we introduce the PIM (Patterns In 
Modeling) tool, which aims to support the user in applying patterns to models by 
following these steps. Figure 4 shows the user interface of the PIM tool. 

The screen mainly consists of three views. (1) The model view, which allows the 
user to specify the target model (task, dialog, presentation, and layout). In the figure, 
the task-model label is marked by a bold border frame in order to indicate that the 
user is working on the task level of the integrated UI multi model. (2) The work view, 
which is responsible for displaying the selected model. For example, in figure 4 the 
work view shows the task model of a hotel management application.  (3) The pattern 
view, which shows available patterns for the chosen target model. In this case the 
pattern view shows a set of task patterns. 

In what follows we will use a brief example to illustrate how the tool works. Since 
currently only pattern application to the task level has been implemented in the tool, 
we will focus on the task pattern application and mention briefly how pattern 
application can be realized on the other levels of the approach as well. 

4.1   Brief Example: A Desktop Radio Player 

To illustrate the functioning of the PIM tool we will now describe a small example, in 
which we the task model of a simple Desktop Radio Player application is developed. 
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Fig. 4. User Interface of the PIM (Patterns In Modeling) Tool 

Table 1 depicts the textual description of the use case capturing the main functionality 
of the envisioned application.  

Following the process of pattern application parts of the task model that can be 
replaced and extended by task pattern instances are identified. Then appropriate task 
patterns are selected, instantiated and finally integrated into the original task model. 
In the following the entire process is described in more detail.  

4.1.1   Identification 
In order to get started a base model is needed, which can be extended by using pattern 
instances. Figure 5 shows a very basic task model, visualized in CTTE [9]. The task 
model entails only the basic task structure of the application. It describes that after 
logging in the user can search and select a radio station. According to his choice the 
application will then play music. Instead of refining these tasks now ‘by hand’ details 
will be added to the model by applying appropriate patterns. For example, after 
loading the task model into the PIM tool1, the “Log In” task may be identified as 
subset M’ of the original model to which a first pattern shall be applied. 

                                                           
1  Currently the PIM tool accepts only XIML files as model specification. Therefore, in order to 

reuse the CTT task specification, we used the editor [17] to convert the CTT file to XIML.  
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Table 1. Brief example: Desktop Radio Player 

Many programmers enjoy listening to music while they are 
working. If you have access to a broadband internet connection 
online radio stations offer a wide range of music. However, 
accessing internet, opening the right web pages, log in to the 
network and force through the web pages of the network in order 
to choose and listen to a radio station is an extensive business. 
Thus it would be a nice idea to have a small desktop application 
that allows logging in to an online radio network and afterwards 
to search through the radio stations, select a preferred station and 
that finally allows listening to this station. 

a   b  

Fig. 5. The task model of the Desktop Radio Player in the CTTE tool (a) and after being loaded 
into the PIM tool (b) 

4.1.2   Selection 
Since the task model is selected as working level, the tool offers a set of task patterns 
that can be applied to the task model, as depicted in the pattern view of Figure 4. With 
a right mouse click on a task pattern the tool displays more detailed information. For 
example, table 2 shows the information, which is displayed for the “Log In” pattern. 

The format of all patterns follows the uniform format that Alexander [1] proposed 
for his patterns. Internally the patterns are specified in a XML-based language called 
TPML (Task Pattern Mark up Language, [13]). As figure 6 shows each pattern 
specification contains a Name, Problem, Context, Solution, Rational, but also a Body 
element. Whereas the first five elements are primarily used to help the designer chose 
an appropriate pattern, the body element specifies the structure of the pattern. 

In the PIM tool the “Log In” pattern is dragged and dropped onto the selected “Log 
In” task of the task model. As a result, the pattern application wizard is launched, 
which supports the designer performing the next step. 

4.1.3   Instantiation 
After identifying the “Log In” task as the sub-model M’, and after choosing the “Log 
In” pattern the pattern application process needs to be started in order to create an 
instance of the chosen pattern. This step is necessary since patterns are generic 
solutions that have to be adapted to the current context. 

The instantiation of a task pattern consists of two steps: (1) The structure of the 
resulting instance is specified. (2) Values to variable parts of the pattern are assigned. 
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Table 2. Information displayed for the “Log In” pattern 

Problem: The user needs to identify him/herself in order to access 
secure or protected data and/or to perform authorized operations.  

Context: The pattern is applicable if the application manages 
different types of users fulfilling different roles. The login process 
is also required if the application supports individual user 
modeling. An example is the individual customization of the 
appearance of the front end. In addition, the login feature is 
necessary if the user wants to create his/her own space, which 
makes it possible to have users enter that information once and use 
it again for future visits to the site.  

Solution: By displaying a login dialog, the user can identify 
him/herself. The login dialog should be modal. In addition, the 
user should login before accessing any personal data or secure 
features of the application. In order to identify him/herself, the 
user should enter a combination of different coordinates. After 
submission, the application provides feedback whether login was 
successful or not.  

Rational: By using the Login Pattern, the user can uniquely 
identify him/herself. Therefore the applications can provide 
customized views to the user and authorize the user to perform 
operations according to the user's role. 

 

Fig. 6. Pattern structure 

The first step includes the selection of optional parts of the pattern. In particular it has 
to be chosen whether they shall be included or not. Additionally, the number of 
executions for parts, which can be performed iteratively, has to be defined. 

Figure 7 shows the pattern wizard that appears after the “Log In” pattern was 
dragged and dropped on the “Log In” task. It will guide the user through the pattern 
application process. The right pane shows the current state of the pattern instance 
during the whole process. As one can see the “Log In” pattern itself has a simple 
structure. It describes the “Log In” task as follows: First a login prompt is shown. 
Then the user enters and submits its coordinates for identification. Finally feedback is 
provided by the system. Since the “Log In” pattern contains no optional or iterative 
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parts and also no variables the pattern application process immediately finishes after 
the user presses the next button in the wizard.  

However, as portrayed in the right pane of figure 7 the “Log In” pattern makes use 
of the “Multi Value Input Form” pattern [2]. The “Multi Value Input Form” pattern is 
applicable when the user needs to enter a couple of related values. In the context of 
the “Log In” pattern it is used to enter the values that are necessary to identify the 
user. Therefore, after completing the process of pattern application for the “Log In” 
pattern the PIM tool identifies the sub-pattern and prompts the user whether he or she 
would like to instantiate the “Multi Value Input Form” pattern as well. Figure 8a 
shows the structure of the “Multi Value Input Form” pattern, which is displayed by 
the pattern wizard if the user confirms this prompt. 

 

Fig. 7. Wizard for task pattern application to task models 

A task icon with a star inside informs the user about the fact that the pattern 
contains a repetitive task for which the number of executions has to be determined. 
The number of repetitions depends on the number of values, which are entered within 
the form. Since it is used within the context of a log-in dialog, the user shall enter two 
values: ‘username’ and ‘password’. Thus, the structure of the pattern instance in the 
next screen of the pattern wizard is modified in such a way that the “Enter Value for” 
task is performed two times. The pattern wizard allows the user to specify the 
structure of the current pattern instance while directly modifying the pattern instance 
in the pattern preview. The result is shown in figure 8b. Having a closer look at the 
obtained pattern instance, it is noticeable that each “Enter Value for” task contains a 
variable <name> to which a value has to be assigned. Thus, the pattern wizard will 
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Fig. 8. Instantiation of the “Multi Value Input Form” Pattern 

ask the user in the next screen which values should be assigned to these variables. 
Figure 8c shows the state of the pattern instance, which is displayed by the wizard, 
after the assignment is done. 

In a similar way the “Select Radio Station” task of the original task model is 
refined by applying an appropriate pattern. In this task the user informs his- or herself 
about a set of available radio stations and finally chooses one. A suitable pattern for 
this purpose is the “Browse” task pattern which allows inspecting a set of objects. 
Figure 9a shows the structure of the “Browse” pattern prior the instantiation process. 
It contains a variable <object> that describes what kinds of objects are browsed. Since 
Radio Stations should be browsed the value ‘Radio Stations’ is assigned to this 
variable. As a result the pattern instance, which is displayed in figure 9b is received. 
As portrayed, the “Browse” pattern contains the “Print” pattern as a sub-pattern. It is 
used to display specific attributes of the browsed objects. Consequently the PIM tool 
offers a possibility to instantiate this pattern afterwards. 

Figure 10a shows the structure of the “Print” pattern. It contains the repetitive task 
“Print <attribute>” for which the number of repetitions has to be determined. In our 
example two attributes of the browsed radio stations shall be displayed: The station 
name and the station genre. Thus it is defined that the “Print <attribute>” task is 
executed two times. Since the print task contains a variable declaration the value for 
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a  

b  

Fig. 9. Instantiation of the “Browse” Pattern 

a  

b  

Fig. 10. Instantiation of the “Print” Pattern 

the variable <attribute> has to be assigned twice. The instantiation of the “Print” 
pattern results in the task fragment, displayed in figure 10b. 

4.1.4   Integration 
Every time a pattern is instantiated as results an instance is received, whose structure 
and variable parts are adapted to the current context of use. In the last step of the 
pattern application process this instance has to be integrated into the target model. 
Therefore, as soon as the pattern wizard is finished, the PIM tool converts the pattern 
instance to the model format and integrates it into the target model by replacing the 
part that was selected in the first step. 

Figure 11 shows once again the basic task model for the Desktop Radio Player and 
the resulting task model that was achieved with fewer efforts while making use of 
pre-defined solutions in form of patterns. 

4.2   Outlook 

In the future we will further extend the PIM tool so that it will be possible to apply 
patterns to all models involved in our approach.  In the following we will briefly 
describe applicable patterns for the dialog, presentation and layout model. 

A typical dialog pattern that can be applied to the dialog model is the “Recursive 
Activation” pattern [2]. This pattern is used when the user can activate several 
instances of a dialog view. It is applicable in many modern user interfaces. An 
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example is an email application, which allows creating and editing several emails 
concurrently. 

The “Form” pattern is an example of a presentation pattern. It is applicable when 
the user needs to provide structural logically related information to the application. 
Thus, it can be used to specify the abstract appearance of the log-in dialog within the 
Desktop Radio Player application. 

Layout patterns can be employed for example for the positioning of the abstract UI 
elements and for binding concrete values to their style attributes. For the former 
purpose the “Grid Layout” pattern [16] can be used. This pattern aims to arrange all 
UI objects in a grid using the minimal number of rows and columns and making the 
cells as large as possible. An example for the latter purpose is the “House Style” 
pattern which provides an overall look–and-feel for the entire application. 

a b  

Fig. 11. Original (a) and resulting (b) task model for Desktop Radio Player Example 

5   Conclusion 

In this paper, we have introduced a novel tool that aims to bridge the gap between 
pattern-driven and model-based tools. Within the proposed underlying framework 
instances of patterns are used as building blocks for the creation of UI models and the 
mappings between them. Employing frequently used solutions in form of patterns 
reduces complexity and enhances reuse and readability. We demonstrated how the 
“Patterns In Modeling” (PIM) tool can support software developers in applying 
patterns to create the UI models. We used an illustrative example to show in detail 
how the application of task patterns to task models can be supported. 
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In order to apply patterns on all levels of the UI multi model the proposed 
framework needs to be formalized. This includes the examination of formal notations 
for the specification of UI models and the corresponding UI patterns. Presently there 
exists a multiplicity of UI description languages. Languages like UsiXML and XIML, 
which support the most common UI models, including the models mentioned in this 
paper, might be suitable for UI pattern specification as well. This requires extending 
their schemas to allow the specification of specific pattern features like variables and 
flexible structures. 
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