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Abstract. About ten years ago, triadic contexts were presented by Lehmann and
Wille as an extension of Formal Concept Analysis. However, they have rarely
been used up to now, which may be due to the rather complex structure of the
resulting diagrams. In this paper, we go one step back and discuss how traditional
line diagrams of standard (dyadic) concept lattices can be used for exploring and
navigating triadic data.

Our approach is inspired by the slice & dice paradigm of On-Line-Analytical
Processing (OLAP). We recall the basic ideas of OLAP, and show how they may be
transferred to triadic contexts. For modeling the navigation patterns a user might
follow, we use the formalisms of finite state machines. In order to present the
benefits of our model, we show how it can be used for navigating the IT Baseline
Protection Manual of the German Federal Office for Information Security.

1 Introduction

Concept lattices have proven their high potential for visualizing and exploring datasets
in many applications during the last 25 years. This success of Formal Concept Analysis
incited researchers to extend it to other types of knowledge representation. Among them
are for instances logical extensions, relational data, and power context families. One
of these extensions are triadic contexts, which were introduced ten years ago by Fritz
Lehmann and Rudolf Wille in [14]. They defined a triadic formal context as a quadruple
K := (G, M, B, Y ) where G, M , and B are sets, and Y is a ternary relation between
G, M , and B, i. e., Y ⊆ G × M × B. The elements of G, M , and B are called
(formal) objects, attributes, and conditions, resp, and (g, m, b) ∈ Y is read “object g
has attribute m under condition b. A triadic concept of K is a triple (A1, A2, A3) with
A1 ⊆ G, A2 ⊆ M , and A3 ⊆ B where A1 × A2 × A3 ⊆ Y such that none of its three
components can be enlarged without violating this condition.

Lehmann and Wille present an extension of the theory of ordered sets and (concept)
lattices to the triadic case, and discuss structural properties. This approach initiated
research on the theory of concept trilattices, which was followed by several researchers
(e. g., [1, 2, 3, 4, 5, 6, 8, 10, 11, 15, 16, 17, 18, 20, 21, 22]). Already in the first paper on
this topic, Lehmann and Wille elaborated also a visualization of concept trilattices in
triadic diagrams. But even though there are applications where the natural representation
of the data are triadic contexts, the visualization by triadic diagrams never made it into
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practice, and there exist only few visualizations of rather small concept trilattices. This
is probably due to the complex structure of the diagrams. In this paper, we go one step
back and discuss how traditional line diagrams of dyadic concept lattices can be used
for exploring and navigating triadic data.

The idea of deriving dyadic contexts from the triadic one is not new. Lehmann and
Wille present, for instance, in [14] the derived dyadic context K

(1) := (G, M ×B, Y (1))
with (g, (m, b)) ∈ Y (1) : ⇐⇒ (g, m, b) ∈ Y (marked by ‘

M

’ below), and its two
symmetric variations. In [8], the set B is used to define two modal operators (marked
by ‘∃’ and ‘∀’ below). We will use these derivation modes later, but will set them in a
common navigation framework.

Our approach for navigating triadic data is inspired by the slice & dice paradigm
of On-Line-Analytical Processing (OLAP). We present the basic ideas of OLAP in the
next section, and show how they may be transferred to triadic contexts. For modeling the
navigation patterns a user might follow, we use the formalisms of finite state machine
(see Section 3). In order to present the benefits of our model, we show in Section 4 how
it can be used for navigating the IT Baseline Protection Manual of the German Federal
Office for Information Security. As this model is only a first step to a comprehensive
navigation environment for triadic (and possibly other) data, many interesting research
questions remain open. They conclude the article.

2 On-Line Analytical Processing and Triadic Contexts

The expression On-Line Analytical Processing (OLAP) has been coined by E. F. Codd
et al in [7], and stands for the analysis of multi-dimensional data. We will first give a
short introduction in the main features of OLAP as far as they are needed in this paper,
before informally outlining how we adapt them to triadic contexts.

OLAP relies on the metaphor of a (high-dimensional) cube containing data. One
might for instance want to structure sales facts along the dimensions region, product
and time. These dimensions span a three-dimensional cube as shown in Fig. 1. The cube
is composed of cells, one for each combination of a region, a product, and a day. The
cell contains a numerical value indicating how many items of that product have been
purchased in the specific region on the given day.

Fig. 1. A data cube
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The analyst may ask queries like ‘Give me the sales facts for all products over all
days in Hessen’or ‘Give me the total number of items sold of product X in Hessen within
the whole time period’. Both queries reduce the dimensionality of the answer: the first
query returns a two-dimensional answer (the ‘slice’which is indicated in Fig. 1), while the
second query returns a one-dimensional answer. This reduction of the dimensionality
is known as slicing in OLAP. The second query applies additionally an aggregation
function as it sums up numbers of items. There are usually predefined hierarchies on
the dimensions along which the aggregation takes place. For instance, days may sum
up to months, and months to years. In this paper, however, we won’t make use of these
hierarchies.1 An additional feature of OLAP is dicing2 which rotates the data cube. This
is particularly useful if the results are presented by spreadsheets, as it allows to permute
rows and columns.

The association between OLAP data cubes and triadic contexts is now straight for-
ward. The latter can in fact be considered as an OLAP data cube with three dimensions
(G, M , and B), and the content of the cells represents the membership function of the
relation Y .

As in OLAP, we want to be able to dice. This means that we want to allow to use any
of the three sets as the set of objects at some point in time, depending on the task on hand.
Therefore, we will not fix the roles of the three sets in advance. Instead, we consider a
triadic context as symmetric structure, where all three sets are of equal importance. The
decision which of the sets is considered as object set, attribute set, and condition set,
resp., is made later by the user. For easier handling, we will therefore denote the triadic
context K := (G, M, B, Y ) alternatively by K := (K1, K2, K3, Y ) in the sequel. We
consider all (triadic) contexts in this paper to be finite.

We will usually not work on the full triadic context (K1, K2, K3, Y ). Instead, we
allow to focus on subsets of interest. Hence, for each of the three dimensions, we allow
to restrict the set Ki to any subset Xi we are currently interested in. Thus, the current
triadic context is just the sub-context (X1, X2, X3, Y ∩(X1×X2×X3)). This reduction
is inspired by the slicing operation in OLAP.

Dicing is modeled by a permutation on the set {1, 2, 3}, i. e., by an element σ of the
full symmetric group S3. Such a permutation indicates that currently Xσ(1) is considered
as set of objects, Xσ(2) as set of objects, and Xσ(3) as set of conditions.

The aggregation mode is determined by one of the four options ‘∃’, ‘∀’, ‘

G

’, and ‘

M

’.

– In the first case, we consider the concept lattice of the dyadic context

K
σ,∃
X1,X2,X3

:= (Xσ(1), Xσ(2), I)

with (xσ(1), xσ(2))∈I if and only if there exists xσ(3) ∈Xσ(3) with (x1, x2, x3)∈Y .
– In the second case, we consider the concept lattice of the dyadic context

K
σ,∀
X1,X2,X3

:= (Xσ(1), Xσ(2), I)

with (xσ(1), xσ(2)) ∈ I if and only if for all xσ(3) ∈ Xσ(3) holds (x1, x2, x3) ∈ Y .

1 For a combination of these hierarchies with Formal Concept Analysis, see [19].
2 Here the terminology is diverging in the literature. In some papers this is called pivoting, while

‘dicing’ is used for ‘slicing’ with resulting slices of dimension 3 or higher.
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– In the third case, we consider the concept lattice of the dyadic context

K
σ,

G

X1,X2,X3
:= (Xσ(1) × Xσ(3), Xσ(2), I)

with ((xσ(1), xσ(3)), xσ(2)) ∈ I if and only if (x1, x2, x3) ∈ Y .
– In the fourth case, we consider the concept lattice of the dyadic context

K
σ,

M

X1,X2,X3
:= (Xσ(1), Xσ(2) × Xσ(3), I)

with (xσ(1)), (xσ(2), xσ(3))) ∈ I if and only if (x1, x2, x3) ∈ Y .

Concluding, the binary context (and its concept lattice) that we consider at a given
moment depends on the following selections:

– the choice of three subsets X1 ⊆ K1, X2 ⊆ K2, and X3 ⊆ K3,
– a permutation σ ∈ S3 , and
– the choice of the aggregation mode q ∈ {∃,∀,

G

,

M}.

Up to now, we have discussed how single concept lattices can be derived from a
triadic context. In order to support navigation, however, we need a mechanism which
allows us to come from one concept lattice to the next. This will be discussed in the next
section. We make use of the model of a finite state machine. Single concept lattices will
correspond to states, while the navigation steps are captured by state transitions.

3 The Finite State Model

As said above, there are many binary contexts that can be derived from a triadic one. In
this section, we discuss how the navigation between them may go on. We model this by
a finite state machine.

We recall that a finite state machine is a model of computation consisting of a set of
states, a start state, an input alphabet, and a transition function that maps pairs of input
symbols and current states to a next state. Thus, it is a tuple A = (E, S, δ, s0) where
E is a finite set, the input alphabet, S is a finite set, the set of states, δ is the transition
function, i. e., a mapping from E ×S to S, and s0 ∈ S is the start state. In our approach,
the contexts are considered as the states, and the navigation through the set of contexts
is modeled by the transition function.

Next, we give the formal definition of our finite state machine. Readers unfamiliar
with mathematical notations might first go to Section 4 in order to get a feeling for the
approach, before returning here.

As discussed in Section 2, the derivation of a binary context depends on a set of
choices. The combination of these choices makes up the state:

Definition 1. Let K := (K1, K2, K3, Y ) be a triadic context. A state is then a tuple

s := (X1, X2, X3, σ, q)

where X1 ⊆ K1, X2 ⊆ K2, and X3 ⊆ K3, σ ∈ S3 , and q ∈ {∃,∀,

G

,

M}. The set of
all states of a triadic context is denoted by S(K), or simply by S if K is unambiguous
from the context.

For a given state s := (X1, X2, X3, σ, q), we let K(s) := K
σ,q
X1,X2,X3

, and B(s) :=
B(K(s)).
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We initialize our state machine with the start state

s0 := (K1, K2, K3, id,∃) .

This setting allows a first, global overview over the data, which may be refined later.
The initial choice of the existential quantifier for q follows the observation that this is
the most frequently used in applications for deriving a dyadic context.

The input alphabet E of the machine is given by

E := {slice(i, A) | i ∈ {1, 2, 3}, A ⊆ Ki}
∪{dice(σ) | σ ∈ S3}

∪{mode(∃),mode(∀),mode(

G

),mode(

M

)} .

Last but not least we define the transition function. We split up the definition into
three parts, corresponding to the three types of elements of the input alphabet listed
above.

Definition 2. Let s := (X1, X2, X3, σ, q) be a state, and e ∈ E. The transition function
δ is defined as follows. If e = slice(i, A) with i ∈ {1, 2, 3} and A ⊆ Ki, then
δ(s, e) := (X ′

1, X
′
2, X

′
3, σ, q) with X ′

i := A and X ′
j := Xj , for j 	= i.

For simplifying the navigation, one could restrict the set A to be a concept extent or
intent of some suitable concept lattice. Experiments with the example discussed below,
however, revealed the need for selecting arbitrary sets. Note that we also allow to enlarge
sets again, as there is no constraint saying that A has to be a subset of Xi. This allows to
extend sets again during the navigation process. In practice however, A often is a subset
of Xi. We discuss some properties of this case before continuing the definition of the
transition function.

Let A ⊆ Xi. If σ(1) = i or q =

G

and σ(3) = i, then the slice operation
reduces the current set of objects. The resulting concept lattice is thus isomorphic to a
∨-sub-semilattice of the previous one. If σ(2) = i or q =

M

and σ(3) = i, then the
slice operation reduces the current set of attributes, and the resulting concept lattice is
isomorphic to a ∧-sub-semilattice of the previous one. In all these cases, the information
presented in the lattice is thus reduced, just as a slicing operation in OLAP would do. In
the two remaining cases, however, the analogy to OLAP fails. If σ(3) = i and q = ∃,
then the binary relation of the current dyadic context decreases; if q = ∀ then the binary
relation increases. Simple examples show that there is no pre-determined relationship
between the current and the following lattice. In both situations the concept lattice can
either shrink or grow, depending on the constellation.

Definition 2 (contd.). If e = dice(σ′) with σ′ ∈ S3, then δ(s, e) := (X1, X2, X3, σ ◦
σ′, q).

We may denote the elements σ ∈ S3 by (123), (132), . . . , (321) where, e. g., (132)
means that the role of the object set remains unchanged while the attribute and the
condition sets interchange their roles. The transition dice(1, 2, 3) doesn’t do anything;
and the transition dice(2, 1, 3) interchanges the roles of objects and attributes. This
means that the concept lattice is turned upside down.
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Definition 2 (contd.). If e = mode(q) with q ∈ {∃,∀,

G

,

M} then δ(s, e) := (X1, X2,
X3, σ, q).

In practice it turns out that the ‘∃’ mode is the mostly used one. The change from
either ‘∃’ or ‘∀’ to ‘

G

’ or ‘

M

’ can be considered as drill-down, since the resulting concept
lattice provides more detailed information. A change of mode in the other direction is a
roll-up, as the information becomes more summarized.

The definition of our finite state machine is now complete. Next we introduce two
additional shortcuts.

Definition 3. We let delG := slice(σ−1(1), {{x} ∈ Xσ−1(1) | {x}′ 	= ∅} and
delM := slice(σ−1(2), {x ∈ Xσ−1(2) | x′ 	= ∅}, where the derivation ·′ is computed
in the current dyadic context.

These two derived operators serve the following purpose. After a slice operation, one
usually also wants to prune the remaining sets to the relevant elements. For instance, if
one reduced the set of objects, then there may be some attributes which do not relate to
any of the remaining objects. In most cases, one may want to remove these attributes
(which would all be attached to the bottom concept), as they do not provide any further
insight. This removing of ‘superfluous’ attributes is performed by delM, while delG
removes all objects which are not covered by at least one attribute any more.

As known from basics about finite state machines, we can now extend the transition
function such that it applies not only to single symbols of the input alphabet, but also to
words. We denote the set of words over the input alphabet E by E∗, which includes the
empty word λ. The transition function δ is then recursively extended to δ∗: E∗ ×S → S
by δ∗(λ, s) := s, and δ∗((w, e), s) := δ∗(w, δ(e, s)), for w ∈ E∗ and e ∈ E.

An element w of E∗ can naturally be considered as a program (which is executed
from right to left). Its semantics is given by the function [[w]]:S → S which is given
by [[w]](s) := δ∗(w, s). Specifically, one can determine the current state of the system
by storing all previous interactions of the user as w ∈ E∗. The current state is then just
[[w]](s0). In an implementation of the framework, w may be shown as navigation history
to the user, and supports an ‘undo’ function or ‘back’ button.

4 Navigation Within the Triadic Information System

In this section, we show by an example, how our framework supports navigation in a
real world dataset. The IT Baseline Security Manual [9] of the German Federal Office
for Information Security provides a description of the threat scenario that is globally
assumed, standard security measures for typical IT systems, and detailed descriptions
of safeguards to assist with their implementation.3

The core data of the manual can be considered as a triadic context. We consider the
the possible threats as objects, the IT components as attributes, and the safeguards as

3 The online version of the manual can be found at http://www.bsi.de/gshb/ .
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Fig. 2. The top part of the concept lattice of the initial state

conditions.4 For presentation purposes, we restrict the example as follows. K1 :={Ex-
change of Data Media, . . . , Exchange/Outlook 2000} is the set of all ten data transmission
systems listed in Section 7 of [9], K2 is the set of all threats against at least one of the
data transmission systems, and K3 is set of all safeguards against at least one of these
threats for at least one of the data transmission systems.5 The top part of the concept
lattice of the start state is shown in Fig. 2. The names of the threats (which play the
role of objects at the moment) are omitted due to representation issues. From this initial
state, we will perform a series of navigation steps to illustrate the different features of
the model.

First we want to reduce the components to those which are currently used at our
research group. We perform thus the operations

op1: slice(1, {7.3 Firewall, 7.4 E-Mail, 7.5 WWW-Server, 7.6 Remote Access,
7.9Apache Webserver})

op2:delG .

The resulting concept lattice is shown in Fig. 3. The concept in the middle of the diagram
indicates for instance that the two threats ‘T 3.38 Errors in configuration and operation’
and ‘T 4.39 Software conception errors’ are the threats which are directed against all the
three components Firewall, WWW-Server, andApache Webserver. The two threats ‘T 5.2

4 Other assignments have been done in [8, 18, 22]. But as our approach considers all sets equiv-
alently, this assignment influences the start state only. Any initial arrangement can be reached
from any other by one dice operation.

5 This restricted scenario can also be reached by three consecutive slice operations within the
larger system that comprises all components, threads and safeguards discussed in the manual.
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Fig. 3. After slicing the set of components to Firewall, E-Mail, WWW-Server, Remote Access,
Apache Webserver

Manipulation of data and software’ and ‘T 5.28 Denial of services’ are directed against
these components, but they additionally concern the E-Mail system, as the lower right
concept indicates. The complete list of threats can be found at the website mentioned
above.

A major set of threats are deliberate attacks to the system. We now want to study
which of these attacks are potentially dangerous to the data transmission systems of our
research group. We perform thus the operation

op3: slice(2, X2∩{‘T 5.1 Manipulation or destruction of IT equipment or acces-
sories’,. . . , ‘T 5.111 Misuse of active content of E-Mails’})

(where X2 is the current set of objects) and obtain the line diagram in Fig. 4. The
diagram shows that there are many rather specific threats, as they are related to only one
component each.
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Fig. 4. After slicing the set of threats to the deliberate acts

Fig. 5. After slicing away all threats which are against single components

In order to analyze in more depth deliberate acts against combinations of components,
we prune away all deliberate acts against single components. The operation

op4:slice(2, {x ∈ X̃2|card({x}′) 	= 1})

(where X̃2 is the current set of objects) yields the concept lattice in Fig. 5. In the lattice,
we can for instance discover that there are four threats which endanger at the same
time firewalls and WWW servers: IP spoofing, DNS spoofing, manipulation of data or
software, and denial of services.

For studying which other components are threatened by denial of service attacks,
we could make use of the same diagram. Another option — which supports the more
natural way of reading from top to bottom — is to turn the diagram upside down first. As
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Fig. 6. After dicing (exchange of objects and attributes)

well-known in FCA, this is obtained by interchanging the roles of objects and attributes
on the context level:

op5:dice(2, 1, 3)

The result of the operation is shown in Fig. 6. The components threatened by denial of
service attacks are now exactly those which are listed below ‘T 5.28 Denial of services’
in the diagram. We see that not only firewalls and WWW servers are endangered by this
threat, but also the Apache web server and email systems.

What can now be done in order to protect the data transmission systems of our
research group against deliberate acts? This question can be approached by focusing on
the relation between threats and safeguards rather than between threats and components.
In other words, we have to interchange the role of components and safeguards:

op6:dice(3, 2, 1)

The result is shown in Fig. 6. The encoding of the safeguards can be found online
in [9]. The lattice is rather complex — which indicates that there is no easy solution for
protecting our IT environment.

For getting a better insight, we focus (first) on those safeguards which are related to
hard- and software:

op7:slice(3, {x ∈ X̃3|x = “S 4. . . . ”})

(where X̃3 is the current set of objects). This yields the concept lattice in Fig. 8. It shows
for instance that there is no hard- or software related safeguard against IP spoofing. This
threat has to be countered by other means. On the other side we discover that even with
only two safeguards, ‘S 4.95 Minimal operating system’ and ‘S 4.34 Using encryption,
checksums or digital signatures’, many of the listed threats can be countered.

Figure 8 doesn’t show in detail if a safeguard is designed against a threat for all
relevant components or just for specific ones. One could expect that the choice of a safe-
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guard is independent of the component. By drill-down, we can analyze this hypothesis.
Figure 9 shows the result of

op8:mode(

G

) ,

Fig. 7. After dicing (exchange of objects and conditions) again

Fig. 8. After slicing the safeguards to the hard- and software related ones
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Fig. 9. After drill-down to the components

i. e., the concept lattice
B([[op8, . . . , op1]](s0)) .

By comparing Figs. 8 and 9, we discover that this hypothesis is indeed almost true,
since the concept lattices are quite similar. However, there are some differences. For
instance, safeguard ‘S 4.33 Use of a virus scanning program while exchanging of data
media and data transmission’ is adequate against macro viruses and computer viruses for
email systems, while it protects web servers against computer viruses and manipulation
of data or software. At least, this is what the data provided by the IT baseline manual
indicate. One may now discuss if this is adequately modeling the situation. We, however,
will now leave this example, and return to a more general discussion on future research.

5 Conclusion and Outlook

In this paper, we integrated bits and pieces which were available for analyzing triadic
contexts by line diagrams of derived dyadic contexts, and set them into a navigation
framework. As this is only a first step, many interesting research questions remain open.
They include:

– Further development of automated drawing routines is important, as there are so
many potential concept lattices which can be derived from a triadic context that
one cannot create them all beforehand. (In this paper, we have made the layout
manually).

– The framework should be implemented and evaluated in more scenarios. This in-
cludes a concretization of the means of interaction by which the user can perform
the slice & dice operations.
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– How can techniques like conceptual scaling or iceberg lattices be exploited for more
sophisticated navigation means?

– Are there other aggregation modes? For instance, one might want to integrate power
scales [13] or relational scales [12].

– In OLAP, the dimensions carry an additional structure: Each dimension goes along
with a hierarchy along which aggregation is performed. On a small scale, such
hierarchies also exist in our IT example, by means of clustering each of the sets
of components, threats, and safeguards into different sections of the IT Baseline
Manual. How can these hierarchies be incorporated into the model?

– Relational databases are an important application domain which provides a lot of
interesting applications. From the perspective of Formal Concept Analysis, many-
valued contexts and multi-contexts are data structures closely related to relational
databases. How can the framework presented here be extended to incorporate them
as well?
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