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Abstract. In this paper, we show the results of a controlled experiment
aiming at assessing the benefits of usability improvements for software
inspection methodologies that rely on Model Checking. This work has
been carried out in the context of the SOLIMVA 3.0 methodology which
uses Model Checking to help in the inspection of software designs. A tool,
XMITS, has been developed to support SOLIMVA 3.0. Thus, we com-
pared the benefits in terms of cost mainly related to the Modeling activity
of SOLIMVA, by using the new (3.0) and the previous (2.0) versions of
XMITS. We considered 20 sets of UML behavioral diagrams from two
different space application systems and the ATM system. Results backed
by statistical analysis show that XMITS 3.0 was better than XMITS 2.0,
helping to decrease the total time spent in the Modeling phase. This fact
confirms that true usability improvements in software products can have
a significant impact on processes such as inspection.

1 Introduction

The scientific community has increased efforts to carry out more rigorous assess-
ments, such as experimental studies and quasi-experiments. One of the main
reasons is that ‘there is an increasing understanding in the software engineering
community that empirical studies are needed to develop or improve processes,
methods, and tools for software development and maintenance’ [1]. Various sur-
veys with gathered data of an assorted number of papers addressing controlled
experiment show the relevance of software engineering experiments to industrial
practice and scientific maturity of software engineering research [1–3].

Inspections are used to identify defects in software artifacts. Design docu-
ments can be inspected to verify whether software requirements were correctly
captured. In this way, inspection methods help to improve software quality, espe-
cially when used early in software development. Inspections of software design
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can be especially crucial since design defects, such as problems of correctness
and completeness with respect to the requirements or internal consistency, can
directly affect the quality and effort required for the software development [4].
Nevertheless, the number of companies where software inspection is part of the
culture and organizational process is still small compared to the benefits of its
use. Therefore, the development of techniques that are applicable in the scenarios
normally found in software companies can make the use of inspection effective.

Model Checking [5–7] is the most popular Formal Verification method which
has been receiving much attention from the academic community due to its
mathematical foundations. It has been adopted in the industry, as well. Model
Checking is a formal automatic verification technique that, given a finite-state
model of a system (also known as a Transition System (TS)) and a formal prop-
erty, systematically verifies whether this property is satisfied by that model [5].
However, despite its benefits, in general, practitioners still avoid using Model
Checking in their projects due to aspects such as high learning curve and cost,
and the lack of commercially supported tools. Thus, efforts to build tools and
automate the process for the use of Formal Verification can facilitate and encour-
age a wide acceptance of Formal Methods in every day software development.
In this line, approaches that translate industry non-formal standards such as
UML (Unified Modeling Language) [8] to model checkers notation are a great
step towards this goal.

In this context, we had started a work to study, analyze and manipulate UML
diagrams to make feasible the use of Model Checking addressing inspection in the
software industry. For this, a methodology called SOLIMVA [9] was developed
aiming to translate several UML behavioral diagrams (sequence, activity, and
state machine) into Transition Systems (TSs) to support Model Checking-aided
software inspections. XMITS - XML Metadata Interchange to Transition System
[10] - is the tool that supports the conversion of the UML diagrams representation
to the input language of NuSMV [11] model checker. The diagrams are processed
and converted into Transition System (TS), the basis for Model Checking tool
entry. So, basically the main goal of XMITs is to transform the UML diagrams
into TSs.

We improved our tool with many important features. Some advancement
mainly related to usability aspects are addressed in this new version of XMITS
(3.0). The major differences relating to the older version (2.0) are: (i) Interface -
the user has an interface where he/she can choose the diagrams and generate the
TS or the NuSMV input language. In version 2.0, the user should build a Java
class to handle XMITS; (ii) Graph format file - the TS output was a txt file in
version 2.0. Now, one can also generate another output file, where it is possible
to visualize the Transition System in graph format, observing its states and
transitions, which substantially facilitates the system model validation process,
before applying Model Checking; and (iii) Installer - an installer was generated
to create an executable with any necessary dependencies.

In this paper, we present a controlled experiment, a rigorous evaluation, to
realize how usability improvements in software products impact on processes,
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such as inspections based on Model Checking. This work has been carried out
in the context of the SOLIMVA 3.0 methodology which uses Model Checking to
help in the inspection of software designs. We compared the benefits in terms of
cost, i.e. the amount of time spent, mainly related to the Modeling activity of
SOLIMVA, by using the new (3.0) and the previous (2.0) versions of XMITS.
Twenty sets of UML behavioral diagrams from two different complex space appli-
cation systems and the Automated Teller Machine (ATM) case study have been
evaluated. Results backed by statistical analysis show that XMITS 3.0 was bet-
ter than XMITS 2.0, helping to decrease the total time spent in the Modeling
phase. We believe that true usability improvements in software products that
support Verification & Validation (V&V) processes, such as inspection, can have
a significant impact on such efforts.

This paper is structured as follows. Section 2 shows an overview of the
SOLIMVA 3.0 methodology and the new version, 3.0, of the XMITS tool. The
controlled experiment where we compared the two different versions of our tool
in the context of SOLIMVA is in Sect. 3. Section 4 presents related work. In
Sect. 5, we state the conclusions and future directions of this research.

2 SOLIMVA and XMITS: Versions 3.0

The verification process established in SOLIMVA 3.0 essentially consists of
sequence of scenarios to be checked. Scenarios focus on how the system behaves
to implement its functionalities. The analyst gathers requirements from software
specifications. In practice, such requirements are generally expressed within UML
use case models or simply in Natural Language. SOLIMVA 3.0 suggests using
specification patterns [12] to direct the formalization of properties in Compu-
tation Tree Logic [5]. The corresponding UML behavioral diagrams that repre-
sent the solution to meet the requirements (use cases or pure textual require-
ments) are taken into account. These UML diagrams (sequence, behavioral state
machine, and activity) are input to XMITS. XMITS performs a three-step trans-
lation. First, it translates individual types of diagrams (Sequence Diagram,
Activity Diagram, Behavioral State Machine Diagram) into a TS in a simple
intermediate format. After that, XMITS merges all single TSs into a unified TS.
Finally, the tool transforms this unified TS into the notation of the NuSMV
model checker. By running NuSMV with the unified TS and the properties in
CTL, it is possible to determine if there are defects with the design of the software
product. In case the TS does not satisfy a certain property, a counterexample
is presented by the model checker. The workflow of SOLIMVA 3.0 is shown in
Fig. 1.

XMITS interoperates with two other tools: Modelio 3.2 [13], that is the soft-
ware used to produce the UML artifacts. The design artifacts are then exported
into XMI (XML Metadata Interchange) format, and are inputted to XMITS;
and the NuSMV model checker. Currently, XMITS consists of six modules (one
more than its older version): the Reader, that transforms the XMI file to a
list of tags; the Converter, that transforms the list of tags to a single TS; the
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Fig. 1. Schematic view of SOLIMVA 3.0 using XMITS. Adapted from [5].

TUTS (The Unified Transition System), that transforms the single TSs to the
unified TS; the Bridge module, that transforms the unified TS into the model
checker notation; and the Global module, which is responsible for several impor-
tant functions, such as the creation of the TS data structure and the Printer,
where one can visualize the TS tree. A detailed description of these modules is
presented in [10]. And finally, the Interface module, which is explained in next
subsection.

2.1 The Interface Module

The Interface module was developed to support the tool graphical views.
This module uses the JavaFX API, which in turn, has the purpose to express
user interfaces, using a declarative programming style [14]. The module also
works with Graphviz, an open source free software for graph visualization [15].
Graphviz uses DOT [16], a language to draw hierarchical or layered directional
graphs. In this way, Graphviz can be used for visualization of Transition Systems.
The GraphViz Java API is adopted to call Graphviz through the Java applica-
tion. This module, composed of four classes: the Main class, the Controller class,
the Graphviz class, and the Dot class.

The Main class is responsible for starting the application using FXML, a
declarative language, XML-based, for constructing a JavaFX application user
interface; the Controller class manages the whole application manipulating the
interface and all the tool functionality; the Graphviz class is responsible for
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generating the pdf file with the graphical image of the TS; and the class Dot
generates the dot file, used for the Graphiviz class to generate the image.

2.2 New Features of XMITS

As stated before, there are three main differences between the two versions,
which impacts directly the aspects of usability and cost.

Interface: In the previous version of XMITS the user was required to have
a knowledge in programming, as he/she needed to create a project in a Java
development environment. The user had to add the Java ARchive (JAR) of
XMITS and create a class to manually insert the directory of the UML files to
be processed. This process influences directly the usability of the application,
since it can cause several errors, such as inserting the wrong UML diagram
directory, syntax error in code, JAR import errors, among others.

Thus, an interface, which can be seen in Fig. 2, was developed to solve the
issues related above. Following, the description of the actions of each numbered
button is explained.

Fig. 2. XMITS graphical interface.
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1. (Add Diagrams): This button is used to insert the diagrams that will be
processed by the tool. The allowed input formats are XMI, XML and UML.
Clicking this button will open a window where diagrams can be selected.

2. (Display List): In this list, the diagrams that are selected will be displayed
and processed. The insertion of diagrams with identical names is not allowed.

3. (Delete Diagram): This button allows to delete a diagram from the list, pre-
venting it from being processed. To do this, it is necessary to select a diagram
using the mouse click and then press the 3 button or the delete key on the
keyboard.

4. (Sequence Diagram): This check box is used to indicate the existence of a
sequence diagram and allow the insertion of more diagrams. It was not men-
tioned, but according to the SOLIMVA methodology, the sequence diagram
is mandatory to generate the TS. The description of SOLIMVA is explained
in [9].

5. (Generate Files): This check box is used to enable the creation of output files.
Three types of files can be created: a text file with the Transition System rep-
resentation; a file in the pdf extension containing the image of the transition
system; and a file in smv format, that is the input for NuSMV.

6. (Execute): This button is used to perform the processing of the input dia-
grams and generate their respective output. If the check box (Generate Files)
is not checked, only the Transition System representation in txt format is
displayed on the screen.

Graphical Transition System: In the previous version of XMITS, when the
user had to validate the TS model generated, he/she should read the text file, and
then generate a graphical representation manually. This action is not a trivial
task, since it requires the user to have the knowledge of how the tool generates
the output and how it should be read to create the graphical view of the TS.
In addition, this task is very time consuming and can lead to several errors,
especially when TS has many states. Depending on the number of states, this
task can not be performed.

To solve this problem, an automatic generation of the graphical view of the
TS was developed. Graphviz is used to perform this action. This software receives
as input a file specified in Dot language and then generates an output containing
the graphic representation of the specified content, as shown in Fig. 3.

Fig. 3. TS specified in Dot language and its output after being processed by Graphviz.
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Fig. 4. TS Output of XMITS in both formats.

The Interface module implements the conversion of the TS, which is repre-
sented as a linked list in the TUTS module, into a file specified in Dot language.
The class Dot has a method that traverses the linked list and construct the TS
structure specified in Dot language and save it to a String. This String is used
later to create the “.dot” file that will be processed by Graphviz. Figure 4 shows
the TS represented in both output files. Note that building the TS from the text
file is not so easy. It is necessary to follow a heuristic and understand how the
text file was constructed.

Installer: To use XMITS, an application JAR was generated and should be run
in the same directory as the folder where the Graphviz files and dependencies
are located. However, to facilitate the execution of the application and to avoid
possible errors caused by the use of Graphviz without installation, an installer
was generated through the software Inno Setup [17]. Such software allows to
create an executable with any necessary dependencies.

Thus, it was possible to join the Graphviz folder to the generated executable
file. Therefore, when the XMITS installation is run, a folder is created on the
machine’s local disk and the application’s JAR and Graphviz folder are extracted
to this directory. The user still has the option to save a shortcut of the application
executable to the desktop of the computer.
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3 Controlled Experiment

3.1 Definition

The goal of this controlled experiment is to assess the cost of the application of
SOLIMVA 3.0 which relies on Model Checking if we consider the new (3.0) and
the old (2.0) versions of XMITS. Roughly speaking, the SOLIMVA 3.0 method-
ology is split in 3 main activities: Properties formalization, Modeling, and Exe-
cution of Model Checking. The XMITS tool only relates to the Modeling activity.
Thus, we focused only on the Modeling phase which in turn is divided in three
sub-activities: Create UML Diagrams in Modelio (Dia), Generate the Unified TS
(Gen), and Validate the Unified TS (Val). But, creating UML diagrams is not
different in both versions of XMITS: it is basically a manual effort that must be
done by the designer. Hence, the cost is the time spent in the sub-activities Gen,
Val, and also the Total (Tot) time of the Modeling activity.

3.2 Context

The experiment was conducted by the authors and we have used the directions
proposed in [18] to accomplish this evaluation. Three applications, two space
software systems developed or under development at INPE (Instituto Nacional
de Pesquisas Espaciais) in Brazil and one classical example, were considered in
our experiment. SWPDC (Software for the Payload Data Handling Computer)
is a space application product created in a project whose main goal was to out-
source the development of software embedded in satellite payload. SWPDCpM
(Software for the Payload Data Handling Computer - protoMIRAX experiment)
is an considerably improvement of SWPDC and it has been adapted to protoMI-
RAX, a hard X-ray imaging telescope under development at INPE. A balloon
will launch this instrument and it will operate between 40 to 42 Km of altitude.
The third case study is the classical ATM (Automated Teller Machine) where
the ATM interacts with a customer via a specific interface and communicates
with the bank over an appropriate communication link.

For the three software products, several scenarios have been selected. Hence,
a sample is precisely a scenario identified in accordance with the guidelines of
SOLIMVA 3.0. In total, 20 scenarios (samples) have been analyzed. Each sce-
nario is defined as a set of UML behavioral diagrams, as presented in Table 1.
Moreover, in Table 1 the number means how many diagrams of a certain type
exist for a scenario.

3.3 Hypotheses

The following hypotheses were considered in this evaluation:

– Null Hypothesis H1.0: There is no difference in cost (time spent) related
to the Gen sub-activity between XMITS 3.0 and XMITS 2.0;

– Alternative Hypothesis H1.1: There is difference in cost (time spent)
related to the Gen sub-activity between XMITS 3.0 and XMITS 2.0;
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Table 1. Samples for the controlled experiment: scenarios.

Scenario Sequence Activity State machine

SWPDC - 1 1 1 1

SWPDC - 2 2 0 0

SWPDC - 3 1 0 1

SWPDC - 4 1 1 1

SWPDC - 5 3 0 1

SWPDC - 6 1 1 1

SWPDC - 7 2 1 1

SWPDCpM - 1 1 0 0

SWPDCpM - 2 1 0 0

SWPDCpM - 3 1 0 0

SWPDCpM - 4 1 0 0

SWPDCpM - 5 1 0 0

SWPDCpM - 6 1 0 0

SWPDCpM - 7 1 0 0

SWPDCpM - 8 1 0 0

SWPDCpM - 9 1 0 0

SWPDCpM - 10 1 0 0

SWPDCpM - 11 1 0 0

SWPDCpM - 12 1 0 0

ATM - 1 1 1 1

– Null Hypothesis H2.0: There is no difference in cost (time spent) related
to the Val sub-activity between XMITS 3.0 and XMITS 2.0;

– Alternative Hypothesis H2.1: There is difference in cost (time spent)
related to the Val sub-activity between XMITS 3.0 and XMITS 2.0;

– Null Hypothesis H3.0: There is no difference in cost (time spent) related
to the Total (Tot) effort between XMITS 3.0 and XMITS 2.0;

– Alternative Hypothesis H3.1: There is difference in cost (time spent)
related to the Total (Tot) effort between XMITS 3.0 and XMITS 2.0.

3.4 Variables and Description of the Experiment

The independent variables are those that can be manipulated or controlled dur-
ing the process of trial and define the causes of the hypotheses [19]. In our case,
the independent variables are both versions of XMITS (2.0 and 3.0), the selected
scenarios/samples and its UML behavioral diagrams, the ability of the profes-
sional to model software designs via UML and to validate the unified TS. In
the dependent variables, we can observe the result of manipulation of the inde-
pendent ones. The time for generating the unified TS, the time for validating
the unified TS, and the total time for the Modeling phase are the dependent
variables. All time measures were done in minutes (min).
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SOLIMVA 3.0 was executed twice considering the 20 scenarios (see Table 1):
19 scenarios refer to the two space systems, and 1 is from the ATM case study.
In the first execution we considered the current version, 3.0, of XMITS, and, in
the second execution, the previous version of XMITS, 2.0. For each version of
XMITS, we measured and recorded the time spent for generating the unified TS
(Gen 2.0, Gen 3.0), validating the unified TS (Val 2.0, Val 3.0), and the Total (Tot
2.0, Tot 3.0) time of the Modeling activity. In the first execution, we recorded
the respective times due to XMITS 3.0 (Gen 3.0, Val 3.0, Tot 3.0), and, in the
second execution, due to XMITS 2.0 (Gen 2.0, Val 2.0, Tot 2.0).

The cost is simply considered as the amount of time spent for each of the
tasks: the lower the time, better the cost. XMITS 3.0 and 2.0 ran in a computer
with an Intel Core(TM) i3-4005U CPU @ 1.70 GHz Multicore processor, 4 GB
of RAM, running Microsoft Windows 10 Professional 64-bit operating system.

A statistical evaluation for verifying data normality has been done in five
steps: (i) by using the Shapiro-Wilk test [20] with a significance level α = 0.05;
(ii) by using the Anderson-Darling test [21] with a significance level α = 0.05;
(iii) checking the skewness of the frequency distribution; (iv) visually inspecting
the Q-Q plot; and (v) visually inspecting the histogram. This 5-step verification
gives a greater confidence in the conclusion on data normality compared to an
approach that is based only on a normality test (e.g. Shapiro-Wilk, Anderson-
Darling), considering the effects of polarization due to the length of the sam-
ples [22].

If we concluded that data are from a normally distributed population, then
the t-test would be applied with α = 0.05. Otherwise, we applied the nonpara-
metric Wilcoxon test (Signed Rank) [23] with α = 0.05, too. However, if the
samples presented ties, we applied a variation of the Wilcoxon test, the Asymp-
totic Wilcoxon (Signed Rank) [23], suitable to treat ties with significance level
α = 0.05.

3.5 Validity

The validity evaluation takes into account the risks that may compromise the
validity of the experiment.

Threats to internal validity compromise the confidence in stating that there
is a relationship between dependent and independent variables [22]. We can not
assert that the samples/scenarios were randomly selected because their choice
depends on the software products under evaluation. One factor that could com-
promise the internal validity of the experiment is the professional skills in the
validation of the unified TS, since the same TS must be validated twice, one for
each version of the tool (3.0 and 2.0). To minimize the effects of this factor, we
first performed the experiment with version 3.0 of XMITS, which favors version
2.0, as the professional already knows the TS at the time of its validation when
executing version 2.0.

One category of threat to external validity is the population threat. In this
threat, we wish to realize how significant is the sample set (scenarios set in our
case) of the population used in the study. In this sense, it is pertinent to examine
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Table 2. Cost (time spent in min) due to each of the activities: results and mean value.

Scenario Gen 2.0 Gen 3.0 Val 2.0 Val 3.0 Tot 2.0 Tot 3.0

SWPDC - 1 5 0.5 7 4 34 26.5

SWPDC - 2 5 0.4 1 1 22 17.4

SWPDC - 3 4 0.4 4 8 21 21.4

SWPDC - 4 4 0.5 11 7 32 24.5

SWPDC - 5 5 0.5 11 3 47 34.5

SWPDC - 6 4 0.5 8 6 25 19.5

SWPDC - 7 4 0.6 10 8 42 36.6

SWPDCpM - 1 4 0.3 4 1 13 6.3

SWPDCpM - 2 3 0.3 3 1 13 8.3

SWPDCpM - 3 3 0.3 5 2 17 11.3

SWPDCpM - 4 3 0.3 4 1 11 5.3

SWPDCpM - 5 4 0.3 3 1 11 5.3

SWPDCpM - 6 3 0.3 3 1 10 5.3

SWPDCpM - 7 3 0.3 3 1 11 6.3

SWPDCpM - 8 3 0.3 5 3 18 13.3

SWPDCpM - 9 3 0.3 3 1 11 6.3

SWPDCpM - 10 3 0.3 2 1 10 6.3

SWPDCpM - 11 3 0.3 2 1 10 6.3

SWPDCpM - 12 3 0.3 2 0.5 9 4.8

ATM - 1 3 0.5 11 4 30 20.5

x̄ 3.6 0.375 5.1 2.775 19.85 14.3

the population used in the experiment. Even though the choice of samples were
not random as previously mentioned, altogether the set of UML behavioral dia-
grams that characterize all scenarios contains most of the important fragments,
components, states which define the UML diagrams. Thus, we believe that our
choice of the set of samples is considerably satisfactory.

3.6 Results

In this section, we present and discuss the results of our controlled experiment.
By using the 5-step approach to check data normality, we concluded that none of
the measured data come from a normal distribution. As a matter of record, the
greatest p-value due to Shapiro-Wilk test was from Val 2.0: 0.004077. And the
greatest one due to Anderson-Darling test was from Tot 2.0: 0.002769. We clearly
see that these values are below the significance level, α, and hence we reject the
null hypothesis that the population is normally distributed. We also checked the
skewness, Q-Q plot and histograms in accordance with our proposed approach.

Since there are ties, we applied the nonparametric test Asymptotic Wilcoxon
(Signed Rank) [23]. In Table 2, we show the time measures (in min) and the
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Table 3. Cost (time spent in min) due to each of the activities: Asymptotic Wilcoxon.

Hypothesis p-value

1: Gen 3.0 ↔ Gen 2.0 1.907e − 06

2: Val 3.0 ↔ Val 2.0 0.000679

3: Tot 3.0 ↔ Tot 2.0 3.815e − 06

mean value (x̄) regarding the six data sets. Thus, for scenario SWPDC - 1, the
designer took 5 min to generate the unified TS by using XMITS 2.0 (Gen 2.0)
while he/she took 4 min to validate the unified TS via XMITS 3.0 (Val 3.0).

Table 3 shows the p-values due to the Asymptotic Wilcoxon test and the
boxplots are in Fig. 5. Based on these results, we conclude that all three null
hypotheses (H1.0 to H3.0) were rejected because the p-values are below α. Sta-
tistically speaking, there is difference in cost if we apply SOLIMVA 3.0 via the
two different versions of the XMITS tool. In a pairwise comparison, i.e. Gen 2.0 ×
Gen 3.0, Val 2.0 × Val 3.0, Tot 2.0 × Tot 3.0, the mean values (x̄) of XMITS
3.0 are all smaller than the respectives mean values of XMITS 2.0. We then
conclude that applying SOLIMVA 3.0 with XMITS 3.0 is better than doing the
same with XMITS 2.0.

Gen 2.0 Gen 3.0 Val 2.0 Val 3.0 Tot 2.0 Tot 3.0

0
10

20
30

40

Cost

Ti
m

e 
(m

in
)

Fig. 5. Cost (time spent in min) due to each of the activities: boxplots.
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4 Related Work

This section presents some of the research literature related to this paper (not
exhaustive), showing works that deal with software inspections using software
support. First, we show some approaches that deal with inspection-aided tools
related to software design. Then, works which encompass controlled experiments
applied to inspection techniques are addressed.

Taba and Ow [24] developed a web-based tool, ArSeC, to support their pro-
posed model. It is designed to detect and remove the defects in the first two
phases of software development. The model suggests designing and using a com-
prehensive database that contains potential defects and their causes stored. This
engine alerts the inspectors about the possible defects and shows the possible
causes. The work [25] presents AutoInspect, a tool for semi-automated inspec-
tion of design documents. The tool was developed in the context of Turkish
Aerospace Industries. The tool facilitates and increases the inspection efficiency
in the tasks that in their experience has shown to be tedious and effort intensive,
e.g., browsing through a long design Word document and checking formats, etc.
As outputs, a list of defects found during inspection, and a design verification
report (in PDF format) are created.

A tool-based approach that tries to identify potential document quality
defects is presented in [26]. This tool-based analysis relies on best practices
for software documentation. The tool checks software development documents
against implemented document quality rules. It covers the range from require-
ments across system, architecture and design, up to test specifications. Sinha et
al. [27] have developed an approach for automated and ‘edittime’ inspection of
use cases based on the construction and analysis of models of use cases. The mod-
els contain linguistic properties of the use case text along with the functional
properties of the system under discussion. The author of the use case enters
Natural Language text and issues found with the underlying model are listed by
the tool. Li and Liu [28] designed methods of deriving functional scenarios and
generating inspection tasks by applying consistency properties to each scenario.
They implemented these specific methods in a support tool. The inspector has to
derive functional scenarios from specification first. Then, the consistency prop-
erties need to be applied to each functional scenario to create inspection tasks,
which should be examined by the inspector to ensure the consistency.

The papers presented so far show tools that were developed to support partic-
ular techniques/methodologies, normally to deal with issues on specific contexts.
We did not find any available tool that could be adapted to our needs. We are
interested in a more broad way to perform requirements checking, which can
be applied in different contexts. Our approach allows that an informal language
(UML), still quite popular, can continue to be used for creating the design of
software systems. The complexity for the use of formal methods (Model Check-
ing, in this case) is almost completely hidden from the practitioner, and thus it
has a high potential to be applied in practice. SOLIMVA 3.0 can be applied to
any software product that uses UML as the modeling specification language.
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[29] compared two Inspection Technique, MIT 1 - Model Inspection Tech-
nique and UCE - Use Case Evaluation, for Usability Evaluation by means of a
controlled experiment that measured efficiency, effectiveness, perceived ease of
use, and perceived usefulness. The two techniques aim to support the identifica-
tion of usability defects through the evaluation of use cases specifications. The
results indicate that MIT 1 allows users to find more usability defects in less
time than UCE. However, UCE was considered easiest to use and more useful
than MIT 1. The work [30] proposed a metric based reading (MBR) technique
used for requirements inspections, whose main goal is to identify specific types
of defects in use cases. They performed a controlled experiment to ascertain if
the usage of MBR really helps in the detection of defects in comparison with a
simple Checklist technique. The experiment result revealed that MBR reviewers
were more effective at detecting defects than Checklist reviewers, but they were
not more efficient, because MBR reviewers took longer than Checklist reviewers
on average.

The last two works presented controlled experiments, each one comparing two
techniques, the first for usability defects in use cases and the second comparing
the reading technique to checklist technique, also related to use cases. We didn’t
find experiments dealing with Model Checking aiming inspection as our approach
does. Besides, SOLIMVA proposes to check requirements not only from use cases,
but also requirements expressed in natural language.

5 Conclusions

In this work we presented a controlled experiment aiming at assessing the ben-
efits of usability improvements for software inspection methodologies based on
Model Checking. For this, we compared the two versions (2.0 and 3.0) of XMITS,
the tool developed to support the SOLIMVA 3.0 methodology, which uses Model
Checking to help in the inspection of software designs. The results backed by
statistical analysis showed that the cost to perform the Modeling activity of
SOLIMVA using the new version of XMITS (3.0) was better than XMITS 2.0. We
considered 20 sets of UML behavioral diagrams from two different space applica-
tion systems and the ATM system to perform the experiment. This fact suggests
that usability improvements on software products are valuable and can produce
significant impact on process such as inspection, which is strongly dependent on
the human factor.

Future directions include advances on usability issues of XMITS, but regard-
ing to another activity of SOLIMVA, the Execution of Model Checking. Such
improvements include to inform the user the type of error that is occurring when
some inconsistency is found in the model when applying Model Checking. In the
current version, the encountered problem is not detailed. Another constraint is
related to the counterexample generated, when finding an inconsistency. The
model checker shows the state where the requirement (property) was not satis-
fied within the TS. However, it is necessary to automatically specify the UML
diagram where this inconsistency was found and, more than that, the exact
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point in this diagram where the property was not satisfied. In addition, we will
perform another controlled experiment or quasi-experiment, considering these
improvements, addressing not only the cost but also the effectiveness relating
to the number of encountered defects, since effectiveness is a very important
question to be answered.
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25. Coskun, M.E., Ceylan, M.M., Yigitözu, K., Garousi, V.: A tool for automated
inspection of software design documents and its empirical evaluation in an aviation
industry setting. In: 2016 IEEE Ninth International Conference on Software Test-
ing, Verification and Validation Workshops (ICSTW), pp. 287–294. IEEE (2016)
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