
Chapter 7
Simulation-Based Software Engineering

Oryal Tanir

Abstract Software Engineering is the application of methodical principles to the
planning, design, development, testing, implementation, and maintenance of
software-based systems. Each phase of the Software Design Life Cycle (SDLC)
addresses a different set of problems, commencing from an abstract need with the
eventual goal of producing a stable working solution. To accomplish this, many
different tools and techniques may be employed, from project management plan-
ning estimators to automated code testers. However, a specific tool-simulation—has
found its way into almost every phase of the SDLC. As a general-purpose tech-
nique, it can be invaluable for assessing complex multifaceted solution spaces early
on during the planning and design phases in a cost-effective and timely manner
without the need for physically deploying possible design alternatives. A major and
often overlooked element in the design of a new complex solution is the impact on
the business and information technology processes. Simulation can help assess
these impacts along with any process redesign that may be required. This chapter
addressed these and other applications of simulation in Software Engineering.

Keywords Domain driven design � Software engineering � Synthesis �
Governance models � Holistic view � Process simulation

7.1 Introduction

Software engineering, in comparison to other engineering disciplines, is relatively
young. However, the field has matured rapidly as the demands and complexities in
the market have grown. Simulation, in contrast, has a longer history; however, its
use in software engineering was initially limited to ad hoc models. Over time, the
synergy between the two disciplines has improved significantly to the point where
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simulation is applicable in a systematic fashion and can benefit the software
engineering processes in many ways.

This section will present a brief overview of software engineering and the rational
for applying simulation within the disciple. A holistic view of software engineering
and application of simulation will describe the key uses of simulation. A model-
driven design approach will present another major context for simulation in software
engineering. The conclusions will summarize the major concepts and provide insight
into some of the future directions of simulation and software engineering.

7.2 Software Engineering

Software engineering is a broad discipline, which spans and borrows practices from
multiple areas such as Computer Science, Engineering, Management and
Behavioral Sciences. Many definitions help qualify what software engineering is,
however for the purposes of this chapter we will use the definition:

“Software engineering is that part of systems engineering that deals with the
systematic development, evaluation, and maintenance of software” (Endres and
Rombach 2003).

Intuitively we are dealing with a complex function, which (1) takes as its input
processes, technology and resources, and (2) either optimizes or outputs a “good-
enough” product that is (3) based upon market constraints (time, cost, quality).
Hence, there are many layers and concerns related to software engineering—and
much research has helped evolve the practice.

Some of the major concepts that are presented in this chapter and are dominant
within a software engineering activity are briefly defined below.

7.2.1 The Software Design Life cycle

A key concern for any company is the choice of the software design life cycle
(SDLC) model they will utilize. The SDLC describes how the software is planned,
designed, implemented, and maintained. Numerous SDLCs exists such as waterfall,
iterative design, spiral, agile and others. Based on the particular SDLC that is under
consideration, the use of simulation will vary as it adheres to specific parts of
processes that are part of the SDLC.

7.2.2 Governance Frameworks

Many software engineering activities rely upon established frameworks to ensure
proper governance and oversight of activities. For example, ITIL provides a set of
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practices for Information Technology Service Management (ITSM)—which is
broadly applicable for any software engineering organization. Other frameworks
exist for particular industry domains.

7.2.3 Roles

Software engineering is not a purely technology-oriented discipline (see the holistic
section later). It involves many different roles to product the final product and this
aspect needs careful consideration.

7.2.4 Project Management

Project management practices work in parallel to software engineering ones during
the course of a project in alignment to the SDLC. Hence some of the concerns for
software design are attributable to project management ones.

7.3 Rationalization of Simulation and Software
Engineering

Given, the numerous and different type of challenges that can be encountered in
software engineering, it is not surprising that a tool such as simulation can be
leveraged to address many of these problems. However, organizations may often
find themselves in the position of justifying the use of simulation (which can be a
costly affair if the right skills and resources are not available) within a project. This
section reviews some of the fundamental decision points to adopt simulation within
the software engineering domain. Many of these arguments will be seen later in the
chapter as addressed through the application of simulation.

7.3.1 The Cost of Software Defects

One argument frequently seen in industry against the use of simulation within a
software project is cost. There can be a prevailing view that the use of simulation
will significantly add to the cost of a project and possibly hamper the delivery time.
Hence, in this scenario a project manager who would like to avoid cost overruns
and complete the project in a timely manner views simulation as a roadblock. In the
context of large software projects, this argument is flawed. Many studies have
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shown the cost effectiveness of tools such as simulation, which can uncover design
flaws early on in a project. In particular, Barry Boehm conducted extensive studies
on multi-industry software projects to understand when they failed (Boehm 1981).
Many other studies confirmed the fundamental finding of the research, which has
since been termed as “Boehm’s law”:

“Errors are most frequent during the requirements and design activities and are the more
expensive the later they are removed.”

Although intuitive, the consequences of this statement are illustrated in Fig. 7.1.
The figure’s basis is data gathered from typical software development projects and
depicts Boehm’s law in action.

The graph, constructed from empirical data, shows that the cost of fixing errors
later in the software cycle (i.e., in the maintenance phase) as compared to early on
(i.e., in specification) is several magnitudes costlier. The magnitude of the cost can
vary dependent upon the type of software, available skill-sets, organizational
maturity and many other factors. Different studies have shown that the cost impact
can vary from a linear to exponential one (Hait 2003; Boehm and Papaccio 1988).
In addition, another problem arises when defects are uncovered later in the project
phase: the may not have enough left in its budget to fix the unforeseen defects
(Saultz 1997).

The important idea here is that it is prudent and cost-effective to resolve design
issues as early on as possible. Software code test tools help address issues related to
coding, but tools such as simulation, which utilize concepts that are more abstract,
can address design level issues early on.

The arguments presented above are not always sufficient to justify the use of
simulation for a given project. There are cases where simpler and more
cost-effective approaches are economically or practically more feasible. For
example, in some cases, mathematical models or heuristics (both of which can be
leveraged through commonly used tools such as spreadsheets), may be applicable.
Mathematical models usually require some basic assumptions or constraints to be in
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place before they are applicable to the problem. Such models can be applied to
solve issues around contained, less complex and small software systems in a
timelier manner than simulation. There is however, another reason one may not use
simulation: the organization may not be able to obtain the necessary specialized
resources to create, simulate, and analyze the results. There may be many reasons
for this. For example, the organization may not have the funds or budget to support
the work or the skill-set may not be available in the regional market. These are all
factors that can influence the use of simulation in a software engineering project.

7.3.2 Business Impacts

A frequently overlooked aspect in the engineering of software is the impact on the
business or end user. Software is designed against a set of requirements, however
most of the time the impact on the existing processes is under emphasized or
overlooked which incurs additional costs to the project due to the underestimation
of the cost of change. Areas particularly vulnerable are

• processes (undocumented modification or replacement of existing processes),
• operations (miscalculation of the type of resources needed to manage the new

software),
• training (miscalculation of effort needed to use software),
• and supply chain management (inadequate understanding of the full end-end

integration of the software with the business).

7.3.3 Project Planning

In many cases, projects are not undertaken in isolation. The project may be part of a
program composed of many other projects and understanding the dependencies
between projects and the technologies that are impacted can become an exasper-
ating problem. In addition, the timely scheduling of resources for different phases of
projects is crucial for a successful and cost-effective endeavor. Simulation can be
utilized in this case to evaluate different scenarios and roadmaps.

7.3.4 Time to Market

The application of simulation can also help understand the impact of time to market
of the software product. In many industries, a certain window of opportunity for a
software release exists, after which expected returns from the market begin to
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diminish. Simulation can provide indispensable insight to identify these opportu-
nities and the various scenarios, which are both favorable and unfavorable to a
software release.

7.4 Holistic View

At its core, software engineering is the business of creating a software product. This
is not a simple or straightforward task for a typical project. It involves collaboration
and cooperation between many different stakeholders. To accomplish the task,
frameworks have been introduced to ensure the best practices and required func-
tions are engaged at the right times. For example, ITIL provides a set of practices
for ITSM, and TOGAF a framework for architecture practices (TOGAF 2005).

However, software engineering concerns are beyond just the technology of the
final product. There are distinctive issues related to the business, technology,
people, and governance as shown in Fig. 7.2, which play a role in a successful
software practice. In each case, the application of simulation can help to ensure a
successful design. This section will examine the role simulation plays within these
broad categories.

7.4.1 Business Concerns

Business concerns encompass financial- and process-related issues. Within the
scope of finance there are business case (expected value of the software) and
budgetary (total cost of the software) issues. In contrast, process engineering has
broader implications for simulation.
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7.4.1.1 Financial Models

Within software engineering, financial models justify the direction of the design and
viability of the project. Hence, they are typically applicable in the early planning
stages of a software’s life cycle. A frequently used tool is a Monte Carlo based risk
simulator. Users can gain insight on the impact of design decisions and leverage the
quantitative analysis for decision-making to reduce the overall risk.

For example, Monte Carlo simulation can generate statistical outcomes for
specific design choices for a project and identify the respective cost implications.
Then, the decision makers can make more educated project choices with an
understanding of the risk that they will incur.

Another application is the use of such simulators to justify the business case for a
software project. In this example, possible outcomes are the expected returns on the
investment (revenue, customer satisfaction measures, and market share) to support
the decision of undertaking the design commitment.

The applicability of financial simulations is mostly early in the design life cycle
where access to precise data may be problematic; hence, their usefulness is
dependent upon the accuracy of the available information for the models. If the
margin of error of the input is high, the effectiveness of the simulated results will be
questionable. However, if the model is maintainable and augmentable with new
information, it can also be more useful in latter stages of a project to answer similar
financial concerns.

7.4.1.2 Process Simulation

Process modeling and the subsequent activity of process simulation is a mature and
common practice in software engineering with a substantial history of research and
successful applications (Zhang et al. 2011; Bai et al. 2011). This is due to the fact
that a complex software engineering endeavor will typically affect a multitude of
business process(es). For example, new software may require a different level of
interaction than its predecessor, or if a manual process will undergo some form
of automation, the executable sequence of tasks may require modification (to adapt
to the automated workflow). It is often difficult to make good design decisions
around the process that accompanies a software product. It is also difficult to
persuade the stakeholders of the benefits of a process change. These are areas where
technicians successfully leverage simulation.

Process simulation is a generic enough practice that any general-purpose sim-
ulation language can be utilized. However, there is standard notation available too.
For example, the Business Process Modeling Notation (BPMN) provides a standard
representation for processes (White 2008). Many tools that support modeling using
BPMN also have some form of simulation support. The advantage of using a
standard enables the models to be more widely consumable and understandable by
the business stakeholders. Hence, it can be an effective communication tool when
persuading them of the benefits of a process design. They are intuitive and require
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knowledge of BPMN—which is not difficult to acquire in the business analysis
market. However, BPMN tools use simulation in a limited fashion—mostly sup-
porting visualization of flow in a process—that limits the potential benefits that are
usually available in simulators that are more sophisticated. The typical strengths of
general-purpose simulation environments such as powerful animation (visualiza-
tion), statistical analysis and support of experimentation, and a rich set of random
distribution support is rarely available in a BPMN tool. The drawback of such
simulation environments however, is the need for specialized resources and training
to use the environments, which may be beyond the means of restricted budgets.
This tradeoff needs careful consideration when deciding upon the appropriate
toolset to use.

7.4.2 Technology Concerns

Technological concerns relate to how simulation supports users develop the tech-
nical product during a design and implementation phase of a project. The tools
common to this phase have similar characteristics to the target implementation.
Similar to the business concerns, standards do prevail in many cases.

For example, UML (Unified Modeling Language) is widely adopted to model
many software systems—especially in the object-oriented space (Fowler and Scott
2001). UML borrows many concepts prevalent in other areas of computer science
and is amicable to the use of simulation. An example of this is behavioral simu-
lation; where the interactions of various software elements can undergo simulation
before physical code creation or test. In such cases, simulation identifies important
design constraints such as

• The dependencies between different software components based upon their
interactions. Discrete-event simulation can execute the flow between software
objects to determine bottlenecks based upon the message flowing between each.

• Detection of redundancies is possible but often difficult. Simulation models the
flow and specialized test tools detect patterns, which may indicate duplicate
behavior in the design.

• Reachability analysis of behavioral constructs such as methods by simulation or
simulation-based petri-nets. In such cases all-possible execution paths of the
code is simulated which permits detection of code that is not reachable (dead
code) or other problematic code behavior such as infinite loops.

To enable these types of analyses, simulators work in close conjunction with the
design tools. For example, if the design utilizes UML as a model notation, tools
which support this, may incorporate (among others) state-chart simulators. Using a
state based simulator, all possible interactions between states can be exhaustively
generated and virtually tested to ensure that the overall software behavior is
compliant to its specifications.
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When software is to be part of an embedded system, it is cost-effective to
simulate its functionality and physical characteristics (such as performance and
latency) before the fabrication process. Simulation is a technique that is an integral
part of the toolsets used in this process as well [such as VHDL or Verilog simu-
lators] (Navabi 2007).

Another standard that is usable at this stage is the Business Process
Executionable Language BPEL. BPEL foundation is XML and web services and is
a process oriented executable language, primarily used in web based integration and
design. It fits well in organizations that have adopted a Service-Oriented
Architecture (SOA) approach to software design and integration. Major software
vendors support BPEL and consequently their tools have BPEL simulators to aid in
the design of web services. A major benefit of simulation at this stage is the ability
to simulate orchestration or choreography

• Orchestration of web services implies the use of a central web service, which
systematically requests services from other web services and then generates
some sort of output or result.

• Choreography of web services does not require a central control. In contrast,
each service accepts and sends messages to a limited set of services—their
combined interaction or “choreography” results in the desired overall behavior.

Constructing and integrating web services in the above manner becomes a dif-
ficult task as the number of webs services increase and the dependencies between
each and existing services becomes difficult to manage. The BPEL process models
define these interactions—since their interactions can readily be described in terms
of processes. Once the BPEL model creation is complete, essentially describing the
overall behavior, the simulation activities will:

• Validate the flow of information between web services, which the BPEL pro-
cesses depict. This validation ensures that the logical flow within each service
contributes the correct sequence of activities that will generate the overall
process behavior.

• Create an impact analysis of all existing and proposed web services. Rather that
detecting interaction problems between services in the field, simulation of their
BPEL counterparts permits design engineers to detect potential design issues in
the lab. The simulation activities can uncover

– performance impacts (some service may be a bottleneck) due to too many
dependencies or poorly designed logical flow in the service,

– logical flaws (a process is not flowing as expected),
– reliability concerns (the failure of certain services may be critical to many

other system processes),
– and inefficient services (too many calls and time spent on a service may

indicate it needs to be decomposed to simpler ones).
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7.4.3 People Concerns

People concerns are part of the project management role; however, they affect the
success of a software engineering project significantly. In particular, planning and
estimating the capacity to perform work at different stages in the software life cycle
can be difficult. The main tool used by managers is still spreadsheets and Gantt
charts; however, simulation has made headway in capacity planning and estimation.

General-purpose simulation tools are dominant in this practice space. Some
vendors do provide a combination of project management and simulation capa-
bilities; however, the simulation features are mostly cosmetic or primitive. The
functionality can improve in the future as the market for such features increase.

Current general-purpose simulation techniques use a combination of process
simulation and resource optimization scenarios. Main use cases for this are

• Decision-making for multiple project and resource trade-offs: There can be cases
where different planned projects compete for the same resources at different time
lines. Optimization or near-optimization of timelines and resources across
multiple projects is a difficult task which simulation is well suited to perform.
The constraint is that simulations in this area require specialized skill-sets,
which may be too costly or difficult to acquire.

• Capacity planning within a project: Simulation can produce capacity scenarios
from common constrains such as hourly wages, scheduling rules, resource
availability, skill-set modifiers, and task times (based on heuristics or statistical
data).

• Automation versus manual work: In many cases there may be concerns with the
trade-offs between automation of certain tasks or managing them manually.
Sometimes referred to “people versus technology” scenarios, simulation can
provide insight on cost and time implications.

7.4.4 Governance

Governance, as it relates to simulation use in software engineering, is often an
oversight. Some simulation activities may be dispensable and used only for a
particular decision point in the overall software design and never again. However,
in more mature software teams many of the knowledge acquired through simulation
is retained or reused. BPEL-driven simulation is one example where a rich
knowledgebase of models develops over time. The data and accuracy of the sim-
ulations become better with the addition of new models. Governance of the models
becomes a necessary part of the software design life cycle. Some common concerns
to address are
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• Which role is accountable for the model? In cases where the simulation is ad
hoc, then it may be the simulationist or their manager. However, for environ-
ments that reuse simulation objects, then a role is required to ensure model
compliance with the organization’s rules and principles. This is usually part of
an Enterprise Architecture role, but can also be the accountability of a tech-
nology or service manager.

• Which role approves the model? A governance process is required to ensure that
the principles related to the design and output of the model are valid. This is
typically different from the accountable resource above.

• Terms of engagement of simulation or the conditions when simulation is used and
its expected outcomes. It is very important that the expectations of a simulation
exercise are the same for all the stakeholders. If no clear definition and boundaries
are set for the simulation activity, it can grow or not meet expectations.

The above are typical of software engineering governance issues and it makes
sense to utilize similar governance practices for the simulation practice within the
software engineering framework. Some important artifacts that need to be defined
are

• Model design principles: These are basic principles to abide by when con-
structing models. They will represent the adopted notation and basic guidelines
as well as design patterns when constructing a simulation.

• Data principles: These are basic rules to ensure that data that is used in simu-
lation models is vetted properly and it is handled and interpreted correctly by the
modeler. Rules for selecting the correct random distribution which fits a given
data set is an example of this.

• Simulation execution principles: The rules determining how long to run simu-
lations and iterations of experiments are common concerns.

• Requirements for a simulation exercise: There can also be guidelines for
establishing is a certain project is suitable to undergo a simulation exercise.
Concerns such as the quality of the data, complexity of the system under con-
sideration and correct level of expectations are typically addressed.

• Roles and responsibility charts: The expected resources and responsibilities for
the simulation project needs to be defined and allocated.

• Decision-making principles or process: The decision-making principles or “rules
of engagement” solidify when key decisions resulting from simulation outcomes
are made.

• Escalation procedures: A mechanism needs to be in place to resolve issues
quickly (i.e., lack of data, resources, time).

As part of the governance, the validity of the simulation studies also needs close
examination and understanding. Studies in various industrial fields have shown that
the validity of simulation results within a software engineering activity can be
quantified and its risks mitigated (França and Travassos 2015). Hence the body of
research in this area can help support practitioners successfully compete their
simulation ventures.
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7.5 Domain-Driven Software Design

Domain-driven software design is a model-based approach in software engineering
and simulation is an intricate component at different stages of the methodology. The
typical previously mentioned software engineering concerns are applicable here as
well. However, the model-driven approach lends itself to model reuse (which
permits the creation of a more permanent simulation expertise) and subsequently
the application of simulation in this case is methodological and systematic.

There are variations of the approach, but the high-level elements (not all of which
need to be used—depending upon the methodology) are illustrated in Fig. 7.3.

The major components are

• Domain model: The starting point is the capture of abstract ideas in a domain
model. Such models provide a domain specific language or notation suitable to
represent the structure and behavior of the design concepts that are of impor-
tance (Erdogmus and Tanir 2002). The model must be familiar and versatile
enough so that the user captures and validates ideas quickly before undertaking
any detailed design decisions. Representations at this level are the high-level
specifications for the conceptual system. Successful environments will have
strong visual user interfaces to improve productivity and reduce the learning
curve. When using simulation, the selection of the appropriate domain model is
important. As a requirement, the model needs to support the simulation lan-
guage or formalism it will be utilizing.

• Model Checker: A domain model often relies on a model checker. Such
functionality is composed of established formal verification techniques to ensure
a sound basis for the model that is developed. A formal verification ensures that
the downstream steps to follow will be less prone to errors due to inconsistent
representation of model elements.

Domain model

Model checker

Design experimenta on Synthesis

Simula on

Concept Product

Fig. 7.3 Domain-driven software design components
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While model checkers use formal verification techniques, some may employ
simulation when formal techniques are not feasible. This can occur in cases where
the domain model uses a nonformal language and cannot be validated using such
techniques (Tanir et al. 1996). This is often the case when the language supports
very abstract concepts to allow a versatile user experience. In such instances, model
objects may not bind to a specific behavior or structure early in the design, but
missing details populate and complete the missing pieces as the design progresses.

Simulation can bridge the conceptual gap by using semi-formal notations to
provide statistics-founded analysis. For example, high-level, colored, or statistical
petri-net based formalisms (Haas 2002) are often applicable using a combination of
traceability analysis and token simulations to validate the structure or behavior of
the model (Tanir and Erdogmus 1999).

• Design Experimentation: Experimentation can imply many types of activities.
However, it encapsulates those that permit

– Design space exploration: Tools to support analysis of alternative designs.
– What if analysis: Such tools will let users change parameters and structure

and compare outputs or outcomes.
– Scenario decision-making tools: Statistical support and directed scenario

analysis leverage mathematical techniques to validate scenario outcomes to
guide decisions to optimal or near-optimal design choices (Miranda 2002).

Many of the tools employed at this stage will utilize simulation as the principle
method of execution of models and comparison of multiple designs. The tools are
either specialized or general-purpose and depend upon the design space that is
under consideration.

• Synthesis: The eventual objective of the modeling approach is to produce
executable code from high-level specifications. Synthesis tools accomplish this
task. The high-level model that has been verified and validated through model
checkers and simulation can now be “synthesized” into code. Synthesizers are
technology specific and require a design represented in a formal specification
language particular to a domain. For example, Java code synthesizers may
require a UML (Universal Modeling Language) based model, whereas an
embedded application will use a synthesizable VHDL (Very high-speed inte-
grated circuit Hardware Description Language) model.

The synthesis stage requires a set of different technologies to accomplish the
tasks. While most of these are beyond the scope of this chapter, simulation based
tools are often part of the synthesis package (Tanir 1997). Synthesis implies a
transition from a semi-formal notation that is prevalent during design experimen-
tation to a structured standard one for the target code. The latter is generally not
based on a formal representation, but more on a standard notation. Hence, simu-
lation validates the resulting “synthesized” target model.
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There are also new simulation concerns at this stage. For example, simulating
latency, cycle times, and probability of failures are part of the validation practices.
The notation in the simulators in this case are close to the target formalism (i.e.,
VHDL or UML) and therefor part of a synthesis software offering. BPEL, which
was introduced earlier, can also be part of the simulation and synthesis activities
that are related to the design of web services.

• Software Package: The Software package is the resulting product. At the
minimal it is executable software code, but it will typically also contain sup-
porting software by products such as

– Automated test cases that validate the functionality of the code against the
initial (domain language) specifications or business requirements.

– Service level agreements that may be part of the requirements of the
software.

– Self-test code can be included for systems that will be synthesiz-able to
silicon. This will permit the testing of fabricated compo-nents in a
non-intrusive manner.

– Software documentation that describes the functionality of the code and any
changed components (if a history exists).

As can be seen, the use of simulation within software engineering is quite open and
applicable across a broad range of activities and domains.

7.6 Conclusion

Simulation use in software engineering has progressed from ad hoc throwaway
models to reusable ones. This trend will further improve in the future as more
vendors adopt or improve their simulation offerings. General-purpose simulators
will still prevail in many software engineering activities since specialized simulators
do not meet all the needs across a software design life cycle. Many of the concepts
developed in the artificial intelligence domain is now technically and financially
feasible to be applied in certain circumstances to utilize simulation and design
project in new and novel ways (Elzas et al. 1989). For example, models could
potentially adapt to proposed design changes based on design patterns and best
practices to aid the experimentation process.

As with any software tool, standardization of the use of simulation tools and the
way in which they are integrated into the software engineering processes is
important for the success of any software project.
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Review Questions

1. What are some strong arguments that can be made to bolster a business case for
adopting simulation within a software engineering project?

2. Under what circumstances would simulation not be a feasible choice within the
context of software engineering?

3. Define and elaborate upon the basic elements of a holistic view of software
engineering.

4. Which area of software engineering has simulation played the most prevalent
role and considered a mature practice?

5. What are key deliverables that should be part of a governance process for
simulation?
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