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Abstract. The emerging Internet of Things (IoT) has facilitated an
explosion of everyday items now augmented with networking and com-
putational features. Some of these devices are developed using a Software
Product Line (SPL) approach in which each device, or product, is instan-
tiated with unique features while reusing a common core. The need to
rapidly develop and deploy these systems in order to meet customer
demand and reach niche markets first requires shortened development
schedules. However, many of these systems perform roles requiring thor-
ough verification, for example, securing homes. In these systems, the
detection and correction of errors early in the development life cycle is
essential to the success of such projects, with particular emphasis on the
requirements and design phases where approximately 70% of faults are
introduced. Tools such as the Architecture Analysis & Design Language
(AADL) and its verification utilities aid in the development of an assured
design for embedded systems. However, while AADL has excellent sup-
port for the specification of SPLs, current verification utilities for AADL
do not fully support SPLs, particularly SPL models utilizing composi-
tion. We introduce an extended version of AGREE, a verification utility
for AADL, with support for compositional verification of SPLs.
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1 Introduction

Cyber-Physical Systems (CPS) are physical systems that are monitored, con-
trolled, integrated and coordinated by a software layer. These systems bridge
the gap between the discrete and continuous worlds [7] and are used in multiple
domains: automotive, medicinal and aerospace among others. They also form the
backbone of the emerging Internet of Things (IoT). Due to a need of being first
to market, some manufacturers of IoT CPS have adopted a Software Product
Line (SPL) strategy allowing them to reuse core functionality among products
while tailoring the features of each product to the device’s intended use. First
to market also necessitates shortened development cycles imposing the need for
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faults to be discovered quickly. Research has shown that approximately 70% of
all faults originate in the requirements and design phases of the Software Devel-
opment Life Cycle; the majority, 80%, of these errors are not caught until later
in the development life cycle [2]. The Architecture Analysis & Design Language
(AADL), designed for modeling embedded systems, also has shown good success
in modeling the intricacies of SPLs [1]. AADL has a strong set of verification tools
that allow system designs to be tested for defects, thus allowing more defects
to be caught early. However, none of the verification tools for AADL currently
available fully support the verification of SPLs.

AADL supports compositional construction of design components, allowing it
to natively represent the design of SPLs using design operators, such as substitu-
tion, to satisfy the variation needs of the implementation hierarchy within a com-
ponent. AADL also provides variation mechanisms that support the incremental
definition of component variants. The language provides facilities allowing one
component to be defined by extending another component and permitting the
inherited types to be refined into more contextually appropriate types, demon-
strated with a model in Figs.1 and 2. This allows the designer to specify, for
example, a functional interface which each product of the SPL will implement
and have each product inherit the interface rather than re-specify it for each
product individually. AADL’s primary behavioral verification mechanism, the
Assume Guarantee REasoning Environment (AGREE), does not natively sup-
port component extension requiring more cumbersome verification conditions for
verifying designs incorporating extension than should be necessary. If AGREE
fully supported AADL’s inheritance mechanisms it could be used to verify com-
plex SPL designs more naturally, and it would enable the reuse of verification
assets in SPLs just as AADL interfaces can be reused.

In this paper, we present an extension to the AGREE language that provides
inheritance support. This is done via two accomplishments:

— detecting the AADL extends keyword (how AADL natively indicates inheri-
tance) and overriding the behavior so that AGREE can utilize the connection,
and

— introducing abstraction into the AGREE annex allowing children to override
functionality inherited from their parent(s).

The remainder of this paper is structured as follows. In Sect. 2 we provide the
background necessary for understanding the remainder of this work. In Sect. 3,
we present the method used in modifying AGREE, and we present an extended
example in Sect. 4. Finally, related work is over-viewed in Sect. 5.

2 Background

2.1 AADL

AADL is a language for the architectural modeling of embedded software [12].
It is a standard of the Society of Automotive Engineers (SAE) [13] and incor-
porates many features for the representation of both hardware (i.e. processors,
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memory, buses) and software (i.e. data, thread, subprograms). AADL supports a
model-based architecture design through fine-grained modularity and separation
of concerns. It’s syntax also includes capabilities for querying the architectural
model facilitating verification and validation of the models.

Our extension to AGREE utilizes the extensibility feature of the language.
This is represented by the extends keyword and is how AADL designates inheri-
tance. An extender receives all of the features, sub-components and connections
of the component it extends. The extender is also permitted to refine compo-
nents inherited from the parent. An AADL snippet using extends and refines
is shown in Figs. 1 and 2. However, unlike features, properties and other native
AADL elements which can be extended and refined, annexes are not inherited
by extenders.

system child extends parent

--inherited from parent

system parent --features
features --output: out data port;
input: in data port; input: refined to in data port
output: out data port; Base_Types: :Integer;
annex agree {xx annex agree {*x
assume "input greater than 2": assume "input greater than 2":
input > 2; input > 2;
guarantee "output input * 2": guarantee "output input * 2":
output = input * 2; output = input * 2;
*x}; *x};
end parent; end child;
Fig. 1. AADL parent example Fig. 2. AADL child extends example
2.2 AGREE

AGREE is a compositional verification tool for AADL based on the widely-
used assume-guarantee contract verification method [18]. Designers state their
assumptions about input and specify guarantees concerning output provided
the assumptions are met. Designers also specify the behavior of a system to
ensure that the system can fulfill its guarantees. Analysis work in AGREE is
performed by a Satisfiability-Modulo Theorem (SMT) prover that checks the
behavior model for contradictions that would prevent the system from fulfilling
its guarantees. Any found contradictions are then presented to the user as a case
against the system’s correctness.

AGREE is an AADL annex that encapsulates the definitions of contracts and
specifications. A sample of AGREE’s syntax, an assume-guarantee contract, is
shown in Fig. 1. Note that AGREE splits the assume-guarantee contracts from
their behavior specification. The assume-guarantee contract is placed in the func-
tional interface along with the input / output specifications, and the behavior
specification is placed in the implementation. In this way, the multiple imple-
mentations common in an SPL can use the same assumptions and guarantees
while each has its own behavior specification.
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2.3 Software Product Lines

A Software Product Line (SPL) is a set of software-intensive systems sharing
a common, managed set of features that satisfy the specific needs of a partic-
ular market segment / mission and are developed from a common set of core
assets in a prescribed way [22]. SPLs have achieved remarkable benefits includ-
ing productivity gains, increased agility, increased product quality and mass
customization [8].
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Fig. 3. SPL feature model

SPLs are of particular importance to the IoT, particularly for their cost /
time savings and productivity gains. They enable IoT companies to maintain a
common core of features which can be reused across several products through
customization of the product instantiation. This reuse permits shortened devel-
opment schedules and also allows companies to maintain a common set of appli-
cations, each targeted to a specific audience.

Figure 3 represents an example SPL feature model, a diagram of the configu-
rations each product in the product line can choose. Some features of the cruise
control are required, for example, the sensor which determines the current speed
of the vehicle, a method of requesting the vehicle accelerate and a method of
enabling / disabling the cruise control system. Other features, like the radio to
facilitate communication between vehicles, are optional. Each product will make
a selection of which features to include and, for the features, which have multiple
variations, which variations to use.
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3 Method

AGREE is packaged as a plug-in for the Open Source AADL Tool Environment
(OSATE) development workbench, which is built on top of Eclipse [21]. AGREE
adds several features to OSATE. The first addition is a right-click context menu
for the model outline viewer, shown in Fig.5. This context menu exposes the
verification options supported by AGREE and allows the user to select which
component(s) he wishes to verify. The second addition is that of an annex which
exposes the AGREE language, its parser, and its semantic analyzer as well as
the interface to the prover. An overview of the work-flow of the plug-in can be
seen in Fig. 4.

AGREE AGREE
Plugin Parser

o : ———— Unchanged
revosiory | o

Fig. 4. Workflow for AGREE

SMT
Formatter

The user accesses the context menu for a component and selects a ver-
ification task. The architectural description of the component, the AGREE
annex contents and any sub-components are then provided to the plug-in. The
AGREE contract statements are extracted from the component and parsed into
an Abstract Syntax Tree (AST). The AST is provided to a formatter which
transforms the AST into the syntax expected by the Satisfiability-Modulo The-
orem (SMT) prover. The results of the SMT prover’s execution are provided
back to OSATE in a displayable format which OSATE renders. A view of the
rendered results can be seen in Fig.5. Note that OSATE displays successfully
verified conditions of a component with green checks, and errors are displayed
with a red X. Users can right-click the invalidated conditions for more detail.
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Fig. 5. Context menu & AGREE console

AGREE can be used for both architectural design and verification. When
used for design, AGREE contracts are specified at a broad level first, then as
the architecture matures, they become increasingly refined. Throughout this
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paper, we primarily focus on AGREE’s verification functionality. Note, however,
that our work is applicable to the design functionalities of AGREE as well.

Our extension to AGREE includes modifications to the architecture of the
plugin facilitating inheritance support !. We also introduce new statements to the
language which facilitate inheritance while also providing the ability to disable
it for backwards compatibility. We first cover the modifications made to the
architecture of the plugin.

In order to facilitate inheritance, we modified the parser of AGREE so that
it no longer directly communicated ASTs to the SMT Formatter. We also added
a repository which serves two purposes. It first functions as a temporary bank
which holds all ASTs of the architectural model. Secondly, it functions as a com-
poser that is capable of stitching together parent and child ASTs into a single,
unified AST. The composer functionality is invoked only when a component’s
AST is requested by the Formatter. These modifications along with the original
architecture are visualized in Fig. 4.

From the perspective of the composer, there are three types of statements
that an annex can contain. The first are original, or normal, statements. These
are statements that are introduced in the current specification and do not exist
at any higher level of the inheritance hierarchy. The second are inherited state-
ments, statements that are introduced at a higher level of the inheritance hier-
archy which are copied down into the behavior of the child. And finally, override
statements are statements which amend the behavior of inherited statements.

When an AST is requested from the Formatter, the inheritance hierarchy of
the requested component is gathered, and then a composed AST is generated
starting at the highest level of the hierarchy. As the composer moves down each
level of the hierarchy, it invokes a merging formula

C=I+0)+N

where C' is the composed behavior of the current level and all higher levels.
I represents inherited behavior, N represents normal behavior and O is the
override behavior. As the order of statements in the AGREE annex is impor-
tant, inherited behavior is always included first, taking care to account for any
overrides. Finally, new behavior introduced in the current level is appended. The
composed AST is then passed down the inheritance hierarchy until all levels have
been evaluated. Once the hierarchy is completely traversed, the final composed
behavior is returned to the Formatter.

We now cover the modified / additional statements added to the AGREE
language in order to facilitate inheritance. A short overview of the statements
that have been added or modified is presented in Table 1. Each statement will
be discussed and an example of its use provided.

Guarantee / Assume Statements. The guarantee and assume statements of the
AGREE language are analogous to the pre-condition / post-condition concepts

1 'We will refer to the AGREE language provided in the standard OSATE distribution
as “traditional” and our version as “extended”.
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Table 1. AGREE syntax overview

Keyword Description

assume declare that the system expects input to conform
to the following statement

do not inherit | explicitly disable inheritance

eq declare a concrete variable or override an abstract
variable

eq abstract declare an abstract variable

guarantee declare that output of the system will conform to
the following statement

inherit explicitly state that inheritance from a parent
occurs

of other verification tools. With traditional AGREE, the assumptions and guar-
antees of parent components are not inherited by their children despite the fact
that many times the children will use the same inputs, outputs, assumptions
and guarantees as their parents. Our extended version of AGREE allows for
such inheritance. We also recognize that it is sometimes necessary to tweak the
assumptions or guarantees of your parent, particularly if the child introduces
new inputs or outputs that the parent does not have.

An example of AGREE’s assume and guarantees are shown in Figs. 6 and 7.
Also shown in these figures is a demonstration of how our extended version of
AGREE permits verification assets to be reused across different components of
the model hierarchy as well as how assumptions and guarantees can be overridden
by children if necessary. The parent component, introduced in Fig.6 has two
features, a single input and output, and the AGREE annex assumes that the
input will be greater than or equal to 0 while guaranteeing that the output will
be greater than or equal to 1. The behavior of the parent is simply to take
the input value and set the output to the input plus 1. The child, shown in
Fig. 7, adds an additional complication by adding a second output. Note that
in Fig. 7 all inherited pieces are shown using comments (denoted by a double
dash in AGREE and AADL). The guarantees of the child have to be modified or
amended to account for this extra output. The override is driven by the descriptor
string, or, children who have an assumption or guarantee with a descriptor that
matches a parent assumption / guarantee’s descriptor will override the parent’s
matching descriptor.

Eq / Eq Abstract Statements. In traditional AGREE, the eg statement allows
for the declaration of a single variable. In introducing inheritance, we modified
the eg statement to either introduce a new variable or to override an existing
variable if the variable in the child has the same name as a variable in the
parent. We also introduced an eq abstract statement that provides a way to
define a variable without providing an implementation for that variable. Abstract
variables in AGREE are much like abstract variables in Java or C++. They can
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system parent

features
ip: in data port Base_Types::Integer;
op: out data port Base Types::Integer;

annex agree {x
assume "input req": ip >= 0;
guarantee "output req": op >= 1;

**};

end parent;

system implementation parent.impl
annex agree {**
assert op = ip + 1;
**};

end parent.impl;

Fig.6. AADL G / A example

system child extends parent

features
--ip: in data port Base_Types::Integer;
--op: out data port Base_Types::Integer;
op2: out data port Base_Types::Integer;

annex agree {x
--assume "input req": ip >= 0;
guarantee "output req": op >= 1

and op2 >= 1;
**};

end child;

system implementation child.impl
extends parent.impl
annex agree {x
--assert op = ip + 1;
assert op2 = ip + 1;
**};

end child.impl;

Fig. 7. AADL child G / A example

be used in calculations and statements just like any other variable but their
implementation is left for children, or extenders, to provide. We also introduce
the concept of an abstract implementation, an implementation specification that
contains an AGREE annex which introduces or inherits an abstract variable. In
order for an implementation specification to be non-abstract, or concrete, it
must override and provide an implementation for all inherited abstract variables
without introducing any new abstract variables.

An example of eq and eq abstract statements and how they are used in
inheritance is shown in Figs. 8 and 9. Once again comment lines (those starting
with a double dash) represent components that have been inherited. The parent
figure, shown in Fig. 8, has one output, a string representing the type. In the
parent figure, the type produced by the component is guaranteed to be null. This
is reflected in the parent’s implementation as myType has been declared abstract
and not provided with an implementation. The child figure, shown in Fig.9,
overrides the parent’s guarantee and asserts that the component will declare
its type as “child”. The child, however, does not have a full implementation,
only a provision of a definition for the inherited abstract variable. The assert
that ties the abstract variable to the output is inherited and does not require
respecification.

Inherit / Do Not Inherit Statements. The inherit and do not inherit statements
are unique to our extended implementation of AGREE. The do not inherit
statement allows inheritance to be explicitly disabled allowing the traditional
behavior of the plug-in to be used. This statement was introduced to provide
a means of enabling backwards compatibility. When encountered, the composer
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system child extends parent
system parent --features
features --type: out data port Base_Types::String;

type: out data port Base.Types::String; annex agree {x

annex agree {** guarantee "output req": type = "child";
guarantee "output req": type = null; *x};
**}; end child;

end parent;

system implementation parent.impl
annex agree {**
eq abstract myType: string;
assert type = myType;
**};

end parent.impl;

system implementation child.impl
extends parent.impl
annex agree {**
eq myType: string = '"child";
--assert type = myType;
**};

end child.impl;

Fig. 8. AADL Eq example Fig. 9. AADL child Eq example

of the repository component halts and the current results are returned without
including any statements from parent annexes. The inherit statement is similar
to the do not inherit statement in that it allows a developer to explicitly state
that inheritance does occur. The statement has no effect on the composer, how-
ever, it does allow developers to specify which hierarchies use inheritance and
which hierarchies do not if a mixed model is being utilized.

Finally, we provide an example where inheritance is controlled using the
inherit and do not inherit statements. This example is shown in Figs. 10 and 11
and can be seen in the implementation’s AGREE annexes. Note that the child’s
annex does not inherit the assert of the parent due to the child specifying that
inheritance should not be used. Note, however, that the do not inherit statement
does not affect extends. The child will still inherit the features of the parent even
though the AGREE annex will not inherit any attributes of the parent.

A video providing more detail and an example can be found online at https://
£00.gl/VK6NKe. The source of the implementation is available at https://goo.
gl/TG9A4r, and an Eclipse / OSATE compatible update site is provided at
https://goo.gl/QZhSrv.

4 Example

We now provide an example of a SPL verified using our extended version of
AGREE. First, an overview of the architecture and excerpts of AADL are pro-
vided for discussion. Also shown are examples of AGREE using the features
introduced in our extended version. Second, we demonstrate that the extended
version of AGREE is capable of working with models that use several layers of
inheritance.


https://goo.gl/VK6NKe
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system parent

features
ip: in data port Base_Types::Integer;
op: out data port Base_Types::Integer;

annex agree {**
assume "input req": ip >= 0;
guarantee "output req": op >= 1;

**};

end parent;

system implementation parent.impl
annex agree {x
assert op = ip + 1;
*x};

end parent.impl;

Fig. 10. AADL inherit example

system child extends parent
features
--ip: in data port Base_Types::Integer;
--op: out data port Base_Types::Integer;
op2: out data port Base_Types::Integer;
annex agree {*x
do not inherit;
assume "input req": ip < 1;
guarantee "output req": op <= 0
and op2 <= 0;
*x )

end child;

system implementation child.impl
extends parent.impl
annex agree {xx
do not inherit;
assert op = ip - 1;
assert op2 = ip - 1;
*x )

end child.impl;

Fig. 11. AADL child inherit example

4.1 Architecture Overview

The example SCSPL architecture, whose product hierarchy is diagrammed in
Fig. 12 and whose feature model is shown in Fig. 3, has three levels. The top-most
level is a collection of core assets shared by each of the different types of cruise
controls, or products. The middle level includes a standard cruise control and an
adaptive cruise control. The standard cruise control is the type common in many
vehicles, particularly older vehicles. It uses the “Maintain Driver Preference”
variant for the controller logic feature and does not have a radio or speed decrease
detector, and its increase requestor feature variant is simply a button. It allows
a user to manually set a speed for the car to maintain, and sensors in the engine
determine how the throttle needs to be modified in order for the requested
speed to be achieved. The adaptive cruise control, found in some vehicles, is
the same as the standard cruise control except that it has extra sensors on
the front of the vehicle that also feed into the throttle actuator as well as the
braking system. If the cruise control is causing the vehicle to approach another
vehicle too rapidly, the adaptive cruise control can use the brake actuators to
match the speed of the vehicle in front. This product uses the “Rear Distance
Sensor” variant and a button for the increase speed requestor feature and the
“Front Distance Sensor” and a button for the decrease speed requestor feature.
The “Maintain Gap” variant is chosen for the controller feature. Finally, the
bottom of the hierarchy contains a collaborative-adaptive cruise control. This
cruise control, in addition to front sensors, includes networking capabilities that
allow vehicles to communicate amongst one another to determine the safest
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Abstract Cruise Control

Standard Cruise Control Adaptive Cruise Control

Collaborative Adaptive
Cruise Control

Fig. 12. Example SPL architecture

speed for all vehicles to be traveling considering the location and lane of the
vehicle, so the optional radio feature is selected. This cruise control uses the
“Maintain Gap and Nearby” variant for the controller logic feature. In addition
to other vehicles, collaborative-adaptive cruise controls could communicate with
Traffic Management Centers or roadside infrastructure, however, this is outside
the scope of this architecture.

4.2 Verifying Multi-layered Architectures

We will now introduce several models which represent parts of the cruise control
architecture. These models will be used to demonstrate, using a more extensive
example, how the extended version of AGREE facilitates reuse within models
utilizing the inheritance features of AGREE.

The first model used is the model of the abstract cruise control, shown in
Fig. 13. This represents all of the shared features found in each cruise control
present in the SPL of cruise controls. There are 3 inputs and 1 output. The
inputs represent whether or not the cruise control is turned on (enabled), what
the target speed of the cruise control should be (targetSpeed) and what the
current speed of the vehicle is (actualSpeed). Note that many cruise controls will
not operate below a minimum speed threshold, and for our purposes, we have
set this threshold at 30 miles per hour.

The single output represents the throttle setting for the vehicle. A method of
decreasing the speed is not included in the shared model as this is not a shared
trait of the cruise controls in our product line. For example, the standard cruise
control is not connected to the braking system of the vehicle. It can moderate
the speed by letting off of the throttle, allowing the vehicle to slow down, but
it cannot stop the vehicle; this task is left up to the driver. The adaptive cruise
control, however, is connected to the braking system of the vehicle and it can
issue a command to the braking system over the vehicle bus slowing the vehicle.
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system abstract._cruise_control
features
enabled: in data port Base_Types::Boolean;
targetSpeed: in data port Base_Types::Integer;
actualSpeed: in data port Base_Types::Integer;
increaseSpeed: out event data port Base_Types::Boolean;
annex agree {**
assume "target speed is greater than lower threshold when enabled":
enabled => targetSpeed >= 30;
assume "actual speed is greater than lower threshold when enabled":
enabled => actualSpeed >= 30;
guarantee "increase speed only when enabled":
not increaseSpeed or (enabled and targetSpeed < actualSpeed and increaseSpeed) ;
**};

end abstract_cruise_control;

system implementation abstract_cruise_control.impl
annex agree {**
eq abstract shouldIncreaseSpeed : bool;
assert increaseSpeed = shouldIncreaseSpeed;
*x};

end abstract_cruise_control.impl;
Fig. 13. Shared core asset model

The AGREE annex of Fig. 13 focuses on the verification of a single property,
assuring that the increase speed event fires only when the cruise control system is
enabled and the target speed is less than the actual speed. In all other instances,
the increase speed event should be disabled. The controls around whether or not
the speed should be increased will depend largely on the components used by
the instantiated product of the product line, so an abstract variable shouldIn-
creaseSpeed is introduced in the abstract cruise control system’s implementation
that children will override based on their requirements.

The second model provided is a representation of the adaptive cruise control.
Recall that the adaptive cruise control is connected to various other sensors on
the vehicle that allow it to maintain both speed and, in the presence of another
vehicle, a gap between the vehicles.

The adaptive model is shown in Fig.14. Note that 3 additional inputs are
provided as well as 1 additional output. The additional output represents the
connection to the braking system of the vehicle and can be used to slow the
vehicle down when necessary. The additional inputs represent the upper limit
of the gap between the vehicle and the vehicle in front (upperGapLimit) as well
as the lower limit on that gap (lowerGapLimit). The final input is the current
measured gap distance (gap).

Notice that the adaptive model has many more assumptions and guarantees
than the shared model, including guarantees from the shared model that are over-
ridden. The implementation is also much more detailed, and it provides an imple-
mentation for the abstract variable of the shared model (shouldIncreaseSpeed).
The reason for the extra complexity, of course, is due to the need to factor a gap
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system adaptive_cruise_control extends abstract._cruise_control
features
decreaseSpeed: out event data port Base_Types::Boolean;
upperGapLimit: in data port Base_Types::Integer;
lowerGapLimit: in data port Base_Types::Integer;
gap: in data port Base_Types::Integer;
annex agree {x
guarantee "decrease when speed greater than target speed":
enabled and actualSpeed > targetSpeed => decreaseSpeed;
assume "upper gap limit is non-negative and non-zero": upperGapLimit > 0;
assume "lower gap limit is non-negative and non-zero": lowerGapLimit > 0;
assume "gap is non-negative and non-zero": gap > 0 ;
assume "gap is above lower limit": lowerGapLimit <= gap;
guarantee "increase speed when gap reaches lower limit":
enabled and gap = upperGapLimit => increaseSpeed;
guarantee "decrease speed when gap reaches lower limit":
enabled and gap = lowerGapLimit => decreaseSpeed;
—--override
guarantee "maintain when target equal actual":
enabled and actualSpeed = targetSpeed and
lowerGapLimit < gap and gap < upperGapLimit => not increaseSpeed;
**};

end adaptive_cruise_control;

system implementation adaptive_cruise_control.impl extends abstract_cruise_control.impl
annex agree {**
eq shouldIncreaseSpeed: bool =
if enabled and (actualSpeed < targetSpeed or gap = upperGapLimit) then
true
else
false;
eq shouldDecreaseSpeed: bool =
if enabled and (actualSpeed > targetSpeed or gap = lowerGapLimit) then
true
else
false;
assert decreaseSpeed = shouldDecreaseSpeed;
**};

end adaptive_cruise_control.impl;
Fig. 14. Adaptive cruise control model

calculation into whether or not the increase speed event should be fired as well
as constraints on the decrease speed event. However, notice that, other than the
over-ridden guarantee and abstract, none of the parent’s restrictions or implemen-
tation details need to be copied down into the child. This allows that only verifi-
cation assets unique to the adaptive cruise control are required to be attached to
the adaptive cruise control. This reuse increases the maintainability of the model
and reduces the workload / cognitive load on those developing the model.
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1#] Problems [ Properties ] AADL Property Values | AGREE Results %2
Property Resut
6 Valid
Valid (0s)
Valid (0s)
Valid (0s)
Valid (0s)
Valid (0s)
Valid (0s)
1 Valid

/ Result Valid (0s)
v +/ Component composition consistent 1 Valid

+/ Result Valid (0s)

Fig. 15. Adaptive cruise control verification results

Finally, we provide the results of verifying the adaptive cruise control using
the extended AGREE implementation in Fig.15. Note in the figure that the
assumptions / guarantees of both models are present despite the assumptions /
guarantees of the parent not being specified in the child. This demonstrates that
our inheritance mechanism works as expected, and the results of the composition
can be validated by a SMT prover.

5 Related Work

Compositionally composed assume-guarantee verification is a popular verifica-
tion technique, and it has been used successfully in many other ecosystems out-
side of AADL. Some examples of this are [15,16]. Our work differs from these
groups in where verification is applied to the system. We apply compositional
verification to the architecture during the design phase of the development life
cycle, while these projects apply verification technique later.

Our work is most similar to the work performed by the following groups,
particularly [18,26], both of which used AADL. Additional architecture-based
techniques exist, such as [14,17,20]. Our work differs from these groups in that
we are explicitly focused on allowing the verification assets to be reused in the
same manner as SPL assets, exploiting the inheritance features of the AADL
language.

6 Conclusion

We have introduced an extension to the AGREE language allowing it to support
compositional verification of SPL models that utilize inheritance. Our extended
version of AGREE facilitates the re-use of verification assets across multiple lev-
els of inheritance hierarchies present in SPL. It also allows verification assets to
incorporate abstraction and refinement into their definitions further simplifying
the verification assets to be shared and ensuring they are more maintainable.
In future work, we plan to incorporate abstraction in the other statements of
traditional AGREE. We also plan to further validate our claims of verification
asset reusability by utilizing the extended AGREE module to analyze more com-
plex models, particularly dynamic SPL. The extended version of AGREE will
be used to determine the correctness of such models and their appropriateness
to an organization’s goals.
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